# Product price （ProductDetail页面）

产品有3个价格,　都为ｓｔｒｉｎｇ　类型，　是priceFormatter.FormatPrice之后价格：

OldPrice 以前价格

Price 当前价格

PriceWithDiscount 最大折扣之后价格

model.ProductPrice.PriceValue = finalPriceWithDiscount;

如果有DisplayPrices权限，则 model.ProductPrice.HidePrices = false;

否则

model.ProductPrice.HidePrices = true;

model.ProductPrice.OldPrice = null;

model.ProductPrice.Price = null;

当product不是CustomerEntersPrice或CallForPrice时，会计算价格：

## 计算价格

\_taxService.GetProductPrice 计算出价格

数据库存储的价格货币表示currencySettings.PrimaryStoreCurrencyId (美元)

1. 先计算出按照数据库输入的价格（oldPriceBase, 有折扣的价格， 无折扣价格）
2. 再转换为当前workContext.WorkingCurrency价格

decimal taxRate;

decimal oldPrice**Base** = \_taxService.GetProductPrice(product, product.OldPrice, out taxRate);

decimal finalPriceWithoutDiscount**Base** = \_taxService.GetProductPrice(product, \_priceCalculationService.GetFinalPrice(product, \_workContext.CurrentCustomer, includeDiscounts: false), out taxRate);

decimal finalPriceWithDiscount**Base** = \_taxService.GetProductPrice(product, \_priceCalculationService.GetFinalPrice(product, \_workContext.CurrentCustomer, includeDiscounts: true), out taxRate);

decimal oldPrice = \_currencyService.ConvertFromPrimaryStoreCurrency(oldPriceBase, \_workContext.WorkingCurrency);

decimal finalPriceWithoutDiscount = \_currencyService.ConvertFromPrimaryStoreCurrency(finalPriceWithoutDiscountBase, \_workContext.WorkingCurrency);

decimal finalPriceWithDiscount = \_currencyService.ConvertFromPrimaryStoreCurrency(finalPriceWithDiscountBase, \_workContext.WorkingCurrency);

## taxService计算价格

如果当前价格已经包含了税（taxSettings.PricesIncludeTax 为True）， 则

WorkContext.TaxDisplayType 值 （IncludingTax 或 ExcludingTax）

如果taxSettings AllowCustomersToSelectTaxDisplayType 且 当前用户！=null

找genericAttributeService 中 Customer.TaxDisplayTypeId 属性的值

否则返回taxSettings.TaxDisplayType（默认为ExcludingTax）

//当前价格已经包含税了A value indicating whether price already includes tax

bool priceIncludesTax = **\_taxSettings.PricesIncludeTax**; // False

// 价格展示是 A value indicating whether calculated price should include tax

bool includingTax = \_workContext.TaxDisplayType == TaxDisplayType.IncludingTax;

int taxCategoryId = 0;

public virtual decimal GetProductPrice(Product product, int taxCategoryId,

decimal price, bool includingTax, Customer customer,

bool priceIncludesTax, out decimal taxRate)

{

//no need to calculate tax rate if passed "price" is 0

if (price == decimal.Zero)

{

taxRate = decimal.Zero;

return taxRate;

}

bool isTaxable;

GetTaxRate(product, taxCategoryId, customer, price, out taxRate, out isTaxable)

if (priceIncludesTax)

{

//"price" already includes tax

if (includingTax)

{

//we should calculate price WITH tax

if (!isTaxable)

{

//but our request is not taxable

//hence we should calculate price WITHOUT tax

price = CalculatePrice(price, taxRate, false);

}

}

else

{

//we should calculate price WITHOUT tax

price = CalculatePrice(price, taxRate, false);

}

}

else

{

//"price" doesn't include tax

if (includingTax)

{

//we should calculate price WITH tax

//do it only when price is taxable

if (isTaxable)

{

price = CalculatePrice(price, taxRate, true);

}

}

}

if (!isTaxable)

{

//we return 0% tax rate in case a request is not taxable

taxRate = decimal.Zero;

}

//allowed to support negative price adjustments

//if (price < decimal.Zero)

// price = decimal.Zero;

return price;  
}

### VAT(增值税) 计算

从Plugin中找到TaxProvider来计算税率是多少 （LoadActiveTaxProvider() ）

protected virtual void GetTaxRate(Product product, int taxCategoryId,

Customer customer, decimal price, out decimal taxRate, out bool isTaxable)

{

taxRate = decimal.Zero;

isTaxable = true;

//active tax provider

var activeTaxProvider = LoadActiveTaxProvider();

if (activeTaxProvider == null)

return;

//tax request

var calculateTaxRequest = CreateCalculateTaxRequest(product, taxCategoryId, customer, price);

//tax exempt

if (IsTaxExempt(product, calculateTaxRequest.Customer))

{

isTaxable = false;

}

//make EU VAT exempt validation (the European Union Value Added Tax)

if (isTaxable &&

\_taxSettings.EuVatEnabled &&

IsVatExempt(calculateTaxRequest.Address, calculateTaxRequest.Customer))

{

//VAT is not chargeable

isTaxable = false;

}

//get tax rate

var calculateTaxResult = activeTaxProvider.GetTaxRate(calculateTaxRequest);

if (calculateTaxResult.Success)

{

//ensure that tax is equal or greater than zero

if (calculateTaxResult.TaxRate < decimal.Zero)

calculateTaxResult.TaxRate = decimal.Zero;

taxRate = calculateTaxResult.TaxRate;

}

else

if (\_taxSettings.LogErrors)

{

foreach (var error in calculateTaxResult.Errors)

{

\_logger.Error(string.Format("{0} - {1}", activeTaxProvider.PluginDescriptor.FriendlyName, error), null, customer);

}

}

}

TaxService.CreateCalculateTaxRequest

VAT 可以基于BillingAddress， ShippingAddress， DefaultAddress计算

默认 taxSettings.**TaxBasedOn中为**BillingAddress

如果EU VAT Eupore Union Value Added Tax 启用：

//new EU VAT rules starting January 1st 2015

//find more info at http://ec.europa.eu/taxation\_customs/taxation/vat/how\_vat\_works/telecom/index\_en.htm#new\_rules

//EU VAT enabled?

if (\_taxSettings.EuVatEnabled)

{

//telecommunications, broadcasting and electronic services?

if (product != null && product.IsTelecommunicationsOrBroadcastingOrElectronicServices)

{

//January 1st 2015 passed?

if (DateTime.UtcNow > new DateTime(2015, 1, 1, 0, 0, 0, DateTimeKind.Utc))

{

//Europe Union consumer?

if (IsEuConsumer(customer))

{

//We must charge VAT in the EU country where the customer belongs (not where the business is based)

basedOn = TaxBasedOn.BillingAddress;

}

}

}

}

### 产品是否免税

当前用户是否有免税的角色

或者当前Product 的IsTaxExempt=true

public virtual bool IsTaxExempt(Product product, Customer customer)

{

if (customer != null)

{

if (customer.IsTaxExempt)

return true;

if (customer.CustomerRoles.Where(cr => cr.Active).Any(cr => cr.TaxExempt))

return true;

}

if (product == null)

{

return false;

}

if (product.IsTaxExempt)

{

return true;

}

return false;

}

### 根据税率计算产品价格 **TaxService.cs**

**taxSettings.PricesIncludeTax 为True -》 当前价格已经包含税** （默认为False）

当前价格已经包含税， 实际价格应该减去税 CalculatePrice(price, taxRate, false)

当前价格不包含税， 实际价格应该加上税 CalculatePrice(price, taxRate, true)

protected virtual decimal CalculatePrice(decimal price, decimal percent, bool increase)

{

if (percent == decimal.Zero)

return price;

decimal result;

if (increase)

{

result = price \* (1 + percent / 100);

}

else

{

result = price - (price) / (100 + percent) \* percent;

}

return result;

}

### PriceCalculationService计算产品价格，includeDiscounts参数可以计算有没有折扣下的价格：

public virtual decimal GetFinalPrice(Product product,

Customer customer,

decimal? overriddenProductPrice, // null

decimal additionalCharge, // 默认 decimal.Zero,

bool includeDiscounts, // 是否包含discount

int quantity, // 默认是1

DateTime? rentalStartDate, // 默认null

DateTime? rentalEndDate, // 默认null

out decimal discountAmount,

out List<Discount> appliedDiscounts)

计算价格时

如果overriddenProductPrice有值, price按overriddenProductPrice的值计算

如果当前时间在specialPrice时间之间， price按specialPrice的值计算

如果product有TierPrices， 找出Math.Min(price, tierPrice.Value)

//additional charge

price = price + additionalCharge;

// rental products

// 如果产品IsRental的, 如果按天计算（RentalPricePeriod.Days ）

// var totalDaysToRent = Math.Max((endDate - startDate).TotalDays, 1);

// int configuredPeriodDays = product.RentalPriceLength;

// totalPeriods =

// Convert.ToInt32(Math.Ceiling(totalDaysToRent/configuredPeriodDays));

// 价格乘以多少个RentalPriceLength就是最终价格

if (product.IsRental)

if (rentalStartDate.HasValue && rentalEndDate.HasValue)

price=price\*product.GetRentalPeriods(rentalStartDate.Value, rentalEndDate.Value);

// 计算出折扣有多少 =》 最终价格就是再减去折扣

if (includeDiscounts)

{

//discount

List<Discount> tmpAppliedDiscounts;

decimal tmpDiscountAmount = GetDiscountAmount(product, customer, price, out tmpAppliedDiscounts);

price = price - tmpDiscountAmount;

// 。。。  
}

if (price < decimal.Zero)

price = decimal.Zero;

result.Price = price;

## 货币转换： 把价格转换为当前store的currency

**可以根据Rate为1的货币为基数转换为其他货币的价格**

**如美元的Rate为1**

**如人民币的Rate为6.1100**

**表示1美元等于6.1100人民币**

**Name Rate**

**en-US 1.0000**

**ja-jp 109.2700**

**zh-cn 6.1100**

**比如把X日元转换为人民币， （必须以美元为基础根据Rate来换算）**

**先把日元转换为美元 （**ConvertToPrimaryExchangeRateCurrency**） X / 109.2700**

**再把美元转换为人民币 （**ConvertFromPrimaryExchangeRateCurrency）X \* **6.1100**

Libraries\Nop.Services\Directory\CurrencyService.cs

约定（默认情况）：

**currencySettings.PrimaryStoreCurrencyId 默认值为1**

**Currency表中Id为1的Currency是“US Dollar”， Rate为1.0000 货币都以美元为基础转换**

public virtual decimal ConvertFromPrimaryStoreCurrency(decimal amount, Currency targetCurrencyCode)

{

var primaryStoreCurrency = GetCurrencyById(\_currencySettings.PrimaryStoreCurrencyId);

var result = **ConvertCurrency**(amount, primaryStoreCurrency, targetCurrencyCode);

return result;

}

public virtual decimal ConvertCurrency(decimal amount, Currency sourceCurrencyCode, Currency targetCurrencyCode)

{

if (sourceCurrencyCode == null)

throw new ArgumentNullException("sourceCurrencyCode");

if (targetCurrencyCode == null)

throw new ArgumentNullException("targetCurrencyCode");

decimal result = amount;

if (sourceCurrencyCode.Id == targetCurrencyCode.Id)

return result;

if (result != decimal.Zero && sourceCurrencyCode.Id != targetCurrencyCode.Id)

{

result = ConvertToPrimaryExchangeRateCurrency(result, sourceCurrencyCode);

result = ConvertFromPrimaryExchangeRateCurrency(result, targetCurrencyCode);

}

return result;

}

## 格式话价格priceFormatter.cs

比如price为2900.0000 类型为double， product model 的price类型为string， 页面展示的时候可以显示成$2,900.00 这种形式

ProductController PrepareProductDetailsPageModel中

调用model.ProductPrice.OldPrice = \_priceFormatter.**FormatPrice**(oldPrice);

默认参数为FormatPrice(price, true, \_workContext.WorkingCurrency);

bool priceIncludesTax = \_workContext.TaxDisplayType == TaxDisplayType.IncludingTax;

\_taxSettings.DisplayTaxSuffix （默认为False）

RoundingHelper.RoundPrice 调用Math.Round(value, 2) 四舍五入保留2位小数（在这里可以实现不同国家具体Round方法）

// 第一步

// **GetCurrencyString 得到带有locale信息的价格， 如**$1900.00， $1900.00 **(USD)**

// 第二步是否显示税\_taxSettings.DisplayTaxSuffix （默认为False）

// 返回类似 $1900.00 **(USD)** incl tax， $1900.00 excl tax， $1900.00 (USD) excl tax

public virtual string FormatPrice(decimal price, bool showCurrency,

Currency targetCurrency, Language language, bool priceIncludesTax, bool showTax)

{

//we should round it no matter of "ShoppingCartSettings.RoundPricesDuringCalculation" setting

price = RoundingHelper.RoundPrice(price);

string currencyString = **GetCurrencyString**(price, showCurrency, targetCurrency);

if (showTax)

{

//show tax suffix

string formatStr;

if (priceIncludesTax)

{

formatStr = \_localizationService.GetResource("Products.InclTaxSuffix", language.Id, false);

if (String.IsNullOrEmpty(formatStr))

formatStr = "{0} incl tax";

}

else

{

formatStr = \_localizationService.GetResource("Products.ExclTaxSuffix", language.Id, false);

if (String.IsNullOrEmpty(formatStr))

formatStr = "{0} excl tax";

}

return string.Format(formatStr, currencyString);

}

return currencyString;

}

//第一步 1900.00.ToString("C", new CultureInfo(“en-US”)) 返回 $1900.00

//CustomFormatting不为空，则 amount.ToString(targetCurrency.CustomFormatting)

//DisplayLocale不为空，则 ToString("C", new CultureInfo(targetCurrency.DisplayLocale)

//否则 String.Format("{0} ({1})", amount.ToString("N"), targetCurrency.CurrencyCode)

//第二步 是否显示货币符号， 如 $1900.00 **(USD)**

// if (showCurrency && \_currencySettings.DisplayCurrencyLabel) 默认设置位false

// String.Format("{0} ({1})", result, targetCurrency.CurrencyCode);

protected virtual string GetCurrencyString(decimal amount,

bool showCurrency, Currency targetCurrency)

{

if (targetCurrency == null)

throw new ArgumentNullException("targetCurrency");

string result;

if (!String.IsNullOrEmpty(targetCurrency.CustomFormatting))

{

//custom formatting specified by a store owner

result = amount.ToString(targetCurrency.CustomFormatting);

}

else

{

if (!String.IsNullOrEmpty(targetCurrency.DisplayLocale))

{

//default behavior

result = amount.ToString("C", new CultureInfo(targetCurrency.DisplayLocale));

}

else

{

//not possible because "DisplayLocale" should be always specified

//but anyway let's just handle this behavior

result = String.Format("{0} ({1})", amount.ToString("N"), targetCurrency.CurrencyCode);

return result;

}

}

//display currency code?

if (showCurrency && \_currencySettings.DisplayCurrencyLabel)

result = String.Format("{0} ({1})", result, targetCurrency.CurrencyCode);

return result;

}

# 折扣

DiscountType 有

AssignedToOrderTotal

AssignedToSkus

AssignedToCategories

AssignedToCategories

AssignedToManufacturers

AssignedToShipping

AssignedToOrderSubTotal

DiscountLimitationType 有： （从discountUsageHistory来看当前discount使用多少次）

Unlimited 无限次数使用

NTimesOnly 使用n次

NTimesPerCustomer 每个用户使用n次

折扣IsCumulative表示是否可以累积

## 验证Discount是否合法

可以使用的Discount： DiscountService.cs

ValidateDiscount(Discount discount, Customer customer)

//couponCodeToValidate=customer.GetAttribute<string>(SystemCustomerAttributeNames.// DiscountCouponCode, \_genericAttributeService);

ValidateDiscount(Discount discount, Customer customer, string couponCodeToValidate)

验证返回结果为 DiscountValidationResult { bool IsValid ， string UserError }

验证过程

// 1. check coupon code

if (discount.RequiresCouponCode)

{

if (String.IsNullOrEmpty(discount.CouponCode))

return result;

if (!discount.CouponCode.Equals(couponCodeToValidate, StringComparison.InvariantCultureIgnoreCase))

return result;

}

// 2. 当购物车里有gift cards的时候AssignedToOrderSubTotal， AssignedToOrderTotal折扣// 不能使用否则就可以用折扣来购买礼品卡 Otherwise, this customer can purchase gift // cards with discount and get more than paid ("free money").

if (discount.DiscountType == DiscountType.AssignedToOrderSubTotal ||

discount.DiscountType == DiscountType.AssignedToOrderTotal)

var hasGiftCards = cart.Any(x => x.Product.IsGiftCard);

if (hasGiftCards)

{

result.UserError = T("ShoppingCart.Discount.CannotBeUsedWithGiftCards");

return result;

}

//3. check date range

当前时间在 discount.StartDateUtc， discount.EndDateUtc之间

//4. discount limitation 验证使用次数限制

// GetAllDiscountUsageHistory第二个参数为customerid, 第三个参数为orderId

switch (discount.DiscountLimitation)

{

case DiscountLimitationType.NTimesOnly:

{

var usedTimes = GetAllDiscountUsageHistory(discount.Id, null, null, 0, 1).TotalCount;

if (usedTimes >= discount.LimitationTimes)

return result;

}

break;

case DiscountLimitationType.NTimesPerCustomer:

{

if (customer.IsRegistered())

{

var usedTimes = GetAllDiscountUsageHistory(discount.Id, customer.Id, null, 0, 1).TotalCount;

if (usedTimes >= discount.LimitationTimes)

{

result.UserError = \_localizationService.GetResource("ShoppingCart.Discount.CannotBeUsedAnymore");

return result;

}

}

}

break;

case DiscountLimitationType.Unlimited:

default:

break;

}

// 5. discount requirements

// 每个Discount对应多个DiscountRequirement， DiscountRequirementRuleSystemName属性为// 插件的systemname

DiscountRequirement {

public int DiscountId { get; set; }

public string DiscountRequirementRuleSystemName { get; set; }

}

如果能找到对应DiscountRequirementRuleSystemName的插件， 调用插件的CheckRequirement放发来验证

foreach (var req in requirements)

{

//load a plugin

var requirementRulePlugin = LoadDiscountRequirementRuleBySystemName(r

if (requirementRulePlugin == null)

continue;

if (!\_pluginFinder.AuthenticateStore(requirementRulePlugin.PluginDesc

continue;

var ruleRequest = new DiscountRequirementValidationRequest

{

DiscountRequirementId = req.Id,

Customer = customer,

Store = \_storeContext.CurrentStore

};

var ruleResult = requirementRulePlugin.CheckRequirement(ruleRequest);

if (!ruleResult.IsValid)

{

result.UserError = ruleResult.UserError;

return result;

}

}

// 如果以上步骤没有问题， 返回该Discount可以使用

result.IsValid = true;

return result;

## 由Discount得到折扣的值（可以便宜多少钱）

// Libraries\Nop.Services\Discounts\DiscountExtensions.cs

折扣分为使用百分比和固定折扣

使用百分比时要验证折扣是否小于最大折扣MaximumDiscountAmount

public static decimal GetDiscountAmount(this Discount discount, decimal amount)

{

if (discount == null)

throw new ArgumentNullException("discount");

//calculate discount amount

decimal result;

if (discount.**UsePercentage**)

result = (decimal)((((float)amount) \* ((float)discount.DiscountPercentage)) / 100f);

else

result = discount.DiscountAmount;

//validate maximum disocunt amount

if (discount.UsePercentage &&

discount.MaximumDiscountAmount.HasValue &&

result > discount.MaximumDiscountAmount.Value)

result = discount.MaximumDiscountAmount.Value;

if (result < decimal.Zero)

result = decimal.Zero;

return result;

}

## 找到product的最大折扣

**PriceCalculationSErvice.cs**

找到product所有的折扣， 并返回最大折扣值

GetAllowedDiscounts， GetPreferredDiscount是两个重要的方法

/// <returns>Discount amount</returns>

protected virtual decimal GetDiscountAmount(Product product,

Customer customer,

decimal productPriceWithoutDiscount,

out List<Discount> appliedDiscounts)

{

if (product == null)

throw new ArgumentNullException("product");

appliedDiscounts = null;

decimal appliedDiscountAmount = decimal.Zero;

//we don't apply discounts to products with price entered by a customer

if (product.CustomerEntersPrice)

return appliedDiscountAmount;

//discounts are disabled

if (\_catalogSettings.**IgnoreDiscounts**)

return appliedDiscountAmount;

var allowedDiscounts = GetAllowedDiscounts(product, customer);

//no discounts

if (!allowedDiscounts.Any())

return appliedDiscountAmount;

/// Get preferred discount (with maximum discount value)

appliedDiscounts = allowedDiscounts.GetPreferredDiscount(productPriceWithoutDiscount, out appliedDiscountAmount);

return appliedDiscountAmount;

}

### 找product所有的折扣： GetAllowedDiscounts

Nop.Services\Catalog\PriceCalculationService.cs

IList<Discount> GetAllowedDiscounts(Product product, Customer customer)

**返回**

该Product下所有Valid的折扣

+该Product 所在Category下Valid的折扣 （GetAllowedDiscountsAppliedToCategories）

+该Product 所在Manufacture下Valid的折扣 (GetAllowedDiscountsAppliedToManufacturers)

Product下所有Valid的折扣

foreach (var discount in product.AppliedDiscounts)

{

if (\_discountService.ValidateDiscount(discount, customer).IsValid &&

discount.DiscountType == DiscountType.**AssignedToSkus** &&

!allowedDiscounts.ContainsDiscount(discount))

allowedDiscounts.Add(discount);

}

Product所在Manufacture Valid的折扣

GetAllowedDiscountsAppliedToManufacturers

foreach(var discount in \_discountService.GetAllDiscounts(

DiscountType.AssignedToManufacturers))

{

// 返回所有AssignedToManufacturers 的Discount的Id

var appliedToManufacturerIds = \_cacheManager.Get(cacheKey,

() => discount.AppliedToManufacturers.Select(x => x.Id).ToList());

if (appliedToManufacturerIds.Any())

{

// 找到product在的manufacturerIds

var manufacturerIds = \_manufacturerService

.GetProductManufacturersByProductId(product.Id)

.Select(x => x.ManufacturerId)

.ToList());

foreach (var id in manufacturerIds)

{

if (appliedToManufacturerIds.Contains(id))

{

if (\_discountService.ValidateDiscount(discount, customer).IsValid &&

discount.DiscountType == DiscountType.**AssignedToManufacturers** &&

!allowedDiscounts.ContainsDiscount(discount))

allowedDiscounts.Add(discount);

}

}

}

}

### 得到折扣最大的折扣（便宜最多的）GetPreferredDiscount

先选出折扣最大的Discount （不可累积的折扣和可以累积的折扣单个折扣集合）

把可以累积（IsCumulative）的折扣值全部加起来

如果可累积折扣总值大于折扣单个使用的值， 返回可以累积折扣的集合

否则返回折扣最大Discount集合

/// <summary>

/// Get preferred discount (with maximum discount value)

/// </summary>

/// <param name="discounts">A list of discounts to check</param>

/// <param name="amount">Amount (initial value)</param>

/// <param name="discountAmount">Discount amount</param>

/// <returns>Preferred discount</returns>

public static List<Discount> GetPreferredDiscount(this IList<Discount> discounts,

decimal amount, out decimal discountAmount)

{

if (discounts == null)

throw new ArgumentNullException("discounts");

var result = new List<Discount>();

discountAmount = decimal.Zero;

if (!discounts.Any())

return result;

//first we check simple discounts

foreach (var discount in discounts)

{

decimal currentDiscountValue = discount.GetDiscountAmount(amount);

if (currentDiscountValue > discountAmount)

{

discountAmount = currentDiscountValue;

result.Clear();

result.Add(discount);

}

}

//now let's check cumulative discounts

//right now we calculate discount values based on the original amount value

//please keep it in mind if you're going to use discounts with "percentage"

var cumulativeDiscounts = discounts.Where(x => x.IsCumulative).OrderBy(x => x.Name).ToList();

if (cumulativeDiscounts.Count > 1)

{

var cumulativeDiscountAmount = cumulativeDiscounts.Sum(d => d.GetDiscountAmount(amount));

if (cumulativeDiscountAmount > discountAmount)

{

discountAmount = cumulativeDiscountAmount;

result.Clear();

result.AddRange(cumulativeDiscounts);

}

}

return result;

}

## 价格显示

decimal minimumCustomerEnteredPrice =

\_currencyService.**ConvertFromPrimaryStoreCurrency**(product.MinimumCustomerEnteredPrice, \_workContext.WorkingCurrency);

decimal maximumCustomerEnteredPrice =

\_currencyService.**ConvertFromPrimaryStoreCurrency**(product.MaximumCustomerEnteredPrice, \_workContext.WorkingCurrency);

/// currencySettings.PrimaryStoreCurrencyId安装后值是1, en-US的currency

public virtual decimal **ConvertFromPrimaryStoreCurrency**(decimal amount, Currency targetCurrencyCode)

{

var primaryStoreCurrency = GetCurrencyById(\_currencySettings.PrimaryStoreCurrencyId);

var result = **ConvertCurrency**(amount, primaryStoreCurrency, targetCurrencyCode);

return result;

}

/// <summary>

/// Converts currency source和target不一样再实行转换

/// 因为currency表保存的Rate都是相对于PrimaryCurrency的， 所以需要先转换为primary的值然后转换为target

/// ConvertToPrimaryExchangeRateCurrency 先转换为PrimaryCurrency

/// ConvertFromPrimaryExchangeRateCurrency PrimaryCurrency转换为target

/// </summary>

public virtual decimal ConvertCurrency(decimal amount, Currency sourceCurrencyCode, Currency targetCurrencyCode)

{

if (sourceCurrencyCode == null)

throw new ArgumentNullException("sourceCurrencyCode");

if (targetCurrencyCode == null)

throw new ArgumentNullException("targetCurrencyCode");

decimal result = amount;

if (sourceCurrencyCode.Id == targetCurrencyCode.Id)

return result;

if (result != decimal.Zero && sourceCurrencyCode.Id != targetCurrencyCode.Id)

{

result = ConvertToPrimaryExchangeRateCurrency(result, sourceCurrencyCode);

result = ConvertFromPrimaryExchangeRateCurrency(result, targetCurrencyCode);

}

return result;

}

## PAngV 德国显示

PAngV is the abbreviation for Preisangabenverordnung.This is a law in Germany that came into effect in 1985. （ <http://www.germanwordsexplained.com/blog/abbreviations/pangv>）

PAngV 保存在ProductModel **BasePricePAngV** 属性中，显示时候：

var result = string.Format(localizationService.GetResource("Products.BasePrice"),

basePriceStr, referenceAmount.ToString("G29"), referenceUnit.Name);

"Products.BasePrice" en-US 值为 “equates to {0} per {1} {2}”

用来显示单位容量的价格

Check to display baseprice of a product. This is required according to the **German law** (PAngV). If you sell 500ml of beer for 1,50 euro, then you have to display **baseprice: 3.00 euro per 1L**.

![](data:image/png;base64,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)

Unit of product, Reference unit由measureService.GetAllMeasureWeights()读取，

MeasureWeight表默认由4个单位

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Id | SystemKeyword | Ratio | Name | DisplayOrder |  |
| 1 | ounce | 16 | ounce(s) | 1 | 盎司（英国） |
| 2 | lb | 1 | lb(s) | 2 | 磅（英国美国） |
| 3 | kg | 0.453592 | kg(s) | 3 | 千克 |
| 4 | grams | 453.5924 | gram(s) | 4 | 克 |

1磅(lb)=0.4535924千克(kg) = 453.5924克(grams) = 16盎司(ounce)

ProductController.cs Product， PrepareProductDetails方法中：

//PAngV baseprice (used in Germany)

model.ProductPrice.BasePricePAngV = product.FormatBasePrice(finalPriceWithDiscountBase,

\_localizationService, \_measureService, \_currencyService, \_workContext, \_priceFormatter);

referenceAmount.ToString("G29")

https://msdn.microsoft.com/en-us/library/dwhawy9k(v=vs.110).aspx#The General