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# Sección 1. Sobre este tutorial ¿Debo tomar este tutorial?

### Una de las características más importantes del lenguaje Java es el soporte para multiproceso (también llamado

concurrente) de programación.

This tutorial is an introduction to the use of multiple threads in a Java program and will appeal to systems or application programmers who want to learn about multithreaded Java programming.

A multithreaded program can take advantage of the additional CPUs in a shared-memory multiprocessor architecture in order to execute more quickly. The use of multiple threads can also simplify the design of a program. As an example, consider a server program in which each incoming client request is handled by a dedicated thread.

However, to avoid race conditions and corruption of shared data, the threads in a concurrent program must be properly synchronized. Many example programs are used in this tutorial to illustrate these concepts.

Este tutorial asume un conocimiento general previo de programación Java; el contexto y el nivel de conocimiento usado en este tutorial es el equivalente de un curso de sistemas operativos de grado. Para una explicación más explícita de la experiencia necesaria para obtener el máximo provecho de este tutorial, consulte[supuestos y contexto](#_bookmark2) en la página 3.

Sobre el Autor

Stephen J. Hartley es Profesor Asociado de Ciencias de la Computación de la Universidad de Rowan en Glassboro, Nueva Jersey. Ha publicado dos libros con Oxford University Press sobre el tema de la programación concurrente: Programación Sistemas Operativos: el lenguaje de programación SR (1995) y programación concurrente: el lenguaje de programación Java (1998). Póngase en contacto con Stephen en[*hartley@elvis.rowan.edu*](mailto:hartley@elvis.rowan.edu).

### Si tiene preguntas sobre el contenido de este tutorial, por favor, póngase en contacto con el autor.

Sección 2. Introducción Metas y objetivos

The two goals of this tutorial are to:

* Learn the "nuts and bolts" of creating multiple threads of control in a Java program.
* Learn the pitfalls and areas that can trip you up when synchronizing those threads to avoid race conditions and corruption of shared data.

Assumptions and context

Before we move into the nuts and bolts of concurrent programming, let's elaborate on the knowledge and experience necessary to effectively wring the most use from this tutorial.

We assume that you have a general knowledge of concurrency issues, at a level commensurate with an undergraduate computer science operating systems course. We also assume a familiarity with the following terms and concepts: multiple threads, shared data, race conditions, critical sections, mutual exclusion, monitors, and semaphores. Finally, you should have knowledge of object-oriented programming and sequential Java: classes, objects, interfaces, inheritance, polymorphism, packages, and exceptions.

For further reference, [Resources](#_bookmark84) on page 122 at the end of the tutorial includes online and print resources on concurrent programming and the Java language.

Tutorial platform specifications

All example Java programs in this tutorial have been executed on a PC running [*Red Hat's*](http://www.redhat.com/)[*version 7.0 of Linux*](http://www.redhat.com/), using the [*IBM Java software developer kit version 1.3.0 for Linux*](http://www.ibm.com/developerworks/java/jdk/linux130/). Este kit de desarrollador utiliza subprocesos nativos y por lo tanto el tiempo les rebana automáticamente.

### Los ejemplos son compilados y ejecutados con el compilador Just-In-Time (JIT) discapacitados (comando de exportación JAVA\_COMPILER = NINGUNO) para facilitar la manifestación de las condiciones de carrera en [Ejemplo race.java](#_bookmark20) en la página 24 y[Ejemplo rac2.java](#_bookmark22) en la página 25.

Puede descargar un archivo zip que contiene todos los programas de ejemplo de Java en este tutorial en [recursos](#_bookmark84) en la página 122.

Sección 3. A partir de las hebras Java Dos formas de iniciar las hebras Java

Hay dos formas de iniciar las hebras Java. Una forma es subclase de la clase Thread:

Una clase se extiende de rosca {public void run () {

... // código para el nuevo hilo para ejecutar

}

}

...

* 1. **a = new A (); // crear el objeto hilo a.Inicie (); // inicia el nuevo hilo ejecutar**

...

### La segunda manera es implementar la interfaz Ejecutable:

la clase B se extiende ... implements Runnable {public void run () {

... // código para el nuevo hilo para ejecutar

}

}

...

* 1. **b = new B();// create the Runnable object Thread t = new Thread(b); // create a thread object t.start();// start the new thread**

...

### [Example prit.java](#_bookmark4) on page 6 demonstrates multithreaded prime number generation with one thread per number checked. [Sample run of prit.java](#_bookmark5) on page 7 shows the results. The [Class](#_bookmark6) [Prime.java](#_bookmark6) on page 7 is used. [Unit testing of Prime.java](#_bookmark7) on page 8 demonstrates unit testing of the Prime.java class.

Background material on threads

First a quick refresher on threading.

A process is an executing program. It has been allocated memory by the operating system. A thread is an execution or flow of control in the address space of a process; the program counter register points to the next instruction to be executed.

Un proceso es un programa con al menos un hilo. Un proceso puede tener más de un hilo. Todos los hilos en un proceso tienen su propio contador de programa y su propia pila para las variables locales (también llamadas automáticas) y las direcciones de los procedimientos invocados regresan.

En el lenguaje Java, un hilo en el intérprete de tiempo de ejecución llama al método main () de la clase en la línea de comandos de Java. Cada objeto creado puede tener uno o más hilos, los cuales comparten el acceso a los campos de datos del objeto.

El artículo "[*Un Introducción a Programación con Trapos*](ftp://gatekeeper.dec.com/pub/DEC/SRC/research-reports/SRC-035.ps.Z)"Por Andrew D. Birrell (1989, un informe de investigación DEC) ofrece los siguientes motivaciones para la programación concurrente con hilos:

### multiprocesadores de memoria compartida son más baratos y más común de modo que cada hilo se pueden asignar una CPU.

* It is less expensive and more efficient to create several threads in one process that share data than to create several processes that share data.
* I/O on slow devices (such as networks, terminals, and disks) can be done in one thread while another thread does useful computation in parallel.
* Multiple threads can handle the events (such as mouse clicks) in multiple windows in the windowing system on a workstation.
* In a LAN cluster of workstations or in a distributed operating system environment, a server running on one machine can spawn a thread to handle an incoming request in parallel with the main thread continuing to accept additional incoming requests.

Cuando dos hilos realizan una función tal como N = N + 1 en aproximadamente el mismo tiempo, tiene una condición de carrera. Ambos hilos son "de carreras" entre sí para acceder a los datos y una de las actualizaciones puede perderse. En general, las condiciones de carrera son posibles cuando dos o más hilos de compartir datos, que están leyendo y escribiendo los datos compartidos al mismo tiempo, y el resultado final depende de lo que uno hace cuando.

Al mismo tiempo la ejecución de hilos que comparten datos necesitan sincronizar sus operaciones y tratamiento para evitar las condiciones de carrera sobre los datos compartidos. la sincronización de hilos se puede hacer con las variables de bandera y espera ocupada. Debido a que utiliza una gran cantidad de ciclos de CPU, espera ocupada es ineficiente. El bloqueo sería mejor.

A critical section is a block of code in a thread that accesses one or more shared variables in a read-update-write fashion. In such a situation we want mutual exclusion in which only one thread can access (read-update-write) a shared variable at a time.

The mutual exclusion problem is how to keep two or more threads from being in their critical sections at the same time, where we make no assumptions about the number of CPUs or their relative speeds.

A thread outside its critical section should not keep other threads outside their critical sections from entering. This is also called a safety property (or absence of unnecessary delay).

Also, no thread should have to wait forever to enter its critical section. This is also called a

*liveness* property (or eventual entry).

### Andrews caracteriza una acción atómica como una que "hace una transición del estado indivisible: cualquier estado intermedio que pudiera existir en la ejecución de la acción no debe ser visible para otros temas." Esto significa que nada de otro hilo puede ser intercalada en la ejecución de la acción para que sea atómica.

Las secciones críticas necesitan ser definidos como si fueran una sola acción atómica para evitar condiciones de carrera.

Aquí están las cuestiones básicas a tener en cuenta para resolver el problema de la exclusión mutua cuando

la elaboración de un protocolo previo y un post-protocolo basado en hardware o software. Los protocolos deben:

* Evitar que dos hilos de estar en sus secciones críticas al mismo tiempo
* Tener la seguridad y las propiedades deseables LIVENESS
* Permitir a las secciones críticas que se ejecuten de forma atómica reglas básicas del sistema son los siguientes:
* It is a load/store register architecture.
* Multiple, concurrently executing threads are sharing data.
* There are single or multiple CPUs and we cannot make relative speed assumptions.
* Access to shared variables can be interleaved if two threads are in their critical sections at the same time.
* Threads may not halt in their pre- or post-protocols.
* Threads may not halt in their critical sections.
* Threads may halt outside their critical sections.

Thread Ti, i = 1, 2, 3, ...

while (true) { outsideCS();

wantToEnterCS(i);// pre-protocol insideCS();

finishedInCS(i);// post-protocol

}

### The next several panels display the code described in this section. To view the code, click Next; or you can go directly to the next section, [Thread states, priorities, and methods](#_bookmark8) on page 9 , and return to the code samples at another time.

Example prit.java

class PrimeThread extends Thread { private int m = 0; PrimeThread(int m) { this.m = m; } public void run() {

if (Prime.prime(m)) System.out.println(m + " is prime");

}

}

class TestPrimeThreads {

public static void main(String[] args) { int n1 = 0, n2 = 0;

try {

n1 = Integer.parseInt(args[0]); n2 = Integer.parseInt(args[1]);

} catch (NumberFormatException e) { System.out.println("improper format"); System.exit(1);

} catch (ArrayIndexOutOfBoundsException e) { System.out.println("not enough command line arguments"); System.exit(1);

}

if (n1 < 2 || n2 < 2 || n1 > n2) { System.out.println("illegal command line arguments "

+ n1 + ", " + n2 );

System.exit(1);

}

System.out.println("printing primes from "

+ n1 + " to " + n2);

nuevo PseudoTimeSlicing (); // para Solaris, no Windows 95 / NT for (int i = n1; i <= n2; i ++) {

Thread t = new PrimeThread (i); t.Start ();

}

}

}

# muestra de ejecución de prit.java

prit.java% javac

% TestPrimeThreads java 10 20

números primos de impresión de 10 a 20 versión Java = 1.3.0

proveedor de Java = IBM Corporation Nombre del sistema operativo Linux =

arco OS = i586

versión del sistema operativo = # 1 Lun Sep 27 de 10:25:54 EDT 1999.2.2.12-20

No es necesario PseudoTimeSlicing

11 es un número primo

13 es un número primo

17 es un número primo

19 es un número primo

% TestPrimeThreads java 1000000 1000060

primos de impresión desde 1000000 a 1000060 versión de Java 1.3.0 =

proveedor de Java = IBM Corporation Nombre del sistema operativo Linux =

arco OS = i586

versión del sistema operativo = # 1 Lun Sep 27 de 10:25:54 EDT 1999.2.2.12-20

No se necesita PseudoTimeSlicing 1000003 es primo

1000033 es primo

1000037 es primo

1000039 es primo

# clase Prime.java

public class Primer {

public static boolean prime (int k) {if (k <2) return false;

int límite = k / 2;

for (int i = 2; i <= k / 2; i ++) {if ((k% i) == 0) return false;

}

return true;

}

void main (String [] args) public static {int n = 0;

tratar {

n = Integer.parseInt (args [0]);

} Catch (NumberFormatException e) {

System.out.println ( "formato incorrecto"); System.exit (1);

} Catch (ArrayIndexOutOfBoundsException e) {System.out.println ( "ningún argumento de línea de comandos"); System.exit (1);

}

si (n <2) {

System.out.println ( "argumento de línea de comando" + n

+ "Es demasiado pequeño"); System.exit (1);

}

System.out.println ( "números primos de impresión de 2 a" + n); for (int i = 2; i <= n; i ++) {

si (Prime.prime (i)) System.out.println (i + "es primo");

}

}

}

# Prueba de la unidad de Prime.java

Prime.java% javac

Primer% java

ningún argumento de línea de comandos

Java% abc primer formato incorrecto

Primer% java 0

línea de argumento de comando 0 es demasiado pequeña

Primer% java 10

impresión de números primos de 2 a 10

1. **es primo**
2. **es primo**

5 es primo

7 es primo

# Section 4. Thread states, priorities, and methods Thread states

### Thread states are defined as:

* *New* before the thread's start() method is called
* *Runnable* if the thread is in the ready queue

### *Running* if the thread is executing on the CPU

* *Dead* after the thread's run() method completes or stop() method is called
* *Blocked* if the thread is blocked on I/O, a join() method call, or a sleep(ms)method call
* *Suspended* if the thread's suspend() method is called from the running or runnable

### states

* *Suspended-blocked* if the thread's suspend() method is called from the blocked state

# Thread priorities

### Thread priorities (class variables) are:

* **MAX\_PRIORITY**
* **NORM\_PRIORITY**
* **MIN\_PRIORITY**

Priority set and get instance methods include:

* **setPriority(Thread.***priority***)**
* **getPriority()**

### El planificador JVM normalmente permite garantizar la máxima prioridad del hilo se está ejecutando en la CPU, anticipándose a la rosca actualmente en ejecución cuando sea necesario, pero esto no es una garantía. (Véase la página 415 de la especificación del lenguaje Java, en[recursos](#_bookmark84) en la página 122).

segmentación de tiempo

segmentación de tiempo de hilos también se conoce como programación round-robin. Se realiza mediante la JVM. El IBM JDK 1.3.0 para Linux y las ventanas de Microsoft JVM realizar esta tarea; la versión de Solaris no lo hace.

los [Clase PseudoTimeSlicing.java](#_bookmark9) en la página 11 implementa "pseudo" segmentación de tiempo. El uso de esta clase no garantiza la segmentación de tiempo, pero funciona en la práctica.

métodos de la clase hilo

Los siguientes métodos son estáticos en la clase Thread y se aplican a la rosca llamando a:

* **Thread.sleep (***Sra***)** bloquea el subproceso de llamada durante el tiempo especificado.

### En Thread.yield (), el subproceso de llamada renuncia a la CPU (pero no está garantizada por la

*JLS*).

* Cualquier método puede utilizar Thread.currentThread () para obtener una referencia al hilo que llama el método, por ejemplo, Thread.currentThread (). GetPriority () ;.
* Utilice Thread.interrupted () para ver si el método de la rosca de interrupción () se ha llamado (que borra la bandera interrumpe).

# Los métodos de instancia

### Y aquí están los métodos de instancia (por ejemplo, t.Start () en el que t es una variable de referencia a un objeto Thread):

* **comienzo()**: Iniciar un nuevo hilo de ejecutar el método run ().

### **detener()**: Terminar el hilo (en desuso, no utilizar).

* **suspender()**: Suspender el hilo (en desuso, no utilizar).
* **currículum()**: Reanudar el hilo suspendido (en desuso, no utilizar).
* **unirse()**: Registrado con otro hilo cuando ésta termina.
* **interrumpir()**: Dile al hilo para comprobar si hay un cambio en lo que debería estar haciendo.
* **isInterrupted()**: Check if the thread's interrupt() method has been called (this does not clear the interrupted flag).

### **isAlive()**: Check if the thread has terminated.

* **setDaemon(boolean)**: Make the thread a daemon (the JVM ignores this thread when determining if all threads in a program have terminated).
* **isDaemon()**: Check if the thread is a daemon.
* **setPriority(int)**: Change the priority of the thread.
* **getPriority()**: Return the prioritiy of the thread.
* **setName(string)**: Change the name of the thread to be equal to the argument name.
* **getName()**: Return the name of the thread.

# Examples

### The following example programs demonstrate what we've just been covering.

[Class Sugar.java](#_bookmark10) on page 12 is "syntactic sugar." It provides class methodage(), which returns the number of milliseconds since the program started, and class method random(range).

[Example beep.java](#_bookmark11) on page 13 allows you to test a platform for timeslicing.[Sample run of](#_bookmark12) [beep.java](#_bookmark12) on page 14 shows the results.

[Example quad.java](#_bookmark13) on page 15 implements adaptive quadrature numerical integration with multiple threads and uses join() for synchronization. If the sum of the areas of the two sub-trapezoids is not close enough to the area of the trapezoid containing them, two threads are spawned to repeat the calculation for each sub-trapezoid. The spawning thread cannot

continue until each of the two spawned threads finishes. [Sample run of quad.java](#_bookmark14) on page 16 shows the results.

This figure shows the implementation of adaptive quadrature numerical integration with multiple threads.
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The next several panels display the code described in this section. To view the code, click Next; or you can go directly to the next section, [The volatile modifier](#_bookmark15) on page 18 , and return to the code samples at another time.

Class PseudoTimeSlicing.java

public class PseudoTimeSlicing implements Runnable {

private static final String

JAVA\_VERSION = System.getProperty("java.version"), JAVA\_VENDOR = System.getProperty("java.vendor"), OS\_NAME = System.getProperty("os.name"),

OS\_ARCH = System.getProperty("os.arch"), OS\_VERSION = System.getProperty("os.version");

private static Thread me = null; private static int timeSlice;

public PseudoTimeSlicing() { this(100); } public PseudoTimeSlicing(int ts) {

// See <http://www.javaworld.com/javaworld/jw-04-1999/>

// jw-04-toolbox\_p.html for the correct way to do singletons

// in a multithreaded situation. if (me == null) {

System.out.println("Java version=" + JAVA\_VERSION

+ "\nJava vendor=" + JAVA\_VENDOR

+ "\ Nombre nos =" + OS\_NAME + "\ arco nos =" + OS\_ARCH

+ "\ Versión nos =" + OS\_VERSION); si (OS\_NAME.equals ( "Solaris") ||

(OS\_NAME.equals ( "Linux") &&

! JAVA\_VENDOR.startsWith ( "IBM"))) {TimeSlice = ts;

Me = new Thread (this); me.setPriority (Thread.MAX\_PRIORITY); me.setDaemon (true);

me.start ();

System.out.println ( "PseudoTimeSlicing instalado");

} else

System.out.println ( "No se necesita PseudoTimeSlicing");

} Else System.out.println ( "PseudoTimeSlicing ya instalado");

}

public void run () {

si (Thread.currentThread () = yo!) return;

// este hilo de mayor prioridad despertar envía el

// se está ejecutando actualmente hilo de vuelta al conjunto runnable while (true) {

try {Thread.sleep (TimeSlice); }

captura (InterruptedException e) {/ \* ignorado \* /}

}

}

}

# clase Sugar.java

import java.util.Random; public abstract class Sugar {

private static final long startTime

= System.currentTimeMillis();

private static final Random rnd = new Random();

// utility methods

protected static final long age() {

return System.currentTimeMillis() - startTime;

}

protected static final double random() { return rnd.nextDouble(); // in range [0, 1)

}

protected static final double random(int ub) { return rnd.nextDouble()\*ub; // in range [0, ub)

}

protected static final double random(int lb, int ub) {

return lb + rnd.nextDouble()\*(ub - lb); // in range [lb, ub)

}

}

# Example beep.java

class Beeper extends Sugar implements Runnable { private int beep = 0;

private String name = null;

public Beeper(String name, int beep) { this.name = name;

this.beep = beep;

System.out.println(name + " is alive, beep=" + beep);

}

public void run() { long value = 1;

System.out.println ( "edad () =" + edad () + ""

+ + Nombre de "funcionamiento");

// () hilo para principal tiene prioridad y

// seguramente obtiene la CPU después de interrumpir () nos Thread.currentThread (). SetPriority (

. Thread.currentThread () getPriority () - 1); while (true) {

si (valor ++% pitido == 0) {System.out.println ( "edad () =" + edad ()

+ " "+ Nombre +" bips, valor =" + valor); si (Thread.interrupted ()) {

System.out.println ( "edad =" + edad () + ""

+ Nombre + "interrumpidas"); regreso;

}

}

}

}

}

clase de pitido se extiende azúcar {

public void (String [] args) {int numBeepers = 4;

int pitido = 100.000; Cadena TimeSlice = "no";

int tiempo de ejecución = 60; // por defecto en cuestión de segundos tratar {

numBeepers = Integer.parseInt (args [0]); bip = Integer.parseInt (args [1]); TimeSlice = args [2];

tiempo de ejecución = Integer.parseInt (args [3]);

} catch (Exception e) { /\* use defaults \*/ } System.out.println("Beeping: numBeepers=" + numBeepers

+ ", beep=" + beep + ", timeSlice=" + timeSlice

+ ", runTime=" + runTime); if (timeSlice.equals("yes"))

// for Solaris, not Windows 95/NT new PseudoTimeSlicing();

// start the Beeper threads

Thread[] b = new Thread[numBeepers]; for (int i = 0; i < numBeepers; i++)

b[i] = new Thread(new Beeper("Beeper"+i, beep)); for (int i = 0; i < numBeepers; i++) b[i].start(); System.out.println("All Beeper threads started");

// let the Beepers run for a while try {

Thread.sleep(runTime\*1000); System.out.println("age=" + age()

+ ", time to interrupt the Beepers and exit"); for (int i = 0; i < numBeepers; i++)

b[i].interrupt();

for (int i = 0; i < numBeepers; i++) b[i].join();

} catch (InterruptedException e) { /\* ignored \*/ } System.out.println("All Beeper threads interrupted"); System.exit(0);

}

}

# Sample run of beep.java

% javac beep.java

% java Beeping 4 100000 no 3

Beeping: numBeepers=4, beep=100000, timeSlice=no, runTime=3 Beeper0 is alive, beep=100000

Beeper1 is alive, beep=100000 Beeper2 is alive, beep=100000 Beeper3 is alive, beep=100000 age()=36, Beeper0 running age()=134, Beeper1 running age()=195, Beeper2 running All Beeper threads started age()=225, Beeper3 running

edad () = 374, Beeper3 pitidos, valor = 100001 edad () = 600, Beeper2 pitidos, valor = 100001 edad () = 769, Beeper1 pitidos, valor = 100001 edad () = 901, Beeper0 pitidos, valor = 100001 edad ( ) = 1050, Beeper0 pitidos, valor = 200001 edad () = 1125, Beeper1 pitidos, valor = 200001 edad () = 1287, Beeper3 pitidos, valor = 200001 edad () = 1392, Beeper2 pitidos, valor = 200001 edad () = 1671, Beeper1 pitidos, valor = 300001 edad () = 1757, Beeper0 pitidos, valor = 300001 edad () = 1988, Beeper3 pitidos, valor = 300001 edad () = 2063, Beeper2 pitidos, valor = 300001 edad () = 2209, Beeper2 pitidos, valor = 400001 edad () = 2426, Beeper0 pitidos, valor = 400001 edad () = 2499, Beeper1 pitidos, valor = 400001 edad () = 2688, Beeper3 pitidos, valor = 400001 edad () = 2979, pitidos Beeper1 , valor = 500001 edad () = 3073, Beeper0 pitidos, valor = 500001 edad () = 3219, Beeper0 pitidos, valor = 600001 edad = 3234, momento para interrumpir el Beepers y edad de salida () = 3290, Beeper2 pitidos, valor = 500.001 edad = 3,291,Beeper2 interrumpido

edad () = 3321, Beeper3 pitidos, valor = 500001 edad = 3,322, Beeper3 interrumpió edad () = 3444, Beeper1 pitidos, valor = 600001 edad = 3,445, Beeper1 interrumpió edad () = 3578, Beeper0 pitidos, valor = 700001 edad = 3578, Beeper0 interrumpido

Todos los hilos del indicador sonoro interrumpidos

% Java pitido 4 100000 sí 3

Pitidos: numBeepers = 4, bip = 100000, TimeSlice = sí, el tiempo de ejecución = 3 versión de Java 1.3.0 =

proveedor de Java = IBM Corporation Nombre del sistema operativo Linux =

arco OS = i586

versión del sistema operativo = # 1 Lun Sep 27 de 10:25:54 EDT 1999.2.2.12-20

No es necesario PseudoTimeSlicing Beeper0 está vivo, bip = 100000 Beeper1 está vivo, bip = 100000 Beeper2 está vivo, bip = 100000 Beeper3 está vivo, bip = 100000 edad () = 38, edad corriendo Beeper0 () = 168, Beeper1 consecutivo

edad () = 293, Beeper0 pitidos, valor = 100001 edad () = 439, Beeper0 pitidos, valor = 200001 edad () = 536, Beeper1 pitidos, valor = 100001 edad () = 618, Beeper2 correr

Todos los hilos del indicador sonoro comenzaron edad () = 741, Beeper3 consecutivo

age()=855, Beeper2 beeps, value=100001 age()=922, Beeper1 beeps, value=200001 age()=1195, Beeper0 beeps, value=300001 age()=1319, Beeper3 beeps, value=100001 age()=1562, Beeper2 beeps, value=200001 age()=1702, Beeper0 beeps, value=400001 age()=1977, Beeper2 beeps, value=300001 age()=2078, Beeper1 beeps, value=300001 age()=2225, Beeper1 beeps, value=400001 age()=2266, Beeper3 beeps, value=200001 age()=2413, Beeper3 beeps, value=300001 age()=2561, Beeper1 beeps, value=500001 age()=2740, Beeper2 beeps, value=400001 age()=2743, Beeper0 beeps, value=500001 age()=3021, Beeper2 beeps, value=500001 age()=3124, Beeper0 beeps, value=600001 age()=3185, Beeper3 beeps, value=400001 age()=3322, Beeper1 beeps, value=600001 age()=3672, Beeper0 beeps, value=700001 age()=3723, Beeper3 beeps, value=500001 age=3748, time to interrupt the Beepers and exit age()=3840, Beeper1 beeps, value=700001 age=3841, Beeper1 interrupted

edad () = 3906, Beeper2 pitidos, valor = 600001 edad = 3,906, Beeper2 interrumpió edad () = 4066, Beeper3 pitidos, valor = 600001 edad = 4,067, Beeper3 interrumpió edad () = 4108, Beeper0 pitidos, valor = 800001 edad = 4109, Beeper0 interrumpido

Todos los hilos del indicador sonoro interrumpidos

# Ejemplo quad.java

interfaz theFunction {

pública evaluar doble (doble x); public String toString ();

}

MyFunction clase implementa theFunction {

pública evaluar doble (doble x) {return x \* x; } Public String toString () {return "x \*\* 2"; }

}

clase zona se extiende Tema {

privada doble p, q, épsilon, resultado; TheFunction f privada;

La zona pública (doble a, doble b, eps dobles, theFunction fn) {p = a; q = b; epsilon = eps; f = fn;

}

doble getResult pública () {return resultado; } Privada doble trapezoidArea estática

(Doble p, q doble, theFunction f) {double área =

(Math.abs (qp)) / 2 \* (f.evaluate (p) + f.evaluate (q)); área de retorno;

}

public void run() {

double bigArea = trapezoidArea(p, q, f);

double leftSmallArea = trapezoidArea (p, ((p+q)/2), f); double rightSmallArea = trapezoidArea(((p+q)/2), q, f); double sumOfAreas = leftSmallArea + rightSmallArea; double relError = Math.abs(bigArea - sumOfAreas);

if (relError <= (epsilon \* sumOfAreas)) result = bigArea; else {

Area leftArea =new Area(p, (p+q)/2, epsilon, f); leftArea.start();

Area rightArea = new Area((p+q)/2, q, epsilon, f); rightArea.start();

try { leftArea.join(); }

catch (InterruptedException e) { /\* ignored \*/ } try { rightArea.join(); }

catch (InterruptedException e) { /\* ignored \*/ } result = leftArea.getResult() + rightArea.getResult();

}

}

}

class AdaptiveQuadrature {

public static void main(String[] args) { double a = 0, b = 0, epsilon = 0;

try {

a = (Double.valueOf (args [0])) doubleValue (.); b = (Double.valueOf (args [1])) doubleValue (.);

epsilon = (Double.valueOf (args [2])) doubleValue (.);

} Catch (NumberFormatException e) {System.out.println ( "formato incorrecto"); System.exit (1);

} Catch (ArrayIndexOutOfBoundsException e) {System.out.println ( "no los argumentos de línea de comandos suficiente"); System.exit (1);

}

si (b <= a || epsilon <= 0) {

System.err.println ( "b <= a || epsilon <= 0, la salida"); System.exit (1);

}

TheFunction fn = new MyFunction (); System.out.println ( "Adaptive cuadratura de" + Fn + "desde"

+ A + "a" + b + "con error relativo" + epsilon); área Area = nuevo en la zona (a, b, epsilon, fn);

nuevo PseudoTimeSlicing (); // para Solaris, no Windows 95 / NT area.start ();

try {area.join (); }

captura (InterruptedException e) {/ \* ignorado \* /} doble resultado = area.getResult (); System.out.println ( "número de" + fn + "=" + resultado); System.exit (0);

}

}

# muestra de ejecución de quad.java

quad.java% javac

% Java AdaptiveQuadrature 0,5 1,5 0,001

Cuadratura adaptativa de x \*\* 2 de 0,5 a 1,5 con error relativo 0,0010 versión Java = 1.3.0

proveedor de Java = IBM Corporation Nombre del sistema operativo Linux =

arco OS = i586

versión del sistema operativo = # 1 Lun Sep 27 de 10:25:54 EDT 1999.2.2.12-20

No es necesario PseudoTimeSlicing

Resultado para x \*\* 2 = 1.084136962890625

# Sección 5. El modificador volátil algunas definiciones

### El modificador volátil le dice al compilador que la variable se accede por más de una

hilo a la vez e inhibe inapropiados código optimizaciones por el compilador, como el almacenamiento en caché el valor de la variable en un registro de la CPU en lugar de actualizar la memoria principal con cada ejercicio para la variable.

La especificación del lenguaje Java garantiza que las actualizaciones de cualquier variable compartida por un hilo en particular son vistos por otros hilos en el orden realizada por ese hilo en particular. Sin embargo, el JLS no requiere otros hilos para ver cambios a diferentes variables compartidas en el orden realizada por el hilo actualización a menos que las variables se declaran volátil.

Los ejemplos del modificador volátil

[Ejemplo bwbb.java](#_bookmark16) en la página 19 implementa un búfer limitado de espera ocupado por un productor y el consumidor. Los artículos depósitos hilo productor y ocupado espera si el búfer limitado llena.

El hilo consumidor va a buscar artículos y ocupado espera si el búfer limitado está vacía.

El hilo productor debe "ver" el valor y campos ocupados actualizada por el hilo consumidor en el orden exacto de las actualizaciones se llevan a cabo por el hilo consumidor (o el consumidor debe ver las actualizaciones de productores en el orden realizado). Si no, el hilo productor podría sobrescribir un elemento en una ranura de tampón que el consumidor todavía no ha leído (o el consumidor podría leer de nuevo un elemento de una ranura tampón que ya ha leído).[Conductor bbdr.java](#_bookmark17) en la página 20 crea los hilos de productores y consumidores. [Muestra correr de bwbb.java](#_bookmark18) en la página 22 muestra los resultados de bwbb.java.

La figura a continuación ilustra esta interacción.
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Los próximos varios paneles muestran el código descrito en esta sección. Para ver el código, haga clic en Siguiente; o puede ir directamente a la siguiente sección,[Carrera condiciones](#_bookmark19) en la página 24, y volver a los ejemplos de código en otro momento.

Ejemplo bwbb.java

class BufferItem {

// multiple threads access so make these 'volatile' public volatile double value = 0;

public volatile boolean occupied = false;

}

class BoundedBuffer {

// designed for a single producer thread and

// a single consumer thread private int numSlots = 0;

private BufferItem[] buffer = null; private int putIn = 0, takeOut = 0; public BoundedBuffer(int numSlots) {

if (numSlots <= 0)

throw new IllegalArgumentException("numSlots <= 0"); this.numSlots = numSlots;

buffer = new BufferItem[numSlots]; for (int i = 0; i < numSlots; i++)

buffer[i] = new BufferItem();

}

public void deposit(double value) throws InterruptedException {

while (buffer[putIn].occupied)// busy wait

Thread.currentThread().yield(); buffer[putIn].value = value; buffer[putIn].occupied = true; putIn = (putIn + 1) % numSlots;

}

public double fetch()

lanza InterruptedException {valor doble;

mientras (! Buffer [Comida para llevar] .occupied) // ocupados Espere Thread.currentThread () rendimiento (.);

value = buffer [Comida para llevar] .value; buffer [Comida para llevar] .occupied = false; Comida para llevar = (Comida para llevar + 1)% numSlots; valor de retorno;

}

}

# bbdr.java controlador

Productor clase extiende azúcar implementa Ejecutable {private String nombre = null;

int PNAP privada = 0; // milisegundos privado BoundedBuffer bb = null; Me privada = null rosca;

Productor pública (String nombre, int PNAP, BoundedBuffer bb) {this.name = nombre;

this.pNap = PNAP; this.bb = bb;

(Me = new Thread (este)) start ().;

}

pública timeToQuit void () {me.interrupt (); }

public void pauseTilDone () lanza InterruptedException

{Me.join (); } Public void run () {

si (Thread.currentThread () = yo!) return; doble elemento;

int napping; while (true) {

si (Thread.interrupted ()) {System.out.println ( "edad =" + edad () + "" + nombre

+ "Interrumpido"); regreso;

}

napping = 1 + (int) aleatorio (PNAP); System.out.println ( "edad =" + edad () + "" + nombre

+ "Siesta para" + "ms" + napping); try {Thread.sleep (napping); }

captura (InterruptedException e) {System.out.println ( "edad =" + edad () + "" + nombre

+ "Del sueño interrumpido"); regreso;

}

item = random ();

System.out.println ( "edad =" + edad () + "" + nombre

+ "Artículo producido" + artículo); try {bb.deposit (punto); }

captura (InterruptedException e) {System.out.println ( "edad =" + edad () + "" + nombre

+ "Interrumpido de depósito"); regreso;

}

System.out.println ( "edad =" + edad () + "" + nombre

+ "Artículo depositado" + artículo);

}

}

}

Consumidor clase extiende azúcar implementa Ejecutable {private String nombre = null;

private int CNAP = 0; // milisegundos privado BoundedBuffer bb = null; Me privada = null rosca;

Consumidor pública (String nombre, int CNAP, BoundedBuffer bb) {this.name = nombre;

this.cNap = CNAP; this.bb = bb;

(Me = new Thread (este)) start ().;

}

pública timeToQuit void () {me.interrupt (); }

public void pauseTilDone () lanza InterruptedException

{Me.join (); } Public void run () {

si (Thread.currentThread () = yo!) return; doble elemento;

int napping; while (true) {

si (Thread.interrupted ()) {System.out.println ( "edad =" + edad () + "" + nombre

+ "Interrumpido"); regreso;

}

napping = 1 + (int) aleatorio (CNAP); System.out.println ( "edad =" + edad () + "" + nombre

+ "Siesta para" + "ms" + napping); try {Thread.sleep (napping); }

catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted from sleep"); return;

}

System.out.println("age=" + age() + ", " + name

+ " wants to consume"); try { item = bb.fetch(); }

catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted from fetch"); return;

}

System.out.println("age=" + age() + ", " + name

+ " fetched item " + item);

}

}

}

class ProducersConsumers extends Sugar { public static void main(String[] args) {

int numSlots = 10; int numProducers = 1; int numConsumers = 1;

int pNap = 2;// defaults

int cNap = 2;// in

int runTime = 60;// seconds

// following set true in srbb.java runs

// so as not to try to join with a

// suspended thread and thus deadlock boolean doJoin = true;

try {

numSlots = Integer.parseInt(args[0]);

numProducers = Integer.parseInt(args[1]); numConsumers = Integer.parseInt(args[2]); pNap = Integer.parseInt(args[3]);

cNap = Integer.parseInt(args[4]); runTime = Integer.parseInt(args[5]); doJoin = args[6].equals("yes");

} catch (Exception e) { /\* use defaults \*/ } System.out.println("ProducersConsumers:\n numSlots="

+ numSlots + ", numProducers=" + numProducers

+ ", numConsumers=" + numConsumers + ", pNap="

+ pNap + ", cNap=" + cNap + ", runTime=" + runTime);

// create the bounded buffer

BoundedBuffer bb = new BoundedBuffer(numSlots);

// start the Producers and Consumers

// (they have self-starting threads) Producer[] p = new Producer[numProducers]; Consumer[] c = new Consumer[numConsumers];

new PseudoTimeSlicing(); // for Solaris, not Windows 95/NT for (int i = 0; i < numProducers; i++)

p[i] = new Producer("PRODUCER"+i, pNap\*1000, bb); for (int i = 0; i < numConsumers; i++)

c[i] = new Consumer("Consumer"+i, cNap\*1000, bb); System.out.println("All threads started");

// let them run for a while try {

Thread.sleep(runTime\*1000); System.out.println("age=" + age()

+ ", time to terminate the threads and exit"); for (int i = 0; i < numProducers; i++)

p[i].timeToQuit();

for (int i = 0; i < numConsumers; i++) c[i].timeToQuit();

Thread.sleep(1000); if (doJoin) {

for (int i = 0; i < numProducers; i++) p[i].pauseTilDone();

for (int i = 0; i < numConsumers; i++) c[i].pauseTilDone();

} else

System.out.println(" skipping pauseTilDone()");

} catch (InterruptedException e) { /\* ignored \*/ } System.out.println("age=" + age()

+ ", all threads are done"); System.exit(0);

}

}

# Sample run of bwbb.java

% javac bwbb.java bbdr.java

ProducersConsumers% java 10 1 1 2 2 5 ProducersConsumers:

numSlots = 10, numProducers = 1, numConsumers = 1, PNAP = 2, CNAP = 2, el tiempo de ejecución = 5 versión Java = 1.3.0

proveedor de Java = IBM Corporation Nombre del sistema operativo Linux =

arco OS = i586

versión del sistema operativo = # 1 Lun Sep 27 de 10:25:54 EDT 1999.2.2.12-20

No es necesario PseudoTimeSlicing

edad = 47, PRODUCER0 siesta para 1349 edad ms = 66, Consumer0 siesta para 201 ms

Todas las discusiones iniciadas

edad = 286, Consumer0 quiere consumir

edad = 1,406, PRODUCER0 produjo artículo 0.11775977233610768 edad = 1,422, PRODUCER0 artículo depositado 0.11775977233610768 edad = 1,423, PRODUCER0 siesta para 1203 ms

edad = 1424, Consumer0 elemento descabellada ,11775977233610768 edad = 1426, Consumer0 siesta durante 39 ms

edad = 1475, Consumer0 quiere consumir

edad = 2,636, PRODUCER0 produjo artículo ,717652488961075 edad = 2,637, PRODUCER0 artículo depositado ,717652488961075 edad = 2,638, PRODUCER0 siesta para 143 ms

edad = 2640, Consumer0 elemento descabellada ,717652488961075 edad = 2,641, Consumer0 siestas para los 1020 ms

edad = 2,795, PRODUCER0 produjo artículo 0.29972388090543556 edad = 2,797, PRODUCER0 artículo depositado 0.29972388090543556 edad = 2,798, PRODUCER0 siesta para 1898 ms

edad = 3668, Consumer0 quiere consumir

edad = 3668, Consumer0 elemento descabellada ,29972388090543556 edad = 3669, Consumer0 siestas para los 1046 ms

edad = 4,708, PRODUCER0 produjo artículo ,5794441336470957 edad = 4,709, PRODUCER0 artículo depositado ,5794441336470957 edad = 4,710, PRODUCER0 siesta para 955 ms

edad = 4725, Consumer0 quiere consumir

edad = 4726, Consumer0 elemento descabellada ,5794441336470957 edad = 4727, Consumer0 siestas para los 528 ms

tiempo de la edad = 5078, para terminar los hilos y edad de salida = 5081, PRODUCER0 interrumpió el sueño de la edad = 5082, Consumer0 interrumpió el sueño de la edad = 6088, todas las discusiones se llevan a cabo

# Sección 6. Las condiciones de carrera algunas definiciones

### Si dos hilos ejecutan n = n + 1 en un n variable compartida en aproximadamente el mismo tiempo, su carga y

almacenar instrucciones pueden intercalar de manera que un hilo sobrescribe la actualización de la otra.

Esta actualización perdida conduce a un resultado erróneo y es un ejemplo de una condición de carrera. son condiciones de carrera posible cuando dos o más hilos comparten datos, que están leyendo y escribiendo los datos compartidos al mismo tiempo, y el resultado final del cálculo depende de cuál hace qué y cuándo.

Ejemplos de condiciones de carrera

[Ejemplo race.java](#_bookmark20) en la página 24 muestra una actualización perdida en whichsum = fn (suma, m) desempeña el papel de n = n + 1. [Muestra correr de race.java](#_bookmark21) en la página 25 ilustra los resultados.

En [Ejemplo rac2.java](#_bookmark22) en la página 25, existe una condición de carrera entre un hilo de ATM y una rosca Auditor en un banco. [Muestra correr de rac2.java](#_bookmark23) en la página 26 muestra los resultados.

[Ejemplo srbb.java](#_bookmark24) on page 27 shows we should not synchronize threads withsuspend() and resume() because a race condition is possible. If we try to replace busy waiting with blocking in the bounded-buffer producer and consumer by having a thread suspend itself until resumed by the other thread, we run the risk of both the producer thread and the consumer thread becoming suspended, each waiting for the other to resume it.

[Driver bbdr.java](#_bookmark17) on page 20 creates the producer and consumer threads. [Sample run of](#_bookmark25) [srbb.java](#_bookmark25) on page 28 demonstrates a sample run.

The next several panels display the code described in this section. To view the code, click Next; or you can go directly to the next section, [Synchronized blocks](#_bookmark26) on page 30 , and return to the code samples at another time.

Example race.java

class Racer implements Runnable {

// these two fields are shared by both threads since

// sólo hay un objeto creado a partir de esta clase private int M = 0;

suma a largo volátil privada = 0; // Nota `volátil' público Racer (int M) {this.M = M; }

fn privada de largo (long j, int k) {long Total = j;

for (int i = 1; i <= k; i ++) Total + = yo; rendimiento total;

}

public void run () {

for (int m = 1; m <= M; m ++) suma = fn (suma, m); System.out.println ( "suma =" + suma);

}

}

Carreras de la clase {

void main (String [] args) {public static Racer racerObject = new Racer (2000);

Hilo racerThread1 = new Thread (racerObject); Hilo racerThread2 = new Thread (racerObject);

nuevo PseudoTimeSlicing (); // para Solaris, no Windows 95 / NTracerThread1.start (); racerThread2.start ();

tratar { racerThread1.join (); racerThread2.join (); } captura (InterruptedException e) {/ \* ignorado \* /}

}

}

# muestra de ejecución de race.java

race.java% javac

% Racing java

java version = 1.3.0

Java vendor=IBM Corporation OS name=Linux

OS arch=i586

OS version=#1 Mon Sep 27 10:25:54 EDT 1999.2.2.12-20

No PseudoTimeSlicing needed sum = 1335334000

sum = 1394734020

# Example rac2.java

class SavingsAccount { public volatile int balance = 0; } class ATM extends Sugar implements Runnable {

private int numAccounts = 0;

private SavingsAccount[] savingsAccount = null;

public ATM(int numAccounts, SavingsAccount[] savingsAccount) { this.numAccounts = numAccounts;

this.savingsAccount = savingsAccount;

}

public void run() {

int fromAccount, toAccount, amount; while (true) {

if (Thread.interrupted()) { System.out.println("age()=" + age()

+ ", ATM was interrupted"); return;

}

fromAccount = (int) random(numAccounts); toAccount = (int) random(numAccounts); amount = 1 +

(Int) aleatorio (SavingsAccount [fromAccount] .balance); SavingsAccount [fromAccount] .balance - = cantidad; SavingsAccount [toAccount] .balance + = cantidad;

}

}

}

Auditor clase extiende azúcar implementa Runnable {private int NUMACCOUNTS = 0;

SavingsAccount privado [] SavingsAccount = null;

Auditor pública (int NUMACCOUNTS, SavingsAccount [] SavingsAccount) {this.numAccounts = NUMACCOUNTS;

this.savingsAccount = SavingsAccount;

}

public void run () {int totales;

while (true) {

try {Thread.sleep (1000); } Catch (InterruptedException e) {

System.out.println ( "edad () =" + edad ()

+ "Auditor interrumpido por el sueño"); regreso;

}

Total = 0;

for (int i = 0; i <NUMACCOUNTS; i ++) Total + = SavingsAccount [i] .balance;

System.out.println ( "edad () =" + edad ()

+ "Total es $" + total); si (Thread.interrupted ()) {

System.out.println ( "edad () =" + edad ()

+ "Auditor fue interrumpido"); regreso;

}

}

}

}

Banco clase extiende azúcar {

public void (String [] args) {int NUMACCOUNTS = 100;

int initialValue = 1,000; // dólares SavingsAccount [] SavingsAccount = null; tratar {

NUMACCOUNTS = Integer.parseInt (args [0]); initialValue = Integer.parseInt (args [1]);

} Catch (Exception e) {/ \* Usar valores predeterminados \* /} SavingsAccount = new SavingsAccount [NUMACCOUNTS]; for (int i = 0; i <NUMACCOUNTS; i ++) {

SavingsAccount [i] = new SavingsAccount (); SavingsAccount [i] = .balance initialValue;

}

System.out.println ( "Banco abierto con" + NUMACCOUNTS

+ "cuentas, cada una comenzando con $" + initialValue); nuevo PseudoTimeSlicing (); // para Solaris, no Windows 95 / NT Tema atm = new Thread (

nuevo ATM (NUMACCOUNTS, SavingsAccount)); Tema auditor = new Thread (

nuevo auditor (NUMACCOUNTS, SavingsAccount)); atm.start (); auditor.start ();

tratar {

Thread.sleep(10000); atm.interrupt();atm.join(); Thread.sleep(3000); auditor.interrupt(); auditor.join();

} catch (InterruptedException e) { /\* ignored \*/ } System.exit(0);

}

}

# Sample run of rac2.java

% javac rac2.java

% java Bank

Bank open with 100 accounts, each starting with $1000

Java version=1.3.0

Java vendor=IBM Corporation OS name=Linux

OS arch=i586

OS version=#1 Mon Sep 27 10:25:54 EDT 1999.2.2.12-20

No PseudoTimeSlicing needed age()=1171, total is $100000 age()=2191, total is $100000 age()=3201, total is $100000 age()=4211, total is $100000 age()=5221, total is $100000 age()=6231, total is $100000 age()=7241, total is $100000 age()=8251, total is $100000 age()=9261, total is $99999 age()=10171, ATM was interrupted age()=10271, total is $100000 age()=11283, total is $100000 age()=12291, total is $100000

age()=13182, Auditor interrupted from sleep

% Banco java 500000

Banco abierto con 500000 cuentas, cada una comenzando con $ 1000 = 1.3.0 versión de Java

proveedor de Java = IBM Corporation Nombre del sistema operativo Linux =

arco OS = i586

versión del sistema operativo = # 1 Lun Sep 27 de 10:25:54 EDT 1999.2.2.12-20

Sin PseudoTimeSlicing edad necesaria () = 10763, total es de $ 499996.968 mil años () = 12418, total es de $ 499992,296 mil años () = 14018, total es de $ 499990,606 mil años () = 15669, total es de $ 499,986,034 edad () = 17326, total es de $ 500 012 696 años ( ) = 19.020, total es de $ 499974,189 mil edad () = 19.213, ATM se interrumpió edad () = 20.968, total es de $ 500,000,000 edad () = 23.113, total es de $ 500,000,000 edad () = 23.114, se interrumpió Auditor

# Ejemplo srbb.java

BufferItem clase {

pública valor doble volátil = 0;

public boolean volátil ocupado = false; hilo de rosca volátil pública = null;

}

BoundedBuffer clase {

// diseñado para un solo hilo productor y

// un solo hilo consumidor int numSlots privadas = 0;

private BufferItem[] buffer = null; private int putIn = 0, takeOut = 0; public BoundedBuffer(int numSlots) {

if (numSlots <= 0)

throw new IllegalArgumentException("numSlots <= 0"); this.numSlots = numSlots;

buffer = new BufferItem[numSlots]; for (int i = 0; i < numSlots; i++)

buffer[i] = new BufferItem();

}

public void deposit(double value)

throws InterruptedException { if (buffer[putIn].occupied) {

Thread producer = Thread.currentThread(); buffer[putIn].thread = producer;

// context switch possible here

producer.suspend(); buffer[putIn].thread = null;

}

buffer[putIn].value = value; buffer[putIn].occupied = true;

Thread consumer = buffer[putIn].thread; putIn = (putIn + 1) % numSlots;

if (consumer != null) consumer.resume();

}

public double fetch()

throws InterruptedException { double value;

if (!buffer[takeOut].occupied) {

Thread consumer = Thread.currentThread(); buffer[takeOut].thread = consumer;

// context switch possible here

consumer.suspend(); buffer[takeOut].thread = null;

}

value = buffer[takeOut].value; buffer[takeOut].occupied = false;

Thread producer = buffer[takeOut].thread; takeOut = (takeOut + 1) % numSlots;

if (producer != null) producer.resume(); return value;

}

}

# Sample run of srbb.java

% javac srbb.java bbdr.java

% java ProducersConsumers 10 1 1 2 2 5 no ProducersConsumers:

numSlots=10, numProducers=1, numConsumers=1, pNap=2, cNap=2, runTime=5 Java version=1.3.0

Java vendor=IBM Corporation OS name=Linux

OS arch=i586

OS version=#1 Mon Sep 27 10:25:54 EDT 1999.2.2.12-20

No PseudoTimeSlicing needed

age=48, PRODUCER0 napping for 1549 ms age=67, Consumer0 napping for 1861 ms All threads started

edad = 1,609, PRODUCER0 produjo artículo 0.37648945305426074 edad = 1,625, PRODUCER0 artículo depositado 0.37648945305426074 edad = 1,626, PRODUCER0 siesta para 974 ms

edad = 1949, Consumer0 quiere consumir

edad = 1950, Consumer0 elemento descabellada ,37648945305426074 edad = 1952, Consumer0 siestas para los 381 ms

edad = 2,347, Consumer0 quiere consumir

edad = 2,617, PRODUCER0 produjo artículo ,7493684193792439 edad = 2,618, Consumer0 artículo descabellada ,7493684193792439 edad = 2,619, Consumer0 siesta para 377 ms

edad = 2,638, PRODUCER0 deposita artículo ,7493684193792439 edad = 2,640, PRODUCER0 siesta para 1014 ms

edad = 3009, Consumer0 quiere consumir

edad = 3,667, PRODUCER0 produjo artículo ,8117997960074402 edad = 3,668, Consumer0 artículo descabellada ,8117997960074402 edad = 3,669, Consumer0 napping por 365 ms

edad = 3,686, PRODUCER0 deposita artículo ,8117997960074402 edad = 3,688, PRODUCER0 siesta para 484 ms

edad = 4048, Consumer0 quiere consumir

edad = 4,187, PRODUCER0 produjo artículo ,8961043263431506 edad = 4,188, Consumer0 artículo descabellada ,8961043263431506 edad = 4,189, Consumer0 siesta para 675 ms

edad = 4,207, PRODUCER0 deposita artículo ,8961043263431506 edad = 4,208, PRODUCER0 siesta para 504 ms

edad = 4,727, PRODUCER0 produjo artículo 0.34322613800540913 edad = 4,728, PRODUCER0 artículo depositado 0.34322613800540913 edad = 4,729, PRODUCER0 siesta para 1195 ms

edad = 4877, Consumer0 quiere consumir

edad = 4,877, Consumer0 artículo descabellada ,34322613800540913 edad = 4,878, Consumer0 napping durante 19 ms

edad = 4906, Consumer0 quiere consumir

edad = 5077, el tiempo para terminar el roscas y salida edad = 5098, PRODUCER0 interrumpido por el sueño

saltarse pauseTilDone () edad = 6087, todas las discusiones se hacen

# Sección 7. sincronizada bloques bloqueos de objetos

Cada objeto Java tiene una cerradura. Un bloque sincronizado utiliza bloqueo de un objeto a actuar como un binario

### semaphore with the initial value "1", solving the mutual exclusion critical section problem:

Object obj = new Object();

...

synchronized (obj) {// in a method

... // any code, e.g., critical section

}

### The construct:

... synchronized method(...) {

...// body of method

}

### is an abbreviation for:

... method(...) { synchronized (this) {

...// body of method

}

}

### That is, the entire body of the instance method is a synchronized block on the object (keyword this) the method is in.

The JLS does not guarantee that the thread that has waited the longest to lock an object will be the next to obtain the lock when the object is unlocked.

Examples of synchronized blocks

[Example parp.java](#_bookmark27) on page 31 offers multithreaded prime number generation with a fixed number of threads (using [Class Prime.java](#_bookmark6) on page 7 ). [Sample run of parp.java](#_bookmark28) on page 31 shows the results.

In [Example norc.java](#_bookmark29) on page 32 , only one thread at a time is allowed to execute

**sum=fn(sum,m)**. [Sample run of norc.java](#_bookmark30) on page 32 demonstrates the sample run.

The next several panels contain an exercise and display the code described in this section. To view the exercise and code, click Next; or you can go directly to the next section, [Monitors](#_bookmark31) on page 33 , and return to the code samples at another time.

Try this exercise

Use a synchronized block to eliminate the race condition in [Example rac2.java](#_bookmark22) on page 25 .

Example parp.java

class ParallelPrimes implements Runnable {

private static int n1, n2, nChecked, nThreads, next; private static boolean[] taken, isPrime;

private Object mutex = this; // or = new Object(); public void run() {

int mine = 0; while (true) {

synchronized (mutex) {

while (next < nChecked && taken[next]) next++; mine = next;

si (el mío> = nChecked) return; tomada [mina] = true;

}

si (Prime.prime (n1 + mina)) esPrimo [mina] = true;

}

}

void Main (args String []) public static {try {

n1 = Integer.parseInt (args [0]); n2 = Integer.parseInt (args [1]);

nThreads = Integer.parseInt (args [2]);

} Catch (NumberFormatException e) {System.out.println ( "formato incorrecto"); System.exit (1);

} Catch (ArrayIndexOutOfBoundsException e) {System.out.println ( "no los argumentos de línea de comandos suficiente"); System.exit (1);

}

System.out.println ( "primos impresión de" + n1 + "a"

+ n2 + "utilizando" + nThreads + "hilos"); nChecked = n2 - n1 + 1;

si (nChecked <1 || nThreads> nChecked) {System.out.println ( "argumentos de línea de comando incorrecto"); System.exit (1);

}

taken = new boolean[nChecked]; isPrime = new boolean[nChecked]; for (int i = 0; i < nChecked; i++)

taken[i] = isPrime[i] = false; next = 0;

Thread[] t = new Thread[nThreads];

// All threads execute inside the SAME object and thus

// SHARE all data.

Runnable a = new ParallelPrimes();

for (int i = 0; i < nThreads; i++) t[i] = new Thread(a); new PseudoTimeSlicing(); // for Solaris, not Windows 95/NT for (int i = 0; i < nThreads; i++) t[i].start();

try {

for (int i = 0; i < nThreads; i++) t[i].join();

} catch (InterruptedException e) { /\* ignored \*/ } for (int i = 0; i < nChecked; i++)

if (isPrime[i])

System.out.println((n1 + i)+ " is prime");

}

}

# Sample run of parp.java

% javac parp.java

% java ParallelPrimes 1000000 1000060 5

printing primes from 1000000 to 1000060 using 5 threads Java version=1.3.0

Java vendor=IBM Corporation OS name=Linux

arco OS = i586

versión del sistema operativo = # 1 Lun Sep 27 de 10:25:54 EDT 1999.2.2.12-20

No se necesita PseudoTimeSlicing 1000003 es primo

1000033 es primo

1000037 es primo

1000039 es primo

# Ejemplo norc.java

Racer clase implementa Ejecutable {

// estos dos campos son compartidos por ambos hilos desde

// sólo hay un objeto creado a partir de esta clase private int M = 0;

suma larga privada = 0; // `volátil' ya no necesario público Racer (int M) {this.M = M; }

fn privada de largo (long j, int k) {long Total = j;

for (int i = 1; i <= k; i ++) Total + = yo; rendimiento total;

}

public void run () {

for (int m = 1; m <= M; m ++)

sincronizado (este) {// protocolo de entrada suma = fn (suma, m); // crítico sección

}// salida protocolo

System.out.println ( "suma =" + suma);

}

}

# muestra de ejecución de norc.java

norc.java% javac

% Racing java

java version = 1.3.0

proveedor de Java = IBM Corporation Nombre del sistema operativo Linux =

arco OS = i586

versión del sistema operativo = # 1 Lun Sep 27 de 10:25:54 EDT 1999.2.2.12-20

No PseudoTimeSlicing needed sum = 1335334000

sum = 2670668000

# Section 8. Monitors

Monitor structure and properties

### Every Java object possesses a lock and these methods: wait(), notify(), and

**notifyAll()**.

A thread invoking a synchronized method must acquire the lock of the object containing the method before executing the method's code. The thread blocks if the object is already locked.

A monitor has the following structure or pattern:

class Monitor extends ... {

private ...// data fields (state variables)

Monitor(...) {...}// constructor public synchronized *type* method1(...)

throws InterruptedException {

...

notifyAll(); // if any wait conditions altered while (!condition1) wait();

...

notifyAll(); // if any wait conditions altered

}

public synchronized type method2(...) throws InterruptedException {

...

notifyAll(); // if any wait conditions altered while (!condition2) wait();

...

notifyAll(); // if any wait conditions altered

}

...

}

### A Java thread is interrupted when its interrupt() method is called by another thread. This call sets a flag in the interrupted thread that the latter can check periodically, allowing one thread to tell another thread to stop itself or return allocated resources if it is not in the middle of some critical operation. (A thread should check its interrupt flag before or after such operations and take appropriate action when interrupted.)

Note the following important points:

* The thread blocked the longest on a monitor synchronized method call is not guaranteed to be the next thread to acquire the monitor lock when the monitor lock is released.
* The thread blocked the longest in a monitor wait() call is not guaranteed to be the one removed from the wait set when a notify() is done by some other thread in the monitor.
* The signaling discipline is signal-and-continue so barging is possible -- a thread waiting for the monitor lock to execute a monitor synchronized method might get the lock before a signaled thread re-acquires it, even if the notify() occurred earlier than the monitor method call. Thus:

while (!condition) ... wait() ... notifyAll()

### is safer than:

**if (!condition) ... wait() ... notify()**

### Each monitor object has a single nameless anonymous condition variable. We cannot signal with notify() one of several threads waiting on a specific condition. It is safer to use notifyAll() to awaken all waiting threads so they can recheck their waiting conditions.

* A notifyAll() needs to be done by a thread before a wait() if any state variables were altered by the thread after entering the monitor, which might affect other

thread-waiting conditions. This also applies before leaving the monitor (returning from the method).

* The data fields in a monitor need not be declared volatile because all writes to shared variables by a thread are completed before obtaining and before releasing the monitor lock.
* If a thread that is blocked inside a call to sleep(ms), join(), or wait() is interrupted, then these methods clear the thread's interrupt flag and throw an InterruptedException instead of returning normally. Note that no exception is thrown if a thread is interrupted while blocked waiting to acquire a monitor's lock to execute a synchronized method.
* In contrast, InterruptedException is thrown by wait() if a thread that has been notified is interrupted while blocked and waiting to reacquire the monitor lock. If an InterruptedException occurs while a thread is in wait(), the thread must reacquire the monitor lock before executing the code in the catch block.
* Ignoring InterruptedException, as in:

while (!condition) try {wait(); } catch (InterruptedException e) { }

### is undesirable. The enclosing method should throw the exception back to the caller.

* The following code:

if (!condition) try {wait(); } catch (InterruptedException e) { }

### is incorrect because a thread interrupted out of its wait() then re-enters the monitor without being notified.

* When a call to wait(milliseconds) returns, the program cannot tell for sure if the wait was notified or if the wait timed out after the number of milliseconds elapsed.
* In some situations, we can use notify() instead of notifyAll() and if ... wait() instead of while ... wait(). However, it is extremely tricky and not recommended because of a race condition between interrupt() and notify().

### Suppose several threads are blocked inside wait() and then one of them is notified and then interrupted before it reacquires the monitor lock. The notify() gets "lost" in that one of the other waiting threads should now proceed. We need to catch the exception when a thread is interrupted out of wait() and regenerate the notify().

* It is usually wrong to Thread.sleep(ms) while inside a monitor object holding the lock (during a synchronized method invocation). Other threads wanting to enter the monitor will block to acquire the monitor object's lock and they cannot be interrupted from this state.

Es mejor establecer una bandera y dejar el monitor; otros hilos pueden esperar () para la bandera para cambiar. No se sostiene el hilo de bloqueo de la pantalla durante más tiempo que para fijar o confirmar esta bandera.

Como muestran los siguientes ejemplos, los monitores se pueden utilizar para sincronizar hilos que solicitar recursos desde y recursos volver a un servidor. Esto se llama una relación de cliente / servidor.

Los clientes interactúan con el servidor, pero no entre sí. El monitor de servidor es un objeto pasivo en el sentido de que ningún hilo independiente realiza dentro de él; el código en el monitor sólo se ejecuta cuando un método de supervisión de es invocado por un hilo cliente.

Los monitores pueden ser difíciles de usar si los hilos tienen una relación que no sea un cliente / servidor de una.

El material de base en los monitores

Semaphores are like gotos and pointers -- they work okay but are error prone and lack structure and "discipline."

For example, a disastrous typo such as:

*V(S); criticalSection(); V(S)*

can lead to deadlock:

*P(S); criticalSection(); P(S)*.

Nested critical sections can also lead to deadlock:

*P1: P(Q); P(S); ... V(S); V(Q);*

*P2: P(S); P(Q); ... V(Q); V(S);*

A monitor is an object with some built-in mutual exclusion and thread-synchronization capabilities. Monitors are an integral part of the programming language so the compiler can generate the correct code to implement the monitor. Only one thread can be active at a time in the monitor ("active" meaning executing a method of the monitor).

Monitors also have condition variables on which a thread can wait if conditions are not right for it to continue executing in the monitor. Some other thread can then get in the monitor and perhaps change the state of the monitor. If conditions are now right, that thread can signal a

waiting thread, moving the latter to the ready queue to get back into the monitor when it becomes free.

Monitors can use either a signal-and-exit or signal-and-continue signaling discipline. In signal-and-exit , a signaling thread must leave the monitor immediately, at which point it is guaranteed that the signaled thread is the next one in the monitor.

### En relación señal-y continuar, el hilo señalado no se garantiza que sea la siguiente en el monitor. De hecho, irrumpir puede tener lugar - un poco de hilo que se ha llamado un método de supervisión y se bloquea hasta que el monitor es libre puede entrar en el monitor antes de un hilo señalado.

Semáforos y monitores se pueden utilizar para resolver los problemas de los llamados "clásicos" de sincronización que se encuentran en muchos libros sistemas operativos: el barbero dormir, los cinco filósofos comedores, y los lectores de bases de datos y escritores.

### **El barbero de dormir.** Un barbero espera para cortar el pelo. Los clientes entran en la sala de espera y en un segundo plano si hay uno disponible. Si la sala de espera está llena, inténtelo de nuevo más tarde. De lo contrario, esperan hasta que su turno para un corte de pelo.

**Cinco filósofos comedor.** Five philosophers sit around a table and think until hungry. Between each is a fork (for a total of five forks). To eat, a hungry philosopher must have exclusive access to both the fork on his left and right. If both forks are not free, the philosopher waits.

The algorithm in [Example dpmo.java](#_bookmark32) on page 39 does not deadlock (it never happens that all philosophers are hungry, each holding one fork and waiting for the other), allows maximal parallelism (a philosopher never picks up and holds a fork while waiting for the other fork to become available when the fork he is holding could be used for eating by its neighbor), but also allows starvation (a philosopher's two neighbors can collaborate and alternate their eating so the one in the middle never can use the forks).

Si un filósofo puede sostener un tenedor a la espera de otro tenedor, estancamiento es posible, un caso extremo de no tener paralelismo máximo. Sin embargo, el hambre no es posible. Cada tenedor es representado por un semáforo y cada filósofo hambre hace una "P" en su tenedor a la izquierda y luego a su tenedor derecho.

Podemos solucionar el problema de interbloqueo y retener sin hambre, pero todavía no tienen paralelismo máximo. Todos los filósofos recogen izquierda luego a la derecha, excepto uno filósofo designado que recoge justo luego a la izquierda.

Philosopher starvation can also be prevented by introducing a new state: very hungry. A philosopher is put into this state if he is hungry, if one of his neighbors puts down his forks, and if he cannot eat because the other fork is in use. A new rule is added -- a hungry philosopher cannot eat if he has a very hungry neighbor. These changes prevent a collaboration of two philosophers trying to starve the philosopher between them.

**Readers and writers.** A database can be accessed concurrently by threads that only want to read, but a writer thread must have exclusive access with respect to other readers and writers.

A solution might allow writers to starve if enough readers keep coming along to read the database so that the number of current readers is always above zero.

Writer starvation is prevented by requiring readers that come along to read the database to wait if there is a waiting writer even if other readers are currently reading the database. When the current readers finish, the waiting writer writes the database and then signals into the database a waiting reader. Each entering reader signals another waiting reader into the database.

Examples of monitors

[Example dpmo.java](#_bookmark32) on page 39 illustrates the dining philosophers monitor. Five philosophers sit around a table and think until hungry. Between each pair of philosophers is one fork. A hungry philosopher must have exclusive simultaneous access to both its left and right forks in order to eat. If they are not both free, the philosopher waits. [Driver dpdr.java](#_bookmark33) on page 40 creates the philosopher threads. [Sample run of dpmo.java](#_bookmark34) on page 42 shows the sample run.

The figure below illustrates the dining philosophers monitor.
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[Example bbmo.java](#_bookmark35) on page 42 shows a bounded buffer monitor for a producer and consumer. Multiple producer threads and multiple consumer threads are handled. A producer thread deposits items and blocks if the bounded buffer fills up. A consumer thread fetches items and blocks if the bounded buffer is empty. [Driver bbdr.java](#_bookmark17) on page 20 creates the producer and consumer threads. [Sample run of bbmo.java](#_bookmark36) on page 43 shows the sample run.

The figure below illustrates the bounded buffer monitor for a producer and consumer, handling multiple producer and consumer threads.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATwAAAE5CAIAAACCqgviAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAgAElEQVR4nO2dz6/rRpbfixMvujsBVNfuBtqwB+JdBPAmLV4j8DPQgxEFZGE7gUU5iwaCACTRi+7FYCRuetFZkOysejGQ9BeIGmTTi1hUgPaMBwOoBEwGeZ4kKs3mPdtBbgnpxsBB3Jd67yHdQBY3i2MTbP26+kGKRep8YBgSRRXrXfHLc+rUqVPK/f09QZBNCCGEELqur3/EOaeUqqrKGNM0jVIKx6Mo4pxv/MoKcCZ8lzGmqqqqqsf1c6UP5eceQTZxe3tLCNE0beOnuq67rnt/f08ImUwm8fHJZLLnTQUqnc1mlmVRSgeDwdFdXelDkk6nc0rLcvJSvo8MRFqEEISQ2WyWXfuTyUTTNCFEu922LCuLq3DOK5VKFi3nyB/k3QFERhhjjUaDEKIoCmNMURQ47nkeHN+N4ziKolxfX4dhSAhpNBqe58FHyQYbjQa89X3f8zzP866urhRFsW07iiI4odVqXV1dMcZWGlcUxXGc5EWjKGq1WoqiXF1dwUee58WNn/43kQcULbIBXddjR/eIr1er1fv7+3a7bdv2xhPuEz4teNqGYfT7/dlsdnd3J4To9XpwJud8MBhomgZvGWO9Xu/u7m42m3HOOedxm3At+CgMw16v53keNF4y0aJ7jKRPp9OB/zuOkzSSOwCbDMIDzxwwTdMwjPgtBJxubm50XW+327GYoYXJZEIppZSapjkej6Eb5QNFi6RPFEWUUnBx9wzqQizadd347bbTbm9vwzCcTqe2bQshYmXGVySELJfLEgeT0T1GHgDu/l6vF4Zhv9/f5ytgYB3HUVUVbON4PGaMbfOWCSGGYQghwN11HAcM7zq9Xu/6+ppS2mw2wajGH1mW5ft+GIZBEARBYJomHF8sFknTXQL+UcncfSQtoij69NNPLcv67ne/Swj5+OOPv/jiix/84Aff/OY333nnnfl8/sYbb2iaNp1ODcOAc+Jvmab585//HCZyKKVvvPHGfD7/+OOPTdP84osv4Pz4i9CUrutvv/32L37xi48//vhHP/oR2M/4KnGv3n777W984xvD4fDx48emaf74xz8mhEBTlmX97ne/Gw6Hi8UCBsnwlel0SilNNlJ0lOMiDQiC5AW6xwhSMFC0CFIwULQIUjBQtAhSMFC0CFIwULQIUjBQtAhSMFC0CFIwULQIUjBQtAhSMFC0CFIwULSIvCRXwyMxuJ4WkY4oisIwHI/H9Xo9uQIeAXCVDyIRoFUoPVGmxXTpgqJF8ocxNh6PCSFoWvcBRYvkhhACSmHUajXDMEpcICZdULQl59mzF0+ffJb1Vd569Ob+JwshwjCcz+eg1aM3FrhYMBBVcp4/e/7J46wKjsfsI1oIL83nc0JIu90ua6nEM4CiRdIHyqbGO/pA8URCSLPZzGgngYsC3eNywhgD5Tx//uLpk88zusq777wPL/7kT38YH4yi6Pr6ejQaUUqHw2EURc1mE8NLKYKWtpwwxpJ1NoMgSMXEBUGgqiqYUN/310+IoqjRaERRZNu267qu62J4KXUwI6r8wE6Q+58fBMHGQsFRFBmGsXsbS9/3oXaxEEJVVVRsFqBoy4+maXuKlnMeBMG2iO5KcfCNdLtd2I5xMpkkN9pBUgTd4/KzrrRt3vL+8n4QXdf32VoaOQK0tJeIpml77ouFSAiKtrTs8E5hK+d4uyqkWKBoS8vuIeXRwWQ00bmDoi0thmEEQbDjhD1Du0EQJG0y2ufcwUBUaaGUnpjSAFutr6Ty4yxO7qBoy8yJAoPdZdcPntImcjrnc48ZY3t6VowxmNyPX2R9xcth22bNYRiuD1Y3ah5FmzspiJZz3mg0Hjyt0WjsM9tu23ar1YJdw+HF0R3bcUXHcXaP98rKNtsLCRXbJI1IRQrucRRFKUYUhRDtdtuyrOFwCC/SajkJ57xSqWTRsiQsFotDv6Kq6kYrGkURPPt27KfOGCvZbusy8wdgJxVFub6+hgctY0xRFMdx4KDneVdXV4qiQF28RqPRarWur68VRbFtGxLECSGKooRhqCgKtNvr9W5ublYuNhwOr66urq6uIJfd87zYRDcaDXjLGPN9X1EUeOF5XhiGcLnYcnqed3Nzc3Nzs5ITD/2EhPXkdR3HgY9arVYURZ7nxY1n8Tc9P7Cs3PM8x3Ecx/E8b9u44AhdUUohvWn3dznnyQ7g2CQ7XvJ9X9O0yWQShqFt23HqWb1ed1335uZmOp3e3t4GQeD7Pixc5pzPZjNCyM3NTRAEk8mk0WjAEj9KaRiGhmEMh0PTNFcuFkXR3d0d5/zm5mZjYBOaqtfrIGB4cXV1NRgMDMOAG2IymUAfBoNBMlHOtu3RaKTrum3bYRjGJrrX64VhOJvNKKW2bcNp0+kUGk/3r3k2wPoxxpbLJSGkWq1qmpb853ieB7HfFVclo9jvSsYidK/X6yW7h1mNafFSGIaapoHFix0hQgiISlXVer0Onk/84DRNE3570zTH43HyAWwYBhzhnI9Go5WLtdttQgj8fnsOn+CB3e/3+/1+snu6rq/cjiBXXddXVm+Ox2PTNMHxa7fb+wy/pSVeTV6pVHRd73Q6O0SoaZqqqr1ez7KsM8/TxMYZ3gohOOeO4xBCKpWKYRjoSJ/CS8lyla7rgt52fwcen/Bi5W4wTbPVatVqNV3X1wdIseyjKKKU7uM+Qfuu6z54JjgL0+nU9/3xeBw/MiilcYfhug82JRVxRSVKab1e73a7+3+XUipDVRcYLcOTFIrOwOJ4qL1YuF8kd16CkA9o1ff929vbB78TBEG9XocXg8EADjLG4OFKKXUcJz6exPd9Sim4baPRKAxDznkYhkIIxhi0uQKsOwFnezgcCiE2elngcne73WazyTlP3gemadq2XavVKKW+78f2ebFYwJrPB/+9ucA5hzsbqp+lrj0IH8If6pyOK6U0/gnglov/jdL+FrLxkuu6lUrF931VVWHgB74NfAwuFvna4YGDlmWNx2MhRLfbNQwD1kb7vg8nGIbR6/XWh6y6rpumCSUzJ5OJqqqWZc3n836/X6/XO50OXCi+YvxiNBr5vu/7fmxnVFWNjWfcz9FoNBwOwTkHywxPEOgVCMA0Tbj74RHAGJOtZBFolRBSq9UyLfvwYL4UmMSVv08Yhsk74UTilYDJ+oznd+YLx8E1ouL40LYTHMeJomijpUW2EUVREAQp3rWe58FvdMqIAHQb15eBZ3FsD33ff+XqdXidrBF1CslnlmzPU3lIOY0RZmUgwIvsQ1xcP/YCUiRZ0inmwUFBrHNwZePQwxmGx7HtDcMQAlftdhvd5hUOFu1uQaJc9wSMGMw8HRRb2h+Ye1s3sxBB2BYB4pxHUZTUeS7OqmEYMPLq9XqLxQLrOSbBBQPnJt4LwzTNTD3AbXc5CBIkvf7p+tRujlBKwckPgsC2bYw2Ayja8wFyrVQqMrh8GxULFnifr4O5/tetf5t2vzZjWZZlWZDHVqlUdk9Qlx4U7TmI5Sp5HeD9w8JhGJ4/wwnmFIUQFy5dFG22FEWuBwEGGcK850dV1W63e8nSzUe0kHRV7lw22eTKOU/rD74txeWcXLJ08xGtqqqO43S73VL+oSHmuVwuJZEr+TomvO1T+Gj/rsoTqQLpMsYcx6nX6/J0LFPyKexGKe12u7CyL5cOZAfEOS3LkueRxDnfbRthbdaORdGQsZRF31JB1/XBYACruC6hWGRu1Rgppa7rwgR6OeCc27ZNKR2NRrkHh1d4MCZsWda2yhWwRmdjC6+9/ir8l04vT8MwjMFgAFa3fMbg97jPldlsZllWvn04nbu7u06n47ru3d1d3n35Ctd1s76E53lZX+I4bm9vwdPJuyNZkXPdY03T6vU61MQoKJBw1263Pc+TxB++cFRVHQwGqqratn1KYUBpkWJTaaixVrgoQhRFjuPUajUZ1qyu4HneYrGIoii7ED1jTPKs1SiKILZc3BIlm8nb1H+FZVmz2SzvXhzAaDQyDOP29jbvjiAPMJlMSvZLSWFpAcdx4hoaMgMzOpIUhUD2AUxutVotx08mkWijKGq1WqPRSOaRIRRbgLo8efcFOYw///P/8Lvf/j9Nq2V6lbcevZlp+0Qq0ZKvR4mpzHA+e/bi6ZPPUulVzF/91V/8zd/87c9+9u/jI2f4hZC0+PWv/mH04UdZXyWtegA7kCv3mFLabrehyumJTT1/9vyTx7NUekUI+e1v/+9//PAX3/ue9q/+5QfJZlG0yPmRS7SEEKjwBPY27758xa9+/b8Y++v33n3/5ZdfybsvyMEIIWB64vnzF0+ffJ7RVR699f2z3R7SiZZ8vU95XOXoIBhjkMiW4i/0Xx7/7ff+mfb4k/8cH3n3nfdTaRk5A5DCmcziTJZx55yrqnricIwxNvrwo4sWLSEESo0EQXDo5C1jLMVJOZjl++VH45WDabUvGymuBJIZKPQJ/1hN0+IdTKB8Z969exh5d4KHAqt55anLnDiRHf1+/0I2E0xuF6brOpSkSip2R/YyLJ/IMddKXtESQrrd7nQ63WeDzHSBySfTNC+qmBiM/UrsR+zPNk1COT4o9J3jmhCpRUsI6Xa7juOc86kGu86MRqNLcBSTwIorIUShU8F3AHp78DTGmKqqG399qPCe+40hu2jJ1zsMnGexFShWnqWwZyMIAqic6roubL+Sd4/SxzCMPZ3/dVmuVxFA93gXsGK+1WplfSEobz+ZTC5NsYQQy7ImkwnsHTGbzWRbD5wWhmE8uEp+Y7WA9Y3pzj9qiymAaMnXus10xTxjbDgcyjM5jGTB+n4L+yPPwnpJp3zWgQ1ybdvOYpegIAim0ynuP4TsYMX7wEDUXui6Xq/XU5+TQMUiSbYNVlcGujmGo4okWkKIZVlxVloq3jIqFllB/iBcwURLCPE8D5IuTp+Z4JyjYi8QKD159Bg1d1UXT7SEkFqtZts2IeSUepkQK0bFXiCGYei6zjnfOHO751xuJj3bj+KJttfrwbbu5IS/HSgWY8WXDGQvrk/vPRhhUlU1iiKcpz2ATqczmUxub29d14XtmA9FCOE4juu6qfcNKQH7RJgMw8ixenvxRAuoqgppAId+EcoFSV7UBpEfiInmcunCzNOmhfxlqJDzA/JLOsbrR1aglOZ1FxXV0h7HZeYVI7thjMFS+OTB9SPycEGWttfr1Wq13JdoIFIRRRGldD23UeYn+6VY2jAMl8tl4TYxQLIgORZNroZPIk+m8ToXIVrO+Xg8xnAxQggJw3AfK7rxHMZY7pkV5BJEG0VRv9/HKVkEAH945eB6vY51h1kIIYSQYaBbftH6vt9ut2UeoiDnZOPSvHa7/eBCFFVVJRlelVy0QRBg8AlJstFUboxFSUuZRcs5n8/nkjwdEcmRwe/dkzJP+eBQFiklpbW0sDs7DmWRQ3kwqTjfJT6krKJljG2bf0OQ3ei6HgTBnvVWc6GE7nEURbhQFknCOV+PM4FFhS1CkscppfE2P3I+90so2n6/j3kUSJJ17THGHty5Z5tiNx7/zrdf+cf/5JvR3TmMcwlFS7KPBL72+quZto9kzSkTPEmpQ9kaIcQf/fEjXddbrZb9w3+TdSSlVKIFx/j29jbrC7U+eC/rS+RCgaY9zgbsLbC+riCKIvCfKaVxaKrb7fq+n/WcRalE2+v15ByEFIWyzmkPh8PpdPrgaQ8OYtcbgSNCCNM0CSGqqlYqFfC9j+/uQyj39/fZtX5OhBD9fr9SqSiKkumFGGOTySTTSyCFBgotZNd+eUTbarUGgwFOzCK5wxhLd3PzFUoyTxuGYbPZRMXuJooiSRaXlRtd15fLZXbTvCUR7Xg8Lut4bE/g6b77HCGEbdtZ7/UebwFxybTb7ey25y6DaD3PgzDAJbNNtEnTqmnatj+UEGKf7DzO+YOGWggxHA4fbKrcQEQqq+0w7wvO3d1dp9PJuxc5sxIYiw/Czo6qqrquCwdd13VdN45twkHLsuIzb29vN17i7u5OS3B3dwcXhZaTrSV7MplMsvtXS87d3Z1lWVm0XHhL2+v12u123r3IGdjBPVZm8mC9Xtd1PTlXMZ1OhRCj0QjODIKAMTYYDFzXNQxjm1PnOE6z2ZzNZrPZrNls+r4P7cOn9wmtTiYTXdehJwVapJo6lNJ6vZ7F6oJii1YIsVgsMCVgI57nbVQgBEjiPxq4u77v+77POd8WzBNCxAqEjXDS73HpsCwri5FCsUXr+z6mGccsl0tCCGMM9hOcTqfdbrfT6UBOjxAiiqLFYtFsNgeDQaPRCMNQCAH72QwGg8lk0m63q9Xqxsbr9Xq/34fcoH6/X6/XkxeFyFOsZHguwPYrmf+z5SaLHZULLFohRLVaRTMLWJYVhqGiKL7vg7XsdruO41xfX0NmPESkoDQZrFvs9/uMMU3T2u12o9FQFKXf72+ztJ7n1Wq16+vr6+trSilMQlqWxTlXFGU4HOq6DlYFLqcoSqvVOuMfQFKyMLYFTq6wbRu3C0DkByxtilOSRbW0MBJDxSLyY1nWcds7bqOoCwaCIMDRbEYEQbAyGStP9dCC0mw2U1xFUEjRRlG0XC5xNJsRqM/UsSzLtu20RFtI9xjnZpHCUavV0ponK6RocW4WKRwphpGLJ9ogCJrNZt69QJDDgKBpKkt/iifa6XRqGEbevUCQg2m325D3ciIFE60Qolar5d0LBDkGVVUXi8Xp7RRMtP1+H2ObSHFpNpsP7mDwIAUTLcGECqTIGIZxeqJFkUQbBEGcp44gBYVSemI4qkiinc/nGIJCis4+G1jvpjCilXY3JAQ5CFVV5/P5KS0URrRBEGAhKKQc1Gq1U2piFka08/kcdw9AyoFhGKd4yMUQLU7PImXixAnbYog2DMNLLhGGlI9TPORiiBZ9Y6RkGIZxdJZFAUQLuwzm3QsESZNTYsgFEC3s05N3LxAkZarV6nETmQUQ7Xw+xwEtUj6O9pALIFoEKSWaph3nIcsuWs45TvYgZaWc7nGKNewQRDbq9foRhaNkFy2Wg0JKjK7rR+zQJbtoEaTEHJcaJbVocUCLIOvILlpMhELKTbVaPTSfUWrRYvYiUno0TTs0FiW1aBGk9Oi6Pp1OD/qK1KKtVCp5dwFBMufQ+1xe0cJ+x3n3AkEy59AA8ll3zXv27MXTJ5/tefIvf/mXb/3zR588/u+HXuWtR28e+hUEyRFYW7t/PsJZRfv82fNPHs/2PPm//t1/q/7hP/3ii98cehUULZIXB5mlmNderf7d49n/3vtWl3d/2m9961t5dwFBDuMgs7TC/vbpHKJljEGu1vPnL54++XzPb/393x/2j3/3nfcP7RiCFJEzidbzvEO/5fu+67r7n3xo+wiSFkIIqK54kFk6lEdvff/ll18h0rrHjDFMYESKghBC13Woi/Rnf6bvOBNczvWFa1C6cEdZJcbY6MOPQLSSTvlgXSikcBiGQSndXdBY1/WNS02hisWeqVGSihZLzCBFRNO0o7eb2n8PV0lFiyAF5RQPcc9sIklFi9ttIcg2JBUtDmiRQhMEwRElKdYJw3DdgEkaPUZLixQay7I453vGU+FMQoiqqivJjLBVF6U02Y6kokVLixSRZArx/stddp9pWVYURUm7Lal7jCBFZP8aFCs63M2KpZVRtEIIXEmLlJtTNoKUVLS4khYpNLuDMieuFZdRtAhSUJLGc0dqlKZpG0W7w7tOJkuhaBEkfSilqqpuE+G2OOu28xljy+UyfouiRZBM0HX9oM0xOOcbz4+iSAhRr9fjIyhaBMkHUGP8Fozz+mlCiJW0ZBlFO51OMRCFlJ4gCJIq3WaW17Ugo2gJJlcgRSYZOt4WRmaMbVsP9GA6oKSiRZCCspItLITYuN37NmeYEMI5370oF0WLIKkRhuFK/rCmaaqqrotwxwBQ13VIOd6WMoWiRZB0iKJIVdV1NcLK+F6vt39TlFLLsralTKFoESQdKKXb7CeltNPppHUhGUVbrVaP2NMeQYpISXaCV1UV19Mil4AQ4ohbXUbRIsiFEIbhxomfKIp2BJBRtAiSG9sqMIZhuKM4o6SVKxCkcKwXl4GV7pTSbYHljUlE25KQYyQVLY5pkcKxbh4ppbH3u39Rix1RaEBG91jX9fl8nncvEOQwICNi26f7r/hZP3OlWUkt7RG89vqreXcBuWh2ZCaeiKZp4/E4fiupaI9wj1sfvJdFTxBkf07Zy4Zzvs0rBtF+59uvgGWSVLS4yge5NHaIlhACi+DhoXAm0R66f+yhaSKMsf03s0WQHNk2NwtD4n224VLu7+/T79fJOI7T7Xbz7gWC7AVjbDgc7jOghTqM2xzJHTsSCCFM0wRLK6loPc87YvN4BCko2zab3oiMUz6EEFVVcc0Acjk8mFCRRF7RYn4FcjlAytSeJ8srWrS0yOWQLGv8IPKKdrFY5N0LBJERSUWLIBfFQTvOoWgRJGcOikIRmUVbqVQwFoVcAsmtqPdBXtHquo6xKOQS4JwflLQsr2gxgIxcCAeFjonkosUAMoKsI69oCdavQC4AIUS1Wj3oK1KLtlqtom6RcrN7Rd5GpBatrutHlHJGkAIxnU4PXTovtWg1TcNYFIKsILVoKaWHBtYQpEBEUXRQLhQgtWgRpNzAmvhDvyW7aOv1+sY9eRGkBEyn0237we9AdtHquj6dTvPuBYJIhOyixbKMSFkRQhwxoCXyi5YQUq1W999SAUGKAmPsCN+YFEK0OFuLlJL5fH5EFIoUQrSapuHWPggSUwDRApjPiJSJMAxh04AjKIZoTdPEiR+kTBw32QMUQ7ToISNITDFEC6CHjJSDU3xjUiDRooeMlIZTfGNSINGih4yUg9MdxsKIlhBSqVQwywIpOmEYmqZ5SgtFEq1lWUEQ5N0LBDmJ6XR6XE5FTJFEi6XekKIjhKjVaic2UiTRElyphxScfr+/z17vuymYaC3LGo/HefcCQY7n9IVrBRMtwUU/SGEJgqDZbJ7eTvFEa1lWv9/PuxcIcjBHFF7cSPFEC1sVYXYUUiwYY6dkQSUpnmgJIc1mE8NRSLEYDoenh6CAQooWC0chxeKIvT92UEjREkJM08REC6Qo9Pv9TqeTVmtFFS0aW6QoQAG3FEsUFlW0BI0tUhDSNbOk0KJFY4vIT+pmlhRatASNLSI9qZtZUnTRorFFZCYLM0sIUe7v79Nt8cwwxjjn8DB79uzF0yefZX3Ftx69mfUlkDOT0Z3z05/+5Cc/+XeUfrWNQFp3zkuptJIjuq4Ph8Moiiilz589/+TxLOsromjLRxZ3zuf/41NKv/PZp/8zPpLWnVNs9xhwXbfX6+XdCwT5PRj7a73+L7JoufCWlhAihBgOh4SQ589fPH3yeUZXefed9zNqGckLIQQEMlO/c7788ktCyF/85X8ihDx66/svv/xKio2XQbSMsdlsZtv2aDTK6BK+72fUMpIjQghd11NZeZMkiqL4bmSMjT78KF3RlsE9JoRQSnEVASIJvu93u93s2i+JaMnXRS1wyR6SL5xzSiksIM2I8oiWENJut3F9PJIvvu+7rpvpJUolWqhMyTnPuyPIhdLr9drtdtZXKZVoCSGu62LQCMkFIcRyuUw9rLVO2URLCGm326hb5Pz4vn8GM0tKKVpd16MoQicZOSe9Xs80zdTTjDdSQtESQrrdbr/fx0gych4454vF4gyOMVBO0RJ0kpEz0u/3s44YJymtaDVNq1armG6BZI3jOO12+zyOMVBa0RJCOp3OeDzG7QiQ7AjDsFqtnrgL3qGUWbSEkG636zhO3r1AyokQYjwep16Y4kFKLlpKqeu6qFskCxzHyTTHeBslFy35enCLpaSQdHEcx3Xdcw5lY8ovWkJIp9OZz+c4c3seoihijOXdi2wJgqBWq515KBtzEaIlX6c34szt0cTrxR+Ec95oNDLuTp5wzufzeVob8xzBpYiWUjoYDFqtVt4dkZF9bGNcHuRBVFVdn7SES5TgoSmE6Pf7uQxlYy5FtIQQSikGk1dQFOXq6ur6+tr3/aurK8YYY0xRFM/z4FNFUeDMRqMBHymKskPhnudBa/GRRqOhKMrNzY3v+9fX12fQbRiGGQ2FoijKeoH7PlyQaAkhmqbV63XMlIqZTCaU0tvb28lkMhqNbNvWdT22k8nyupPJRNf1+/v7+/v7Hfl6nuetFOWdTCaEkNlsNplMNE07Q2RB07SbmxvHcVJ/QLRarbyCT0nKUCPqIAzDiKIoCIIcxyRSoaoq3IW6rmeXiPLgjb7/mHnPy/V6vSAIDMMYDAaptAkTPJmWpNiTixMtIcSyLN/3UbcA55wxpuu653mGYcDB5XJJCAEVcc4hTAqGa/egjnMOpzHGKKWxaYUiLLD6aqOhVlUVfPJU6Pf7lNJ2u51W5oNt26Zp5hUuXuGy3OMY13Wn0ylOAhFCKKWO4yiKMp/PwShZlsU5VxRlOBxCLXhCiK7rlFJFUXYH84bDoe/7uq77vg9fjBsBGY/H46z/RWEY6rp+e3vreV4qrqzv+/V6/WyLeB7kEi0tMBgMICglyeMzF8AAdrtdTdPi+1tVVRiIrrDx4ArrFjh55DyujaZpsctwOkEQVKtVqZyyC7W0QLfbHQ6Hl2xvx+MxpdT3/TItq0hx2AkDBKkUSy7Z0gLxJNBl2tt9jOdGNsaNLMuSIU6TFnIqlqBoycXr9jjSjRtJiLSKJRfuHsegn4wkkVmxBEUbA7rFShcIuF3SKpage5yk2+3ath1F0cYf7LXXXz17j5BzY9t2vV5PV7Hf+fYr6d48KNrfYzAYQCbN+s/W+uC9PHqEnAnIK26326mHNv7ojx+lO8eL7vEqkENj23beHUHORxRFrVZLnpyn3Sgr6d1FxPO8eDFKWsRZePHbo2dHEGlhjA2HQ1VVIYkqi5UAQgjTNNO1tGUQbUZwzqGebZnmHpEVQLfdbjf3tTv7g6LdBWzp7bpuIbwm5FB6vd5isch9feyhoGgfxnGcaomR9o4AAAPHSURBVLV6/kqZSHZA2KlWq8k8tbMNFO1eBEEwn89lWACNnA4MfLIIFJ8HFO2+FP2XRoAwDMfjcbEGsSugaA8giqJer0cpRVe5iBTaJU6Coj2YEjyqL5AyOUoo2mOAqLJpmikutkayw/O85XJZuCjxNjAj6hgopaPRSAgBucp5dwfZCue81Wrpul4axRK0tCcihHAcB02unICBLV/MHy3tSaiqOhqNwFsuU8WWosMYiw1syRRL0NKmBUQmK5WKzPUcnj178fTJZ1lf5a1Hb2Z9iR0U4oc4ERRtmjDGIEQpT7nNJL/+1T+MPvwo66v8yZ/+MOtLbAP84Xa7Xe50cXSP00TXdQhQtVot9JbPSRiGsKeJJJsAZApa2kyANAxJnvqwrRYh5PnzF0+ffJ7RVd595314cWZLC8t0Ui83ITNYuSITKKWe50VR5DgOpTTfACZjLOsBXi57mnHOofZ/Wrv1FAUUbYbAprhCCAiNdDqd8kUyc4ExNh6PK5XKYDC4wD8pijZzVFXtdrswo0sIwVX1pwDOcLVaLd/s6/6gaM+EqqqDwSAe6zabTTkjzNISBMF0Or1AZ3gdFO1Zice6EO28qPDJccBjbrFYNJtNlCuAos0BSqllWZZlMcZs24adVNFnXgEGrlEU4YBiBRRtnui6DvuvB0GwWCzq9bphGBc7VAOEEGEYzufzer1+yQPXHaBo8yfezIoxBnMnoN6cu3VeYMgwn88rlYplWVhmYAcoWokAw0sICcMQQs2lV2+sVUKIaZo4wt8HFK2MGIYBWo3VW6vVdF0vzdCOcx6G4WKxqFarhmGgVg8CRSs1sXrju5wQUq/XMyqHnylCCMbYdDqllEKhptI8g84MirYYaJqW3KMEJnsJIbVaLfmRbDDGOOeLxSKKInAW0KieDoq2eMRDX0II55xzPhwOK5XKcrmsVqug4Vzs8G9+8+WXv/k/sD6OEFKpVDRNMwwDLWq64CqfUiGEAC90uVyCjCuVynQ6dV2XEJJWDlYURZxzQgjnfLlcfvX2/qVXXvn2a6/9of+znxbOdS8WKNry4zhOs9mMogiCtFEUxaJKvt7Iygnx23q9TghRVRWsqO/7r1y9DufkuAj+QkD3uPxUKhWwseWePbocsHIFghQMFC2CFAwULYIUDBQtghQMFC2CFAwULYIUDBQtghQMFC2CFAwULYIUDBQtghQMFC2CFAwULYIUDBQtghQMXOWDpMNrr7+adxcuBRQtkg6tD97LuwuXArrHCFIwsHJF+fE8T1GUTC/BGJtMJpleAon5/1h5LsDiuZWvAAAAAElFTkSuQmCC)

[Example inmo.java](#_bookmark37) on page 44 simulates cars crossing at an intersection of two one-way streets so that:

* Only one car can cross at a time
* A car can cross if there are no cars on the intersecting street waiting to cross
* Si dos vehículos se aproximan a la intersección más o menos al mismo tiempo, uno de ellos se cruzarán (sin bloqueo)
* Si hay coches en las calles que se cruzan esperando para cruzar, a continuación, los coches de las calles que se cruzan se turnan para evitar el hambre

[Conductor indr.java](#_bookmark38) en la página 45 crea los hilos del coche.[Muestra correr de inmo.java](#_bookmark39) en la página 47 muestra los resultados.

La siguiente figura ilustra coches que cruzan en una intersección de dos calles de un solo sentido.

![](data:image/png;base64,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)

Los próximos paneles contienen ejercicios y mostrar el código descrito en esta sección. Para ver los ejercicios y el código, haga clic en Siguiente; o puede ir directamente a la siguiente sección,[Los semáforos](#_bookmark40) en la página 50, y volver a los ejemplos de código en otro momento.

Pruebe estos ejercicios

**Ejercicio 1:** Write a monitor for the database readers and writers problem. Multiple reader threads can read the database simultaneously, but writer threads must have exclusive access with respect to other reader and writer threads.

**Exercise 2:** Write a barrier monitor. Threads wait until all threads arrive at the barrier, then they are all released.

**Exercise 3:** When a notify() or notifyAll() is done inside a Java monitor, the next thread to get inside the monitor (acquire the lock) is arbitrary. Therefore, the cars in the intersection simulation going in the same direction do not necessarily go through the intersection in the order they arrived at it (it is not FCFS). Fix this.

Example dpmo.java

class DiningServer extends Sugar { private int numPhils = 0; private int[] state = null;

privado static final int PENSAMIENTO = 0, hambriento = 1, comer = 2; DiningServer pública (numPhils int) {

this.numPhils = numPhils; estado = new int [numPhils];

for (int i = 0; i <numPhils; i ++) estado [i] = pensar;

}

public void cenar (String nombre, int id, int napEat) lanza InterruptedException {

tratar {

takeForks (id); comer (nombre, napEat);

} finalmente {// Asegúrese de que volvamos la putForks (id); // horquillas si interrumpido

}

}

final privado int izquierda (int i)

{return (numPhils + i - 1);}% numPhils final privado int derecha (int i)

{Return (i + 1)% numPhils; } Prueba de private void (int k) {

si (estado [izquierda (k)]! = COMER estado && [k] == estado HAMBRE && [derecha (k)]! = comer)

estado [k] = comer;

}

comer private void (String nombre, int napEat) lanza InterruptedException {

int napping;

napping = 1 + (int) aleatorio (napEat); System.out.println ( "edad =" + edad () + "" + nombre

+ " is eating for " + napping + " ms"); Thread.sleep(napping);

}

private synchronized void takeForks(int i) throws InterruptedException {

state[i] = HUNGRY;test(i);

while (state[i] != EATING) wait();

}

private synchronized void putForks(int i) { if (state[i] != EATING) return;

state[i] = THINKING; test(left(i)); test(right(i)); notifyAll();

}

}

# Driver dpdr.java

class Philosopher extends Sugar implements Runnable { private String name = null;

private int id = 0;

private int napThink = 0; // both are in private int napEat = 0;// milliseconds private DiningServer ds = null;

private Thread me = null;

public Philosopher(int id, int napThink, int napEat, DiningServer ds) {

this.name = "Philosopher " + id; this.id = id;

this.napThink = napThink; this.napEat = napEat; this.ds = ds;

(me = new Thread(this)).start();

}

public void timeToQuit() { me.interrupt(); }

public void pauseTilDone() throws InterruptedException

{ me.join(); }

private void think() throws InterruptedException { int napping;

napping = 1 + (int) random(napThink); System.out.println("age=" + age() + ", " + name

+ " is thinking for " + napping + " ms"); Thread.sleep(napping);

}

public void run() {

if (Thread.currentThread() != me) return; while (true) {

if (Thread.interrupted()) { System.out.println("age=" + age() + ", " + name

+ " interrupted"); return;

}

try {

think();

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted out of think"); return;

}

System.out.println("age=" + age() + ", " + name

+ " wants to dine"); try {

ds.dine(name, id, napEat);

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted out of dine"); return;

}

}

}

}

class DiningPhilosophers extends Sugar { public static void main(String[] args) {

int numPhilosophers = 5;

int runTime = 60;// seconds int napThink = 8, napEat = 2; try {

numPhilosophers = Integer.parseInt(args[0]); runTime = Integer.parseInt(args[1]); napThink = Integer.parseInt(args[2]);

napEat = Integer.parseInt(args[3]);

} catch (Exception e) { /\* use defaults \*/ } System.out.println("DiningPhilosophers: numPhilosophers="

+ numPhilosophers + ", runTime=" + runTime

+ ", napThink=" + napThink + ", napEat=" + napEat);

// create the DiningServer object

DiningServer ds = new DiningServer(numPhilosophers);

// create the Philosophers

// (they have self-starting threads)

Philosopher[] p = new Philosopher[numPhilosophers]; for (int i = 0; i < numPhilosophers; i++) p[i] =

new Philosopher(i, napThink\*1000, napEat\*1000, ds); System.out.println("All Philosopher threads started");

// let the Philosophers run for a while try {

Thread.sleep(runTime\*1000); System.out.println("age=" + age()

+ ", time to terminate the Philosophers and exit"); for (int i = 0; i < numPhilosophers; i++)

p[i].timeToQuit(); Thread.sleep(1000);

for (int i = 0; i < numPhilosophers; i++) p[i].pauseTilDone();

} catch (InterruptedException e) { /\* ignored \*/ } System.out.println("age=" + age()

+ ", all Philosophers are done"); System.exit(0);

}

}

# Sample run of dpmo.java

% javac dpmo.java dpdr.java

% java DiningPhilosophers 5 6 4 1

DiningPhilosophers: numPhilosophers=5, runTime=6, napThink=4, napEat=1 age=37, Philosopher 0 is thinking for 2952 ms

age=56, Philosopher 1 is thinking for 3012 ms age=59, Philosopher 2 is thinking for 508 ms age=61, Philosopher 3 is thinking for 456 ms All Philosopher threads started

age=63, Philosopher 4 is thinking for 120 ms age=186, Philosopher 4 wants to dine age=187, Philosopher 4 is eating for 205 ms age=406, Philosopher 4 is thinking for 839 ms age=525, Philosopher 3 wants to dine age=526, Philosopher 3 is eating for 107 ms age=575, Philosopher 2 wants to dine age=646, Philosopher 2 is eating for 111 ms

age=646, Philosopher 3 is thinking for 1746 ms age=776, Philosopher 2 is thinking for 3522 ms age=1258, Philosopher 4 wants to dine age=1259, Philosopher 4 is eating for 861 ms age=2136, Philosopher 4 is thinking for 3759 ms age=2406, Philosopher 3 wants to dine age=2406, Philosopher 3 is eating for 878 ms age=3008, Philosopher 0 wants to dine age=3009, Philosopher 0 is eating for 881 ms age=3086, Philosopher 1 wants to dine age=3296, Philosopher 3 is thinking for 546 ms age=3855, Philosopher 3 wants to dine age=3856, Philosopher 3 is eating for 648 ms age=3908, Philosopher 0 is thinking for 2945 ms age=3909, Philosopher 1 is eating for 102 ms age=4026, Philosopher 1 is thinking for 3699 ms age=4316, Philosopher 2 wants to dine age=4516, Philosopher 2 is eating for 10 ms age=4517, Philosopher 3 is thinking for 414 ms age=4536, Philosopher 2 is thinking for 1593 ms age=4947, Philosopher 3 wants to dine age=4948, Philosopher 3 is eating for 898 ms age=5856, Philosopher 3 is thinking for 687 ms age=5905, Philosopher 4 wants to dine age=5906, Philosopher 4 is eating for 516 ms

age=6066, time to terminate the Philosophers and exit age=6069, Philosopher 1 interrupted out of think age=6070, Philosopher 2 interrupted out of think age=6071, Philosopher 4 interrupted out of dine age=6073, Philosopher 3 interrupted out of think age=6086, Philosopher 0 interrupted out of think age=7076, all Philosophers are done

# Example bbmo.java

class BoundedBuffer {

// designed for multiple producer threads and

// multiple consumer threads private int numSlots = 0; private double[] buffer = null;

private int putIn = 0, takeOut = 0; private int count = 0;

public BoundedBuffer(int numSlots) { if (numSlots <= 0)

throw new IllegalArgumentException("numSlots <= 0"); this.numSlots = numSlots;

buffer = new double[numSlots];

}

public synchronized void deposit(double value) throws InterruptedException {

while (count == numSlots) wait(); buffer[putIn] = value;

putIn = (putIn + 1) % numSlots;

count++;// wake up all those waiting due to notifyAll(); // signal-and-continue and barging

}

public synchronized double fetch() throws InterruptedException {

double value;

while (count == 0) wait(); value = buffer[takeOut];

takeOut = (takeOut + 1) % numSlots;

count--;// wake up all those waiting due to notifyAll(); // signal-and-continue and barging return value;

}

}

# Sample run of bbmo.java

% javac bbmo.java bbdr.java

% java ProducersConsumers 10 2 3 2 3 6 ProducersConsumers:

numSlots=10, numProducers=2, numConsumers=3, pNap=2, cNap=3, runTime=6 Java version=1.3.0

Java vendor=IBM Corporation OS name=Linux

OS arch=i586

OS version=#1 Mon Sep 27 10:25:54 EDT 1999.2.2.12-20

No PseudoTimeSlicing needed

age=42, PRODUCER0 napping for 1248 ms age=61, PRODUCER1 napping for 1702 ms age=65, Consumer0 napping for 226 ms age=67, Consumer1 napping for 94 ms All threads started

age=69, Consumer2 napping for 2504 ms age=171, Consumer1 wants to consume age=301, Consumer0 wants to consume

age=1303, PRODUCER0 produced item 0.5251246705209369 age=1319, PRODUCER0 deposited item 0.5251246705209369 age=1320, PRODUCER0 napping for 889 ms

age=1321, Consumer0 fetched item 0.5251246705209369 age=1323, Consumer0 napping for 1049 ms

age=1781, PRODUCER1 produced item 0.9915848089197059 age=1782, PRODUCER1 deposited item 0.9915848089197059 age=1783, PRODUCER1 napping for 297 ms

age=1784, Consumer1 fetched item 0.9915848089197059

age=1785, Consumer1 napping for 1253 ms

age=2093, PRODUCER1 produced item 0.4866393343763298 age=2094, PRODUCER1 deposited item 0.4866393343763298 age=2095, PRODUCER1 napping for 1018 ms

age=2221, PRODUCER0 produced item 0.40569282834803577 age=2222, PRODUCER0 deposited item 0.40569282834803577 age=2223, PRODUCER0 napping for 974 ms

age=2380, Consumer0 wants to consume

age=2381, Consumer0 fetched item 0.4866393343763298 age=2382, Consumer0 napping for 1531 ms

age=2580, Consumer2 wants to consume

age=2581, Consumer2 fetched item 0.40569282834803577 age=2582, Consumer2 napping for 2197 ms

age=3051, Consumer1 wants to consume

age=3123, PRODUCER1 produced item 0.9581218200181911 age=3124, PRODUCER1 deposited item 0.9581218200181911 age=3125, PRODUCER1 napping for 1125 ms

age=3126, Consumer1 fetched item 0.9581218200181911 age=3127, Consumer1 napping for 2387 ms

age=3211, PRODUCER0 produced item 0.9155450402123771 age=3212, PRODUCER0 deposited item 0.9155450402123771 age=3213, PRODUCER0 napping for 118 ms

age=3340, PRODUCER0 produced item 0.2431689653301975 age=3342, PRODUCER0 deposited item 0.2431689653301975 age=3343, PRODUCER0 napping for 235 ms

age=3590, PRODUCER0 produced item 0.06587542278093239 age=3592, PRODUCER0 deposited item 0.06587542278093239 age=3593, PRODUCER0 napping for 1014 ms

age=3931, Consumer0 wants to consume

age=3931, Consumer0 fetched item 0.9155450402123771 age=3932, Consumer0 napping for 1100 ms

age=4261, PRODUCER1 produced item 0.2895572679671733 age=4262, PRODUCER1 deposited item 0.2895572679671733 age=4263, PRODUCER1 napping for 1776 ms

age=4624, PRODUCER0 produced item 0.08728828492428509 age=4625, PRODUCER0 deposited item 0.08728828492428509 age=4626, PRODUCER0 napping for 446 ms

age=4790, Consumer2 wants to consume

age=4791, Consumer2 fetched item 0.2431689653301975 age=4792, Consumer2 napping for 2471 ms

age=5041, Consumer0 wants to consume

age=5041, Consumer0 fetched item 0.06587542278093239 age=5042, Consumer0 napping for 1068 ms

age=5081, PRODUCER0 produced item 0.8313015436389664 age=5082, PRODUCER0 deposited item 0.8313015436389664 age=5083, PRODUCER0 napping for 1416 ms

age=5521, Consumer1 wants to consume

age=5521, Consumer1 fetched item 0.2895572679671733 age=5522, Consumer1 napping for 2887 ms

age=6051, PRODUCER1 produced item 0.14766226608250066 age=6052, PRODUCER1 deposited item 0.14766226608250066 age=6053, PRODUCER1 napping for 534 ms

age=6071, time to terminate the threads and exit age=6074, PRODUCER1 interrupted from sleep age=6075, Consumer0 interrupted from sleep age=6077, Consumer2 interrupted from sleep age=6078, Consumer1 interrupted from sleep age=6091, PRODUCER0 interrupted from sleep age=7081, all threads are done

# Example inmo.java

class Intersection extends Sugar {

public static final int LEFT = 0, RIGHT = 1; private int[] waiting = {0, 0};

private int lastToCross = 0; private boolean crossing = false; public String how(int direction) {

if (direction == LEFT) return "left";

else if (direction == RIGHT) return "right"; else return "invalid";

}

public void crossIntersection

(String name, int direction, int cNap) throws InterruptedException {

wantToCross(direction); try {

cross(name, direction, cNap);

} finally {

// If we are interrupted while crossing, we must do this. doneCrossing();

}

}

private int other(int direction) {

if (direction == LEFT) return RIGHT;

else if (direction == RIGHT) return LEFT; else return -1;

}

private synchronized void wantToCross (int direction) throws InterruptedException {

waiting[direction]++; try {

while (crossing || (waiting[other(direction)] > 0 && lastToCross == direction))

wait(); lastToCross = direction; crossing = true;

} finally {// If we are interrupted while waiting[direction]--;// waiting to cross, do this.

}

}

private void cross(String name, int direction, int cNap) throws InterruptedException {

int napping;

napping = 1 + (int) random(cNap); System.out.println("age=" + age() + ", " + name

+ " CROSSING " + how(direction) + " for "

+ napping + " ms"); Thread.sleep(napping);

}

private synchronized void doneCrossing () { crossing = false;

notifyAll();

}

}

# Driver indr.java

class Car extends Sugar implements Runnable { private String name = null;

private int dNap = 0; // milliseconds private int cNap = 0; // milliseconds private int direction;

private Intersection in = null; private Thread me = null;

public Car(String name, int dNap, int cNap, int direction, Intersection in) {

this.name = name; this.dNap = dNap; this.cNap = cNap;

this.direction = direction; this.in = in;

(me = new Thread(this)).start();

}

public void timeToQuit() { me.interrupt(); }

public void pauseTilDone() throws InterruptedException

{ me.join(); } public void run() {

if (Thread.currentThread() != me) return; int napping;

while (true) {

if (Thread.interrupted()) { System.out.println("age=" + age() + ", " + name

+ " interrupted"); return;

}

napping = 1 + (int) random(dNap); System.out.println("age=" + age() + ", " + name

+ " napping for " + napping + " ms"); try { Thread.sleep(napping); }

catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted from sleep"); return;

}

System.out.println("age=" + age() + ", " + name

+ " wants to cross " + in.how(direction));

try { in.crossIntersection(name, direction, cNap); } catch (InterruptedException e) {

System.out.println("age=" + age() + ", " + name

+ " interrupted from crossing"); return;

}

System.out.println("age=" + age() + ", " + name

+ " crossed " + in.how(direction));

}

}

}

class LeftRightCars extends Sugar {

public static void main(String[] args) { int numLefts = 3;

int numRights = 3;

int lNap = 2;// defaults

int rNap = 2;// are

int cNap = 2;// in

int runTime = 60;// seconds try {

numLefts = Integer.parseInt(args[0]); numRights = Integer.parseInt(args[1]); lNap = Integer.parseInt(args[2]);

rNap = Integer.parseInt(args[3]); cNap = Integer.parseInt(args[4]); runTime = Integer.parseInt(args[5]);

} catch (Exception e) { /\* use defaults \*/ } System.out.println("LeftsRights:\n numLefts=" + numLefts

+ ", numRights=" + numRights + ", lNap=" + lNap

+ ", rNap=" + rNap + ", cNap=" + cNap

+ ", runTime=" + runTime);

// create the intersection Intersection in = new Intersection();

// start the left crossing and right crossing

// cars (they have self-starting threads) Car[] c = new Car[numLefts + numRights];

for (int i = 0; i < numLefts + numRights; i++)

c[i] = new Car("Car"+i, (i<numLefts?lNap:rNap)\*1000, cNap\*1000, (i<numLefts?in.LEFT:in.RIGHT), in);

System.out.println("All threads started");

// let them run for a while try {

Thread.sleep(runTime\*1000); System.out.println("age=" + age()

+ ", time to terminate the threads and exit"); for (int i = 0; i < numLefts + numRights; i++)

c[i].timeToQuit(); Thread.sleep(1000);

for (int i = 0; i < numLefts + numRights; i++) c[i].pauseTilDone();

} catch (InterruptedException e) { /\* ignored \*/ } System.out.println("age=" + age()

+ ", all threads are done"); System.exit(0);

}

}

# Sample run of inmo.java

% javac inmo.java indr.java

% java LeftRightCars 3 3 2 2 2 5 LeftsRights:

numLefts=3, numRights=3, lNap=2, rNap=2, cNap=2, runTime=5 age=40, Car0 napping for 1040 ms

age=59, Car1 napping for 1187 ms age=62, Car2 napping for 1603 ms age=64, Car3 napping for 1932 ms age=66, Car4 napping for 986 ms All threads started

age=68, Car5 napping for 1426 ms age=1061, Car4 wants to cross right age=1063, Car4 CROSSING right for 1791 ms age=1088, Car0 wants to cross left age=1258, Car1 wants to cross left age=1509, Car5 wants to cross right age=1679, Car2 wants to cross left age=2011, Car3 wants to cross right age=2869, Car2 CROSSING left for 1180 ms age=2870, Car4 crossed right

age=2871, Car4 napping for 1441 ms age=4061, Car2 crossed left age=4062, Car2 napping for 580 ms

age=4063, Car3 CROSSING right for 974 ms age=4329, Car4 wants to cross right age=4648, Car2 wants to cross left age=5051, Car2 CROSSING left for 405 ms age=5052, Car3 crossed right

age=5052, Car3 napping for 1988 ms

age=5069, time to terminate the threads and exit age=5072, Car2 interrupted from crossing age=5073, Car4 interrupted from crossing age=5075, Car3 interrupted from sleep

age=5076, Car5 interrupted from crossing age=5089, Car0 interrupted from crossing age=5090, Car1 interrupted from crossing age=6079, all threads are done

% java LeftRightCars 5 1 1 5 1 5 LeftsRights:

numLefts=5, numRights=1, lNap=1, rNap=5, cNap=1, runTime=5 age=33, Car0 napping for 550 ms

age=53, Car1 napping for 760 ms age=55, Car2 napping for 123 ms age=57, Car3 napping for 59 ms age=59, Car4 napping for 874 ms All threads started

age=61, Car5 napping for 1033 ms age=122, Car3 wants to cross left age=123, Car3 CROSSING left for 220 ms age=191, Car2 wants to cross left age=352, Car2 CROSSING left for 499 ms age=353, Car3 crossed left

age=354, Car3 napping for 295 ms age=591, Car0 wants to cross left age=661, Car3 wants to cross left age=821, Car1 wants to cross left age=863, Car1 CROSSING left for 161 ms age=865, Car2 crossed left

age=867, Car2 napping for 134 ms age=944, Car4 wants to cross left age=1011, Car2 wants to cross left age=1042, Car0 CROSSING left for 867 ms age=1043, Car1 crossed left

age=1043, Car1 napping for 936 ms age=1111, Car5 wants to cross right age=1924, Car0 crossed left age=1925, Car0 napping for 129 ms

age=1926, Car5 CROSSING right for 682 ms age=1992, Car1 wants to cross left age=2062, Car0 wants to cross left age=2622, Car0 CROSSING left for 377 ms age=2623, Car5 crossed right

age=2624, Car5 napping for 276 ms age=2914, Car5 wants to cross right age=3012, Car0 crossed left age=3012, Car0 napping for 417 ms

age=3013, Car5 CROSSING right for 740 ms age=3441, Car0 wants to cross left age=3762, Car0 CROSSING left for 95 ms age=3763, Car5 crossed right

age=3764, Car5 napping for 2783 ms age=3872, Car0 crossed left age=3872, Car0 napping for 307 ms

age=3873, Car1 CROSSING left for 165 ms age=4053, Car1 crossed left

age=4054, Car1 napping for 24 ms age=4055, Car2 CROSSING left for 681 ms age=4091, Car1 wants to cross left age=4191, Car0 wants to cross left age=4752, Car0 CROSSING left for 566 ms age=4753, Car2 crossed left

age=4754, Car2 napping for 329 ms

age=5062, time to terminate the threads and exit age=5065, Car1 interrupted from crossing age=5067, Car2 interrupted from sleep

age=5068, Car4 interrupted from crossing age=5069, Car3 interrupted from crossing age=5070, Car5 interrupted from sleep

age=5082, Car0 interrupted from crossing age=6072, all threads are done

# Section 9. Semaphores User-written classes

### The following user-written semaphore classes are Java monitors:

* Abstract [Class Semaphore.java](#_bookmark41) on page 53
* Counting semaphore [Class CountingSemaphore.java](#_bookmark42) on page 54
* Binary semaphore [Class BinarySemaphore.java](#_bookmark43) on page 54
* Syntactic sugar [Class SugarSM.java](#_bookmark44) on page 54 soP(S) can be used instead of S.P()

Background material on semaphores

*Semaphores* can be used for mutual exclusion and thread synchronization. Instead of busy waiting and wasting CPU cycles, a thread can block on a semaphore (the operating system removes the thread from the CPU scheduling or "ready" queue) if it must wait to enter its critical section or if the resource it wants is not available.

Here's an example of mutual exclusion pseudocode:

semaphore S = 1; ...P(S); N=N+1; V(S);

### And here's an example of condition synchronization pseudocode (resource availability):

semaphore tapeDrives = 7; ... P(tapeDrives); useTapeDrive(); V(tapeDrives);

### Java does not have explicit binary and counting semaphores, so they are provided as classes.

Pitfalls

The example of a counting semaphore shown in the following figure and in [Class](#_bookmark45) [BadCountingSemaphore1.java](#_bookmark45) on page 54 is not correct because ofbarging. We can repair the problem by changing the semantics of the semaphore value field. For code samples, see [Class Semaphore.java](#_bookmark41) on page 53 ,[Class CountingSemaphore.java](#_bookmark42) on page 54 ,[Class](#_bookmark43) [BinarySemaphore.java](#_bookmark43) on page 54 ,[Class SugarSM.java](#_bookmark44) on page 54 ,[Class](#_bookmark45) [BadCountingSemaphore1.java](#_bookmark45) on page 54 , and[Class BadCountingSemaphore2.java](#_bookmark46) on page 55 .
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Suppose the semaphore's current value is "0". Three threads invoke the semaphore's P() method and wait. Then another thread calls V(), which moves one of the three waiting threads to the runnable set.

Now suppose a couple of other threads barge ahead of the signaled thread and perform two more V() operations on the semaphore. Because the semaphore's value is positive, notify() is not called and none of the waiting threads is moved to the runnable set.

Finally, the thread signaled by the first V() re-enters the semaphore monitor, decrements the semaphore value from "3" to "2", and leaves the monitor. The monitor has two waiting threads and a positive value. This is an inconsistent state for a counting semaphore.

To fix this, we could try changing the semantics of the semaphore value field, as in this counting semaphore, [Class BadCountingSemaphore2.java](#_bookmark46) on page 55 . The value is allowed to go negative, in which case its absolute value equals the number of waiting threads.

This approach fixes the barging problems but introduces an interrupt() problem. Suppose the semaphore value is "-1" due to one thread blocked in wait() inside P(). Then suppose that thread is interrupted. The value is left at "-1" even though no threads are blocked in P(). The next V() will increment the value to "0" whereas it should now be "1".

Another, more insidious problem is present: a race condition between interrupt() and notify(). Suppose several threads are blocked inside wait() and then one of them is notified and then interrupted before it reacquires the monitor lock. The notify() gets "lost" in that one of the other waiting threads should now proceed.

So we need to catch the exception when a thread is interrupted out of wait() and regenerate the notify().

Examples of semaphores

[Example bbou.java](#_bookmark47) on page 56 shows the bounded buffer producer and consumer.[Driver](#_bookmark17) [bbdr.java](#_bookmark17) on page 20 creates the producer and consumer threads. [Sample run of bbou.java](#_bookmark48) on page 56 is the sample run.

[Example dphi.java](#_bookmark49) on page 57 highlights dining philosophers.[Driver dpdr.java](#_bookmark33) on page 40 creates the philosopher threads. The sample run is [Sample run of dphi.java](#_bookmark50) on page 58 .

Try these exercises

**Exercise 1:** Modify [Example bbou.java](#_bookmark47) on page 56 so that it correctly handles multiple producer and multiple consumer threads.

**Exercise 2:** Write a semaphore solution for the database readers and writers problem.

**Exercise 3:** Write a semaphore solution for the cars at an intersection problem.

Security issues in monitors and synchronization

The public void run() method in a Thread or Runnable object can be invoked by any thread that has a reference to the Thread or Runnable object. So we prevent that at the beginning of the run() method with if (Thread.currentThread() != me) return;.

### An object's lock is accessible to any thread that has a reference to the object. This can upset the operation of a monitor if some thread decides to do something like this:

synchronized (monitor) { Thread.sleep(veryLongTime);

// or invert(veryLargeMatrix);

}

The following technique is not so bad because of the while (!condition) loop that a

### **wait()** is done in. But it does add overhead:

synchronized (monitor) { monitor.notifyAll();

}

### To protect our code from this mischief, we can code a monitor as follows, using a counting semaphore as an example. We use a wrapper class and delegate P() and V() to a private counting semaphore inside the wrapper class:

class SecureCountingSemaphore { private CountingSemaphore S = null; SecureCountingSemaphore(int initial)

{ S = new CountingSemaphore(initial); }

void P() throws InterruptedException { S.P(); } void V() { S.V(); }

}

### Another way is to use a private lock object inside the semaphore class and change synchronized methods to use the private lock:

class SecureCountingSemaphore { private int value = 0;

private Object mutex = new Object(); SecureCountingSemaphore(int initial)

{ value = initial; }

void P() throws InterruptedException { synchronized (mutex)

{ while (value == 0) mutex.wait();value--; }

}

void V() { synchronized (mutex)

{ value++;mutex.notifyAll(); }

}

}

### The next several panels display the code described in this section. To view the code, click Next; or you can go directly to the next section, [Message passing](#_bookmark51) on page 60 , and return to the code samples at another time.

Class Semaphore.java

public abstract class Semaphore { private int value = 0;

public Semaphore() {}// constructors public Semaphore(int initial) {

if (initial >= 0) value = initial;

else throw new IllegalArgumentException("initial < 0");

}

public final synchronized void P() throws InterruptedException {

while (value == 0) wait(); value--;

}

protected final synchronized void Vc() { value++;notifyAll();

}

protected final synchronized void Vb() { this.Vc();if (value > 1) value = 1;

}

public abstract void V();

public String toString() { return ".value=" + value; }

}

# Class CountingSemaphore.java

public final class CountingSemaphore extends Semaphore { public CountingSemaphore() { super(); }// constructors public CountingSemaphore(int initial) { super(initial); } public final synchronized void V() { super.Vc(); }

}

# Class BinarySemaphore.java

public final class BinarySemaphore extends Semaphore { public BinarySemaphore() { super(); }// constructors public BinarySemaphore(int initial) {

super(initial); if (initial > 1)

throw new IllegalArgumentException("initial > 1");

}

public final synchronized void V() { super.Vb(); }

}

# Class SugarSM.java

public abstract class SugarSM extends Sugar {

// syntactic sugar for semaphores protected static final void P(Semaphore s)

throws InterruptedException { s.P(); }

protected static final void V(Semaphore s) { s.V(); }

}

# Class BadCountingSemaphore1.java

public class BadCountingSemaphore1 { private int value = 0;

public BadCountingSemaphore1(int initial)

{ if (initial > 0) value = initial; } public synchronized void P()

throws InterruptedException {

while (value == 0) wait(); value--;

}

public synchronized void V() {

if (value == 0) notify();// barging causes problems value++;

}

}

# Class BadCountingSemaphore2.java

public class BadCountingSemaphore2 { private int value = 0;

public BadCountingSemaphore2(int initial)

{ if (initial > 0) value = initial; } public synchronized void P()

throws InterruptedException { value--;

if (value < 0) wait();

}

public synchronized void V() { value++;

if (value <= 0) notify(); // interrupt causes problems

}

}

# Class EfficientCountingSemaphore.java

public class EfficientCountingSemaphore { private int value = 0;

private int waitCount = 0; private int notifyCount = 0;

public EfficientCountingSemaphore() {}// constructors public EfficientCountingSemaphore(int initial) {

if (initial >= 0) value = initial;

else throw new IllegalArgumentException("initial < 0");

}

public synchronized void P() throws InterruptedException {

if (value <= waitCount) { waitCount++;

try {

do { wait(); }

while (notifyCount == 0);

} catch(InterruptedException e) { notify();

throw e;

} finally { waitCount--; } notifyCount--;

} else {

if (notifyCount > waitCount) notifyCount--;

}

value--;

}

public synchronized void V() {

value++;

if (waitCount > notifyCount) { notifyCount++;

notify();

}

}

}

# Example bbou.java

class BoundedBuffer extends SugarSM {

// designed for a single producer thread and

// a single consumer thread private int numSlots = 0; private double[] buffer = null;

private int putIn = 0, takeOut = 0; private int count = 0;

private BinarySemaphore mutex = null; private CountingSemaphore elements = null; private CountingSemaphore spaces = null; public BoundedBuffer(int numSlots) {

if (numSlots <= 0)

throw new IllegalArgumentException("numSlots <= 0"); this.numSlots = numSlots;

buffer = new double[numSlots]; mutex = new BinarySemaphore(1);

elements = new CountingSemaphore(0); spaces = new CountingSemaphore(numSlots);

}

public void deposit(double value) throws InterruptedException {

P(spaces); buffer[putIn] = value;

putIn = (putIn + 1) % numSlots; P(mutex);count++;V(mutex); V(elements);

}

public double fetch()

throws InterruptedException { double value;

P(elements);

value = buffer[takeOut];

takeOut = (takeOut + 1) % numSlots; P(mutex);count--;V(mutex); V(spaces);

return value;

}

}

# Sample run of bbou.java

% javac bbou.java bbdr.java

% java ProducersConsumers 10 1 1 2 2 5 ProducersConsumers:

numSlots=10, numProducers=1, numConsumers=1, pNap=2, cNap=2, runTime=5 Java version=1.3.0

Java vendor=IBM Corporation OS name=Linux

OS arch=i586

OS version=#1 Mon Sep 27 10:25:54 EDT 1999.2.2.12-20

No PseudoTimeSlicing needed

age=44, PRODUCER0 napping for 1701 ms age=63, Consumer0 napping for 982 ms All threads started

age=1065, Consumer0 wants to consume

age=1763, PRODUCER0 produced item 0.8235080062047989 age=1779, PRODUCER0 deposited item 0.8235080062047989 age=1780, PRODUCER0 napping for 1223 ms

age=1781, Consumer0 fetched item 0.8235080062047989 age=1783, Consumer0 napping for 529 ms

age=2325, Consumer0 wants to consume

age=3016, PRODUCER0 produced item 0.5752891675481963 age=3018, PRODUCER0 deposited item 0.5752891675481963 age=3019, PRODUCER0 napping for 1794 ms

age=3020, Consumer0 fetched item 0.5752891675481963 age=3021, Consumer0 napping for 1824 ms

age=4825, PRODUCER0 produced item 0.5010012702583668 age=4826, PRODUCER0 deposited item 0.5010012702583668 age=4827, PRODUCER0 napping for 1299 ms

age=4852, Consumer0 wants to consume

age=4853, Consumer0 fetched item 0.5010012702583668 age=4854, Consumer0 napping for 273 ms

age=5074, time to terminate the threads and exit age=5077, Consumer0 interrupted from sleep age=5093, PRODUCER0 interrupted from sleep age=6083, all threads are done

# Example dphi.java

class DiningServer extends SugarSM { private int numPhils = 0;

private int[] state = null;

private static final int THINKING = 0, HUNGRY = 1, EATING = 2; private BinarySemaphore[] self = null;

private BinarySemaphore mutex = null; public DiningServer(int numPhils) {

this.numPhils = numPhils; state = new int[numPhils];

for (int i = 0; i < numPhils; i++) state[i] = THINKING; self = new BinarySemaphore[numPhils];

for (int i = 0; i < numPhils; i++) self[i] = new BinarySemaphore(0);

mutex = new BinarySemaphore(1);

}

public void dine(String name, int id, int napEat) throws InterruptedException {

try {

takeForks(id); eat(name, napEat);

} finally {// Make sure we return the putForks(id);// forks if interrupted

}

}

private final int left(int i)

{ return (numPhils + i - 1) % numPhils;} private final int right(int i)

{ return (i + 1) % numPhils; }

private void test(int k) {

if (state[left(k)] != EATING && state[k] == HUNGRY && state[right(k)] != EATING) {

state[k] = EATING;

V(self[k]);

}

}

private void eat(String name, int napEat) throws InterruptedException {

int napping;

napping = 1 + (int) random(napEat); System.out.println("age=" + age() + ", " + name

+ " is eating for " + napping + " ms"); Thread.sleep(napping);

}

private void takeForks(int i) throws InterruptedException {

P(mutex);state[i] = HUNGRY;test(i); V(mutex); P(self[i]);

}

private void putForks(int i) throws InterruptedException {

if (state[i] != EATING) return; P(mutex);

state[i] = THINKING;test(left(i)); test(right(i)); V(mutex);

}

}

# Sample run of dphi.java

% javac dphi.java dpdr.java

% java DiningPhilosophers 5 6 4 1

DiningPhilosophers: numPhilosophers=5, runTime=6, napThink=4, napEat=1 age=42, Philosopher 0 is thinking for 683 ms

age=61, Philosopher 1 is thinking for 437 ms age=64, Philosopher 2 is thinking for 3039 ms age=66, Philosopher 3 is thinking for 3190 ms All Philosopher threads started

age=68, Philosopher 4 is thinking for 3893 ms age=511, Philosopher 1 wants to dine age=513, Philosopher 1 is eating for 82 ms

age=648, Philosopher 1 is thinking for 3631 ms age=740, Philosopher 0 wants to dine

age=741, Philosopher 0 is eating for 699 ms age=1453, Philosopher 0 is thinking for 2390 ms age=3111, Philosopher 2 wants to dine age=3111, Philosopher 2 is eating for 526 ms age=3260, Philosopher 3 wants to dine age=3651, Philosopher 2 is thinking for 2095 ms age=3652, Philosopher 3 is eating for 448 ms age=3850, Philosopher 0 wants to dine age=3851, Philosopher 0 is eating for 324 ms age=3973, Philosopher 4 wants to dine age=4111, Philosopher 3 is thinking for 2346 ms age=4191, Philosopher 0 is thinking for 3695 ms age=4192, Philosopher 4 is eating for 477 ms age=4290, Philosopher 1 wants to dine age=4291, Philosopher 1 is eating for 259 ms age=4561, Philosopher 1 is thinking for 127 ms age=4681, Philosopher 4 is thinking for 751 ms

age=4700, Philosopher 1 wants to dine age=4701, Philosopher 1 is eating for 355 ms age=5073, Philosopher 1 is thinking for 3921 ms age=5450, Philosopher 4 wants to dine age=5451, Philosopher 4 is eating for 492 ms age=5761, Philosopher 2 wants to dine age=5761, Philosopher 2 is eating for 323 ms age=5962, Philosopher 4 is thinking for 3225 ms

age=6071, time to terminate the Philosophers and exit age=6074, Philosopher 1 interrupted out of think age=6075, Philosopher 2 interrupted out of dine age=6077, Philosopher 4 interrupted out of think age=6078, Philosopher 3 interrupted out of think age=6091, Philosopher 0 interrupted out of think age=7081, all Philosophers are done

# Section 10. Message passing Some definitions

### Object-oriented programming blurs the distinction between invoking a method and sending a

message. It also blurs the distinction between shared and distributed memory computer architectures.

The figure below shows the difference between (1) invoking a method and (2) sending a message:

1. Thread leaves code in one object to execute code in another object, then comes back (shown at the top of the figure).
2. Thread sends an object to another thread, then optionally blocks until the other thread receives the message (shown at the bottom of the figure).

Message passing leads to "safer" concurrent programming since the receiving object only has one thread executing inside it.
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It is important to note that multiple threads invoking methods in an object might lead to race conditions unless synchronization is properly done by making the object a monitor. With message passing, the receiving object has just one thread executing inside it, leading to "safer" concurrent programming.

If the threads have a relationship other than client/server, monitors can be awkward to use. Using message passing between the threads is easier in these situations. If the threads communicate with each other, they are called peers or filters. In this situation, the threads form a pipeline in which each thread gets its input from its predecessor in the pipeline and sends its output to its successor in the pipeline.

Options for user-written classes implementing synchronous (blocking send) and asynchronous (non-blocking send) message passing (receive always blocks) include:

* Sending object references from one thread to another within the same JVM
* Sending serialized objects through connected sockets from a thread in one JVM to a thread in another JVM

Each message passing class implements a mailbox or channel shared by a collection of threads. The one-way flow of information from sender to receiver in synchronous message passing is sometimes called a simple rendezvous. Following are examples:

* Shared type:

class Message { ... }

### Shared mailbox:

// non-blocking sends:

MessagePassing mailbox = new MessagePassing();

// capacity controlled:

MessagePassing mailbox = new MessagePassing(capacity);

### One thread:

Message ms = new Message(...); send(mailbox, ms);

### Another thread:

Message mr;

mr = (Message) receive(mailbox);

Values like int and double can be sent using the wrapper classes Integer and Double.

# Background material on message passing

### Sometimes the phrase "send a message to an object" is used to describe a thread in one object calling a method in another object. Here, that phrase is used to describe a thread in one object sending a message to a thread in another object, where the message is itself an object.

This technique is used for thread communication and synchronization in a computing environment where the threads do not have shared memory (since the threads reside in different virtual or physical machines). Hence the threads cannot share semaphores or monitors and cannot use shared variables to communicate. Message passing can still be used, of course, in a shared memory platform.

Messages are sent through a port or channel with an operation like send(channel, message)

### and received from a port or channel with an operation like receive(channel, message). Messages can be passed synchronously, meaning the sender blocks until the receiver does a receive and the receiver blocks until the sender does a send.

Because the sender and receiver are at specific known points in their code at a known

specific instant of time, synchronous message passing is also called a simple rendezvous

with a one-way flow of information from the sender to the receiver.

In asynchronous message passing, the sender does not block. If there is not a receiver waiting to receive the message, the message is queued or buffered. The receiver still blocks if there is no queued or buffered message when a receive is executed.

In conditional message passing, the message remains queued until some condition, specified by the receiver, becomes true. At that time, the message is passed to the receiver, unblocking it.

A two-way flow of information, perhaps over the network, is called an extended rendezvous and can be implemented with a pair of sends and receives. Typically a client thread uses this technique to communicate with a server thread and requests a service to be performed on its behalf.

A similar situation exists when a worker thread contacts a master thread, asking for more work to do. The client or worker sends a request and receives the reply. The server or master receives the request, performs the service, and sends the reply.

The [Example qsrt.java](#_bookmark54) on page 65 algorithm can be parallelized for a shared-memory, multiple-CPU machine by dedicating each CPU to a worker thread and using a message passing channel as a bag of tasks. The main() method puts the whole array to be sorted into the bag.

A worker extracts the task, chooses a pivot point, and partitions the array. Each of the two partitions is then put back into the bag as a task for one of the workers to perform.

Even though message passing is being used for a bag of tasks, shared memory is still required because the array is being sorted "in place" and the work requests being put into the bag are array index pairs and not pieces of the array itself.

A bag of tasks communication channel, object task, is shared by the quicksort worker threads:

MessagePassing task = new MessagePassing();

### The quicksort worker threads get tasks from the task bag inside a while loop:

while (true) {

m = (Task) receive(task); quickSort(id, m.left, m.right);

}

### The quicksort worker threads create tasks and put them into the task bag:

if (right-(l+1) > 0) send(task, new Task(l+1, right)); if ((l-1)-left > 0) send(task, new Task(left, l-1));

# User-written classes

### The following are two user-written classes:

* [Class SugarMP.java](#_bookmark52) on page 64 provides syntactic sugar so thatsend(mailbox, ms) can be used instead of mailbox.send(ms) and mr = receive(mailbox) instead of mr = mailbox.receive().

### [Class MessagePassing.java](#_bookmark53) on page 64 sends object references within one JVM asynchronously. Synchronous message passing can be done with the Rendezvous class, which we'll discuss later.

Examples of message passing

The first example contains worker threads and a bag of tasks, the second example contains

*filter* threads, and the third example contains peer threads.

* [Example qsrt.java](#_bookmark54) on page 65 : Quicksort (worker threads).[Sample run of qsrt.java](#_bookmark55) on page 67 is the sample run.
* [Example pasv.java](#_bookmark56) on page 67 : Parallel Sieve of Eratosthenes (filter threads).[Sample run of pasv.java](#_bookmark57) on page 69 is the sample run.
* [Example rads.java](#_bookmark58) on page 69 : Parallel Radix Sort (peer threads).[Sample run of rads.java](#_bookmark59) on page 71 is the sample run.

You can use [Remote Method Invocation (RMI)](#_bookmark69) on page 98 to implement message passing between threads in different JVMs that may also be on different physical machines.

The next several panels display the code described in this section. To view the code, click Next; or you can go directly to the next section, [Rendezvous](#_bookmark60) on page 72 , and return to the code samples at another time.

Class SugarMP.java

public abstract class SugarMP extends Sugar {

// syntactic sugar for message passing

protected static final void send(MessagePassing mp, Object o) throws InterruptedException { mp.send(o); }

protected static final Object receive(MessagePassing mp) throws InterruptedException { return mp.receive(); }

}

# Class MessagePassing.java

import java.util.Vector;

public final class MessagePassing {

// Implements asynchronous message passing:

// sends do not block (until the message is

// received), receives block of course until

// a message is received.

private int capacity = 0;// for capacity control

// messages are delivered FIFO (in the order they are sent) private final Vector messages = new Vector();

// receivers get messages FIFO (in the order they call receive) private final Vector receivers = new Vector();

public MessagePassing() { this(0); }

public MessagePassing(int c) {// capacity limit super();

if (c < 0) throw new IllegalArgumentException("capacity < 0");

// zero means no limit imposed here else if (c > 0) {

capacity = c; messages.ensureCapacity(capacity);

}

}

public final synchronized void send(Object m) throws InterruptedException {

if (m == null) throw new NullPointerException("null message"); if (capacity > 0)

while (messages.size() == capacity) wait(); messages.addElement(m);// add at end notifyAll();

}

public final synchronized Object receive() throws InterruptedException {

Object receivedMessage = null; Thread me = Thread.currentThread();

receivers.addElement(me);// add at end try {

while (messages.isEmpty() || me != receivers.elementAt(0)) wait();

// If we are interrupted after being notified and there is a

// message here for us, pretend we were interrupted before

// being notified and leave the message for someone else.

// Thus, there is no `catch (InterruptedException e) {...}'

// block here.

receivedMessage = messages.elementAt(0); messages.removeElementAt(0);

return receivedMessage;

} finally {

// We need to do this if we get a message or if we were

// interrupted. receivers.removeElement(me);

// The notifyAll is needed because several messages

// might be put in the messages vector before any

// waiting receivers get back in.The receiver who

// is first in the receivers vector might not get back

// in until last!So it needs to cause the waiting

// receivers to come back in again so the second in

// line can get a message. notifyAll();

}

}

}

# Example qsrt.java

class Task {

public int left = -1, right = -1; public Task(int left, int right)

{ this.left = left; this.right = right; }

}

class QuickSort extends SugarMP implements Runnable { private static int N = 10;

private static int RANGE = 100; private static int NCPU = 4;

private static final MessagePassing doneCount

= new MessagePassing();

private static final MessagePassing task

= new MessagePassing(); private static int[] nums = null; private String name = null; private int id = -1;

private Thread me = null; private QuickSort(int id) {

this.name = "Worker" + id; this.id = id;

(me = new Thread(this)).start();

}

private static void quickSort

(int worker, int left, int right) throws InterruptedException {

int pivot = nums[left]; int l = left, r = right; boolean done = false;

Integer doneMessage = new Integer(worker); while (!done) {

if (nums[l+1] > pivot) {

while (r > l+1 && nums[r] > pivot) { r--; } if (r > l+1) { l++;

int temp = nums[r]; nums[r] = nums[l]; nums[l] = temp;

done = l >= r-1;

} else done = true;

} else { l++; done = l >= r; }

}

int temp = nums[left]; nums[left] = nums[l]; nums[l] = temp;

if (right-(l+1) > 0) send(task, new Task(l+1, right)); else if (right-(l+1) == 0) send(doneCount, doneMessage); send(doneCount, doneMessage);

if ((l-1)-left > 0) send(task, new Task(left, l-1)); else if ((l-1)-left == 0) send(doneCount, doneMessage);

}

public void timeToQuit() { me.interrupt(); }

public void pauseTilDone() throws InterruptedException

{ me.join(); } public void run() {

Task m = null; while (true) {

if (Thread.interrupted()) { System.out.println("age=" + age() + ", " + name

+ " interrupted"); return;

}

try {

m = (Task) receive(task); quickSort(id, m.left, m.right);

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted out of send/receive"); return;

}

}

}

public static void main(String[] args) { try {

N = Integer.parseInt(args[0]); RANGE = Integer.parseInt(args[1]);

NCPU = Integer.parseInt(args[2]);

} catch (Exception e) { /\* use defaults \*/ } System.out.println("Quick sorting " + N

+ " random numbers between 1 and " + RANGE

+ " using " + NCPU + " CPUs");

nums = new int[N];

for (int i = 0; i < N; i++)

nums[i] = 1 + (int) (random()\*RANGE); System.out.println("Original numbers:"); for (int i = 0; i < N; i++)

System.out.print(" " + nums[i]); System.out.println();

// create the workers with self-starting threads QuickSort[] q = new QuickSort[NCPU];

new PseudoTimeSlicing(); // for Solaris, not Windows 95/NT for (int i = 0; i < NCPU; i++) q[i] = new QuickSort(i); try {

send(task, new Task(0, N-1));

// wait for enough "singletons" to be produced for (int i = 0; i < N; i++) receive(doneCount); System.out.println("Sortednumbers:");

for (int i = 0; i < N; i++) System.out.print(" " + nums[i]);

System.out.println();

for (int i = 0; i < NCPU; i++) q[i].timeToQuit(); Thread.sleep(1000);

for (int i = 0; i < NCPU; i++) q[i].pauseTilDone();

} catch (InterruptedException e) { /\* ignored \*/ } System.out.println("age()=" + age() + ", done"); System.exit(0);

}

}

# Sample run of qsrt.java

% javac qsrt.java

% java QuickSort 15 1000 3

Quick sorting 15 random numbers between 1 and 1000 using 3 CPUs Original numbers:

594 637 361 87 207 803 8 870 979 333 121 601 353 613 586

Java version=1.3.0

Java vendor=IBM Corporation OS name=Linux

OS arch=i586

OS version=#1 Mon Sep 27 10:25:54 EDT 1999.2.2.12-20

No PseudoTimeSlicing needed Sortednumbers:

8 87 121 207 333 353 361 586 594 601 613 637 803 870 979

age=77, Worker2 interrupted

age=96, Worker0 interrupted out of send/receive age=97, Worker1 interrupted out of send/receive age()=1087, done

# Example pasv.java

class Filter extends SugarMP implements Runnable { private MessagePassing in = null, out = null;

private int prime = 0, countIn = 0, countOut = 0; public Filter(MessagePassing in, MessagePassing out) {

this.in = in;this.out = out;

}

private void print() {

System.out.println("age()=" + age() + " received prime " + prime

+ ", countIn=" + countIn + ", countOut=" + countOut);

}

public void run () {

if (in == null) {// source thread int number = 3;

while (true) {

try { send(out, new Integer(number)); } catch (InterruptedException e) { return; } number += 2;

}

} else {// filter threads int number = 0;

try { prime = ((Integer) receive(in)).intValue(); } catch (InterruptedException e) { return; }

while (true) {

if (Thread.interrupted()) { print();return; } try {

number = ((Integer) receive(in)).intValue(); countIn++; if (number % prime != 0) {

send(out, new Integer(number));countOut++;

}

} catch (InterruptedException e) { print();return; }

}

}

}

}

class ParallelSieve extends SugarMP { public static void main(String[] args) {

int n = 8;

try { n = Integer.parseInt(args[0]); } catch (Exception e) { /\* use default \*/ } if (n < 1) {

System.out.println("Generate at least one prime number."); System.exit(1);

}

System.out.println("ParallelSieve: generating the first "

+ n + " prime numbers greater than 2"); MessagePassing in = null, out = null; Thread[] filter = new Thread[n];

for (int i = 0; i < n; i++) {

// Use capacity control so the early threads do

// not get way ahead of what is needed by the

// latter threads and fill up JVM memory. out = new MessagePassing(n);

filter[i] = new Thread(new Filter(in, out)); in = out;

}

new PseudoTimeSlicing(); // for Solaris, not Windows 95/NT for (int i = 0; i < n; i++) filter[i].start();

try {

int prime = ((Integer) receive(out)).intValue(); for (int i = 0; i < n; i++) filter[i].interrupt(); for (int i = 0; i < n; i++) filter[i].join();

System.out.println("age()=" + age() + " lastprime " + prime);

} catch (InterruptedException e) { /\* ignored \*/ } System.exit(0);

}

}

# Sample run of pasv.java

% javac pasv.java

% java ParallelSieve 20

ParallelSieve: generating the first 20 prime numbers greater than 2 Java version=1.3.0

Java vendor=IBM Corporation OS name=Linux

OS arch=i586

OS version=#1 Mon Sep 27 10:25:54 EDT 1999.2.2.12-20

No PseudoTimeSlicing needed

age()=2158 received prime 11, countIn=458, countOut=416 age()=2165 received prime 13, countIn=395, countOut=365 age()=2166 received prime 7, countIn=559, countOut=479 age()=2167 received prime 5, countIn=725, countOut=580 age()=2169 received prime 29, countIn=230, countOut=223 age()=2171 received prime 19, countIn=301, countOut=284 age()=2172 received prime 17, countIn=344, countOut=322 age()=2174 received prime 43, countIn=133, countOut=132 age()=2175 received prime 23, countIn=263, countOut=251 age()=2176 received prime 47, countIn=111, countOut=110 age()=2178 received prime 37, countIn=177, countOut=176 age()=2179 received prime 31, countIn=202, countOut=198 age()=2180 received prime 3, countIn=1120, countOut=746 age()=2182 received prime 41, countIn=155, countOut=154 age()=2184 received prime 53, countIn=89, countOut=88 age()=2185 received prime 59, countIn=67, countOut=66 age()=2187 received prime 61, countIn=45, countOut=44 age()=2188 received prime 67, countIn=23, countOut=22 age()=2190 received prime 71, countIn=1, countOut=1 age()=2191 lastprime 73

# Example rads.java

class Result { public int number, count;

public Result(int n, int c) { number = n; count = c; }

}

class Peer extends SugarMP implements Runnable { private int N = -1, id = -1, mine = 0; private MessagePassing[] channel = null; private MessagePassing reply = null;

public Peer(int N, int id, int mine, MessagePassing[] channel, MessagePassing reply) {

this.N = N; this.id = id; this.mine = mine;

this.channel = channel; this.reply = reply;

new Thread(this).start();

}

public void run() {

int count = 0, other = 0; try {

// Send my number to all the other workers. for (int i = 0; i < N; i++)

if (i != id) send(channel[i], new Integer(mine));

// Of the N-1 numbers sent to me by the other workers,

// count how many are less than my number. for (int i = 1; i < N; i++) {

other = ((Integer) receive(channel[id])).intValue(); if (other < mine) count++;

}

// Send my count of less-than-mine-seen back to main(). send(reply, new Result(mine, count));

} catch (InterruptedException e) { return; }

}

}

class RadixSort extends SugarMP {

public static void main(String[] args) { int N = 15;

int RANGE = 1000;

int[] nums = null; MessagePassing[] channel = null; MessagePassing reply = null;

try {

N = Integer.parseInt(args[0]); RANGE = Integer.parseInt(args[1]);

} catch (Exception e) { /\* use defaults \*/ } System.out.println("Radix sorting " + N

+ " random integers between 1 and " + RANGE); nums = new int[N];

for (int i = 0; i < N; i++)

nums[i] = 1 + (int)random(RANGE); System.out.println("Original numbers:"); for (int i = 0; i < N; i++)

System.out.print(" " + nums[i]);System.out.println();

// Set up the reply channel. reply = new MessagePassing(); channel = new MessagePassing[N];

// Set up the communication channels. for (int i = 0; i < N; i++)

channel[i] = new MessagePassing();

// Start the worker threads. for (int i = 0; i < N; i++)

new Peer(N, i, nums[i], channel, reply); int[] tallyCounts = new int[N];

for (int i = 0; i < N; i++) tallyCounts[i] = 0; try {

// Gather the results.

for (int i = 0; i < N; i++) {

Result r = (Result) receive(reply);

// Put the number where it belongs in the sorted order,

// which is the value of the counter in which it recorded

// the number of less-than-its-own numbers it saw. nums[r.count] = r.number;

tallyCounts[r.count]++;

}

} catch (InterruptedException e) { /\* ignored \*/ } System.out.println("Sortednumbers:");

for (int i = 0; i < N; i++)

System.out.print(" " + nums[i]); System.out.println(); for (int i = 0; i < N; i++)

// Zeros show where duplicates have occured. System.out.print(" " + tallyCounts[i]); System.out.println();

System.out.println("age()=" + age() + ", done"); System.exit(0);

}

}

# Sample run of rads.java

% javac rads.java

% java RadixSort 20 100

Radix sorting 20 random integers between 1 and 100 Original numbers:

58 71 78 26 47 34 30 9 99 60 60 70 51 71 93 76 2 87 49 14

Sortednumbers:

2 9 14 26 30 34 47 49 51 58 60 70 70 71 93 76 78 87 93 99

1 1 1 1 1 1 1 1 1 1 2 0 1 2 0 1 1 1 1 1

age()=164, done

# Section 11. Rendezvous Some definitions

### In general client-server programming, a client thread interacts with the server thread by

sending a request message followed immediately by a receive that blocks until the server sends a reply message containing the results of the request. This is called a rendezvous (or sometimes an extended rendezvous).

A monitor is a passive object and can be used to implement a server. An active object, in which an independent thread executes, can also act as a server by using the rendezvous style of message passing. Here are a few examples:

* Mailbox shared by the client and server:

MessagePassing mailbox = new MessagePassing();

### Client:

send(mailbox, request); reply = receive(mailbox);

### Server:

request = receive(mailbox);

***compute reply*; send(mailbox, reply);**

# Background material on rendezvous

### An extended rendezvous is also called a remote procedure call from a client to a server (or a worker to the master) because it resembles (and syntactic sugar can make it nearly identical to) a call to a procedure on a remote machine that is executed there.

Typically the call represents a request for service, such as reading a file that resides on the remote machine. The server may handle the request in its main thread or the server may spawn a new thread to handle the request while the server's main thread handles additional requests for service from other clients. The latter gives greater throughput and efficiency because a lengthy request would otherwise delay the handling of requests from the other clients.

An addressing mechanism is needed so the client can contact an appropriate server. In the local case (everything in the same JVM), an object can be used as the place for the client and server to "meet" and establish a rendezvous. The server calls a method in the object and blocks until the client calls a method.

At this point in time, both methods return a newly created object that the client and server subsequently use for the two-way flow of information. This object contains a message passing channel shared by them. In the remote case, the client uses the server's machine

name and a TCP/IP port number to address the server; the server "listens" on the TCP/IP port. A client creates an addressing object using the server's machine name and port number in the object's constructor; the server uses just the port number.

When the rendezvous occurs, the object is constructed and returned to both the client and server. In the local case (within the same JVM), the client and server share this object and use it to transact (synchronous message passing of object references).

In the remote case (between JVMs that might be on different physical machines), each gets its own object and the object contains a socket to the other JVM (and machine). Objects are serialized through the socket.

User-written classes

Now let's look at some user-written classes and definitions.

In a transaction, two threads exchange information synchronously. [Class Transaction.java](#_bookmark61) on page 76 is a user-written class used for one such exchange. Coding is as follows:

* Created by the client, shared by the client and server:

Transaction t = new Transaction(request);

### Client:

reply = t.clientAwaitReply();

### Server:

request = t.serverGetRequest();

***compute reply*; t.serverMakeReply(reply);**

### A conditional rendezvous builds on the idea of a transaction. It allows the server to specify criteria of whom to rendezvous with next.

The figure below illustrates the concepts of rendezvous.
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[Interface RendezvousCondition.java](#_bookmark62) on page 76 demonstrates the criterion interface.

An object created from [Class Rendezvous.java](#_bookmark63) on page 77 is shared by the client and server. Coding is as follows:

* Shared by the client and server:

Rendezvous r = new Rendezvous();

### Client:

reply = r.clientTransactServer(request);

### Server:

RendezvousCondition c =

new RendezvousCondition(...); Transaction t = r.serverGetClient(c); Object request = t.serverGetRequest(); Object reply = ...;// compute reply t.serverMakeReply(reply);

Multiple servers can share a single Rendezvous object.

### A server can call serverGetClient(c) (a "nested" call) again while in the middle of a transaction with a client (meaning after calling serverGetClient to get a client's request

but before calling serverMakeReply to reply to that client).

### [Remote Method Invocation (RMI)](#_bookmark69) on page 98 can be used to implement rendezvous between threads in different JVMs that may also be on different physical machines.

Peer-to-peer programming offers other options.

[Class Rendezvous.java](#_bookmark63) on page 77 has four more methods --send(m), call(m), receive(c), and receive() -- that can be used for asynchronous and synchronous (conditional) message passing among a collection of peer threads.

A receiving peer can specify a condition for messages it is willing to receive, just as can be specified by a server for a rendezvous. To block until the message is received, use call(m) instead of send(m).

[Class SugarRE.java](#_bookmark64) on page 79 provides syntactic sugar so thatsend(rn, ms) can be used instead of rn.send(ms) (ditto for call(ms)) and mr = receive(rn, rc) instead of mr = rn.receive(rc) (ditto for receive()).

# Examples of rendezvous

### Example of clients and a server include:

* [Example dpre.java](#_bookmark65) on page 79 : Rendezvous dining philosophers
* [Driver dpdr.java](#_bookmark33) on page 40 : Creates the philosopher threads
* [Sample run of dpre.java](#_bookmark66) on page 81 : Displays the sample run

Because the philosophers only need to block until their request is conditionally received by the server and because they are not interested in the reply message, the philosophers use call instead of clientTransactServer. Similarly, the server uses receive instead of serverGetClient.

[Example pcre.java](#_bookmark67) on page 82 is an example of producer and consumer peers in which a consumer specifies that it receive the message with the smallest value among the yet unreceived messages. A producer can act asynchronously by using send or synchronously to find out which consumer got its message by using clientTransactServer. [Sample run](#_bookmark68) [of pcre.java](#_bookmark68) on page 85 is the sample run.

The next several panels contain an exercise and display the code described in this section. To view the exercise and code, click Next; or you can go directly to the next section, [Remote](#_bookmark69) [Method Invocation (RMI)](#_bookmark69) on page 98 , and return to the code samples at another time.

Try this exercise

Consider a bank that makes loans and accepts loan repayments from its customers. Use nested serverGetClient(c) calls by the bank server thread to prevent starvation of a customer needing a particularly large loan: the bank accepts only repayments until it has enough funds to make the large loan.

Try implementing the same bank server as a passive monitor object. Which is easier?

Class Transaction.java

public class Transaction {

// Designed to be used by exactly one client

// transacting exactly once with one specific server. private Object request = null;

private Object reply = null; public Transaction (Object m) {

if (m == null)

throw new NullPointerException("m == null"); request = m;

}

public synchronized Object clientAwaitReply() throws InterruptedException {

Object m = null; try {

while (reply == null) wait();

} catch (InterruptedException e) {

// We have been interrupted while waiting for the

// server to process our request and/or generate

// a reply.Since we no longer want the server to

// process our request, we will null it out.This

// means the server must check for a null return

// value from the serverGetRequest method.If the

// request is already null at this point, then the

// server must have already gotten it. request = null;

if (reply == null)

throw new InterruptedException("reply not available"); else

Thread.currentThread().interrupt();// reply available

}

m = reply; reply = null; return m;

}

public synchronized Object serverGetRequest() { Object m = request;

request = null; return m;

}

public synchronized void serverMakeReply(Object m) { if (m == null)

throw new NullPointerException("m == null"); reply = m;

notify();// at most one thread (the client) waiting

}

}

# Interface RendezvousCondition.java

import java.util.Vector;

public interface RendezvousCondition {

/\*

* **The information available to the checkCondition method is:**
* **the particular message being evaluated,**
* **blockedMessages.elementAt(messageNum);**
* **the queue of blocked messages itself, blockedMessages; and**
* **the number of blocked servers, numBlockedServers.**
* **This is the state of the Rendezvous object.The**
* **particular message can be checked to see if it meets the**
* **condition and this test may involve counting how many**
* **blocked messages meet some other criterion and/or the number**
* **of blocked servers.**

\*

* **We are depending on the programmer not to mess with the**
* **blockedMessages Vector.The Rendezvous object is**
* **graciously making it available, so do not abuse!**

\*/

public abstract boolean checkCondition (int messageNum, Vector blockedMessages,

int numBlockedServers);

}

# Class Rendezvous.java

import java.util.Vector; public final class Rendezvous {

private final Vector messages = new Vector(); private final Vector transactions = new Vector(); private int numServers = 0;

// An anonymous class whose checkCondition method returns true. private RendezvousCondition alwaysTrue =

new RendezvousCondition() {

public boolean checkCondition(int messageNum,

Vector blockedMessages, int numBlockedServers) { return true;

}

};

// If there are more waiting servers than messages, then

// starvation might occur among the waiting servers because

// no attempt is made to match a message with the longest

// waiting server.On the other hand, messages are checked

// for a matching condition in the order the messages arrive. public Rendezvous() { super(); }

// The server calls this method to get the Transaction object to

// use with the client.When this method returns, the server

// will do two things with the Transaction return value: invoke

// serverGetRequest() and then invoke serverMakeReply().

// The Transaction object is then discarded by the server. public synchronized Transaction serverGetClient

(RendezvousCondition condition) throws InterruptedException {

if (condition == null)

throw new NullPointerException("null condition"); numServers++;

Transaction client = null; boolean matched = false; try {

while (true) {

int numMessages = messages.size();

for (int j = 0; j < numMessages; j++) {

/\*

* + **We are running security and protection risks making the**
  + **messages Vector available to the outside.**
  + **Caveat emptor!**

\*/

if (condition.checkCondition(j, messages, numServers)) { messages.removeElementAt(j);

client = (Transaction) transactions.elementAt(j);

transactions.removeElementAt(j); matched = true;

break;

}

}

if (matched) return client;

else wait();// for another message to arrive

}

} finally {

// We need to do this if we get a message or if we were

// interrupted. numServers--;

// Since we have changed numServers, we need to force

// all servers to check for a match again because

// numServers is passed to checkCondition(). notifyAll();

}

}

// Transact with any waiting client.

public synchronized Transaction serverGetClient() throws InterruptedException {

return serverGetClient(alwaysTrue);

}

// The client calls this method to transact with the server. public Object clientTransactServer(Object message)

throws InterruptedException { return put(message, true);

}

// The client calls this method indirectly.

private Object put(Object message, boolean synchronous) throws InterruptedException {

if (message == null)

throw new NullPointerException("null message"); Transaction t = new Transaction(message); synchronized (this) {

messages.addElement(message); transactions.addElement(t); this.notifyAll();

}

Object m = null;

// If not synchronous, the server removes the message

// and transaction from their vectors. if (synchronous) {

try { m = t.clientAwaitReply(); }

finally { // in case interrupted out of waiting synchronized (this) {

messages.removeElement(message); transactions.removeElement(t);

}

}

}

return m;

}

// A peer calls this method to send asynchronously a message

// to another peer (using receive). public void send(Object message)

throws InterruptedException { put(message, false);

}

// A peer calls this method to send synchronously a message

// to another peer.

public void call(Object message) throws InterruptedException {

put(message, true);// Discard the reply.

}

// A peer calls this method to receive a message conditionally

// from another peer.

public Object receive(RendezvousCondition condition) throws InterruptedException {

Transaction t = serverGetClient(condition); Object m = t.serverGetRequest();

// A kludge just in case receive() is called

// erroneously when a client is waiting inside t's

// clientAwaitReply() inside clientTransactServer();

// but really is needed when a client is waiting

// inside call(). t.serverMakeReply("Fake reply."); return m;

}

// Receive any waiting message.

public Object receive() throws InterruptedException { return receive(alwaysTrue);

}

}

# Class SugarRE.java

import java.rmi.\*;

public abstract class SugarRE extends Sugar {

// syntactic sugar for rendezvous

protected static final void send(Rendezvous rn, Object o) throws InterruptedException { rn.send(o); }

protected static final void call(Rendezvous rn, Object o) throws InterruptedException { rn.call(o); }

protected static final Object receive(Rendezvous rn, RendezvousCondition rc)

throws InterruptedException { return rn.receive(rc); } protected static final Object receive(Rendezvous rn)

throws InterruptedException { return rn.receive(); }

// syntactic sugar for remote rendezvous

protected static final void send(RemoteRendezvous rn, Object o) throws RemoteException, InterruptedException

{ rn.send(o); }

protected static final void call(RemoteRendezvous rn, Object o) throws RemoteException, InterruptedException

{ rn.call(o); }

protected static final Object receive(RemoteRendezvous rn, RendezvousCondition rc)

throws RemoteException, InterruptedException

{ return rn.receive(rc); }

protected static final Object receive(RemoteRendezvous rn) throws RemoteException, InterruptedException

{ return rn.receive(); }

}

# Example dpre.java

import java.util.Vector;

class EatCondition implements RendezvousCondition { private int numPhils = 0;

private int[] state = null;

private int EATING = -1;

public EatCondition(int[] state, int EATING) { this.state = state;

numPhils = state.length; this.EATING = EATING;

}

private final int left(int i)

{ return (numPhils + i-1) % numPhils; } private final int right(int i)

{ return (i+1) % numPhils; } public boolean checkCondition

(int messageNum, Vector blockedMessages, int numBlockedServers) {

Object message = blockedMessages.elementAt(messageNum); int id = ((Integer) message).intValue();

int size = blockedMessages.size(); // not used if (id < 0) return true;// putForks() else if (state[left(id)] != EATING

&& state[right(id)] != EATING)

return true;// takeForks() else return false;

}

}

class DiningServer extends SugarRE implements Runnable { private int numPhils = 0;

private int[] state = null; private Rendezvous r = null;

private static final int THINKING = 0, HUNGRY = 1, EATING = 2; private String name = "DiningServer";

private Thread me = null;

public DiningServer(int numPhils) { this.numPhils = numPhils;

state = new int[numPhils];

for (int i = 0; i < numPhils; i++) state[i] = THINKING; r = new Rendezvous();

(me = new Thread(this)).start();

}

public void dine(String name, int id, int napEat) throws InterruptedException {

try {

takeForks(id); eat(name, napEat);

} finally {// Make sure we return the putForks(id);// forks if interrupted

}

}

private void eat(String name, int napEat) throws InterruptedException {

int napping;

napping = 1 + (int) random(napEat); System.out.println("age=" + age() + ", " + name

+ " is eating for " + napping + " ms"); Thread.sleep(napping);

}

private void takeForks(int id) throws InterruptedException { state[id] = HUNGRY;// not used call(r, new Integer(id));

}

private void putForks(int id) throws InterruptedException { if (state[id] != EATING) return;

call(r, new Integer(-id-1));

}

public void run() {// makes atomic state changes if (Thread.currentThread() != me) return; while (true) {

if (Thread.interrupted()) { System.out.println("age=" + age() + ", " + name

+ " interrupted"); return;

}

try {

Object m = receive(r,

new EatCondition(state, EATING)); if (m != null) {

int id = ((Integer) m).intValue(); if (id < 0) state[-id-1] = THINKING; else state[id] = EATING;

} else

System.out.println("age=" + age() + ", " + name

+ " received null request");

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted out of rendezvous"); return;

}

}

}

}

# Sample run of dpre.java

% javac dpre.java dpdr.java

% java DiningPhilosophers 5 6 4 1

DiningPhilosophers: numPhilosophers=5, runTime=6, napThink=4, napEat=1 age=315, Philosopher 0 is thinking for 3524 ms

age=323, Philosopher 1 is thinking for 1910 ms age=325, Philosopher 2 is thinking for 2383 ms age=327, Philosopher 3 is thinking for 1477 ms All Philosopher threads started

age=329, Philosopher 4 is thinking for 3131 ms

|  |  |  |  |
| --- | --- | --- | --- |
| **age=1845,** | **Philosopher** | **3** | **wants to dine** |
| **age=1851,** | **Philosopher** | **3** | **is eating for 264 ms** |
| **age=2127,** | **Philosopher** | **3** | **is thinking for 1336 ms** |
| **age=2234,** | **Philosopher** | **1** | **wants to dine** |
| **age=2236,** | **Philosopher** | **1** | **is eating for 151 ms** |
| **age=2405,** | **Philosopher** | **1** | **is thinking for 143 ms** |
| **age=2564,** | **Philosopher** | **1** | **wants to dine** |
| **age=2565,** | **Philosopher** | **1** | **is eating for 680 ms** |
| **age=2724,** | **Philosopher** | **2** | **wants to dine** |
| **age=3257,** | **Philosopher** | **1** | **is thinking for 1453 ms** |
| **age=3258,** | **Philosopher** | **2** | **is eating for 539 ms** |
| **age=3475,** | **Philosopher** | **3** | **wants to dine** |
| **age=3476,** | **Philosopher** | **4** | **wants to dine** |
| **age=3477,** | **Philosopher** | **4** | **is eating for 963 ms** |
| **age=3805,** | **Philosopher** | **2** | **is thinking for 3403 ms** |
| **age=3854,** | **Philosopher** | **0** | **wants to dine** |
| **age=4458,** | **Philosopher** | **0** | **is eating for 367 ms** |
| **age=4459,** | **Philosopher** | **3** | **is eating for 502 ms** |
| **age=4459,** | **Philosopher** | **4** | **is thinking for 814 ms** |
| **age=4725,** | **Philosopher** | **1** | **wants to dine** |
| **age=4835,** | **Philosopher** | **0** | **is thinking for 2087 ms** |
| **age=4836,** | **Philosopher** | **1** | **is eating for 689 ms** |
| **age=4975,** | **Philosopher** | **3** | **is thinking for 1231 ms** |
| **age=5285,** | **Philosopher** | **4** | **wants to dine** |
| **age=5286,** | **Philosopher** | **4** | **is eating for 857 ms** |
| **age=5535,** | **Philosopher** | **1** | **is thinking for 3514 ms** |

age=6155, Philosopher 4 is thinking for 704 ms age=6252, Philosopher 3 wants to dine age=6253, Philosopher 3 is eating for 618 ms

age=6335, time to terminate the Philosophers and exit age=6337, Philosopher 0 interrupted out of think age=6339, Philosopher 1 interrupted out of think age=6340, Philosopher 2 interrupted out of think age=6342, Philosopher 3 interrupted out of dine age=6343, Philosopher 4 interrupted out of think age=7345, all Philosophers are done

# Example pcre.java

import java.util.Vector;

class Producer extends SugarRE implements Runnable { private String name = null;

private boolean synchronous = false; private int pNap = 0; // milliseconds private Rendezvous rn = null; private Thread me = null;

public Producer(String name, boolean synchronous, int pNap, Rendezvous rn) {

this.name = name; this.synchronous = synchronous; this.pNap = pNap;

this.rn = rn;

(me = new Thread(this)).start();

}

public void timeToQuit() { me.interrupt(); }

public void pauseTilDone() throws InterruptedException

{ me.join(); } public void run() {

if (Thread.currentThread() != me) return; double item;

int napping; while (true) {

if (Thread.interrupted()) { System.out.println("age=" + age() + ", " + name

+ " interrupted"); return;

}

napping = 1 + (int) random(pNap); System.out.println("age=" + age() + ", " + name

+ " napping for " + napping + " ms"); try { Thread.sleep(napping); }

catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted from sleep"); return;

}

item = random();

System.out.println("age=" + age() + ", " + name

+ " produced item " + item); try {

Double d = new Double(item); if (synchronous) {

Object reply = rn.clientTransactServer(d); System.out.println("age=" + age() + ", " + name

+ ", reply= " + reply);

} else send(rn, d);

} catch (InterruptedException e) {

System.out.println("age=" + age() + ", " + name

+ " interrupted from send"); return;

}

System.out.println("age=" + age() + ", " + name

+ " sent item " + item);

}

}

}

class ConsumerCondition implements RendezvousCondition { public ConsumerCondition() { }

public boolean checkCondition

(int messageNum, Vector blockedMessages, int numBlockedServers) {

int size = blockedMessages.size(); if (size == 1) return true;

/\*

* **Select the smallest value in the queue.**

\*/

double smallest = ((Double) blockedMessages.elementAt(0)).doubleValue(); int where = 0;

for (int i = 1; i < size; i++) {

double d = ((Double) blockedMessages.elementAt(i)).doubleValue(); if (d < smallest) { smallest = d; where = i; }

}

if (where == messageNum) return true; else return false;

}

}

class Consumer extends SugarRE implements Runnable { private String name = null;

private boolean synchronous = false; private int cNap = 0; // milliseconds private Rendezvous rn = null; private Thread me = null;

private RendezvousCondition rc = null;

public Consumer(String name, boolean synchronous, int cNap, Rendezvous rn) {

this.name = name; this.synchronous = synchronous; this.cNap = cNap;

this.rn = rn;

rc = new ConsumerCondition(); (me = new Thread(this)).start();

}

public void timeToQuit() { me.interrupt(); }

public void pauseTilDone() throws InterruptedException

{ me.join(); } public void run() {

if (Thread.currentThread() != me) return; double item;

int napping; while (true) {

if (Thread.interrupted()) { System.out.println("age=" + age() + ", " + name

+ " interrupted"); return;

}

napping = 1 + (int) random(cNap); System.out.println("age=" + age() + ", " + name

+ " napping for " + napping + " ms"); try { Thread.sleep(napping); }

catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted from sleep");

return;

}

System.out.println("age=" + age() + ", " + name

+ " wants to consume"); try {

if (synchronous) {

Transaction t = rn.serverGetClient(rc); Double d = (Double) t.serverGetRequest(); if (d != null) {

item = d.doubleValue(); t.serverMakeReply(name + " got it!");

System.out.println("age=" + age() + ", " + name

+ " received item " + item);

} else {

System.out.println("age=" + age() + ", " + name

+ " received null item");

}

} else {

Double d = (Double) receive(rn, rc); if (d != null) {

item = d.doubleValue(); System.out.println("age=" + age() + ", " + name

+ " received item " + item);

} else {

System.out.println("age=" + age() + ", " + name

+ " received null item");

}

}

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted from receive"); return;

}

}

}

}

class ProducersConsumers extends Sugar { public static void main(String[] args) {

boolean synchronous = false; int numProducers = 1;

int numConsumers = 1;

int pNap = 2;// defaults

int cNap = 2;// in

int runTime = 60;// seconds try {

synchronous = args[0].equals("yes"); numProducers = Integer.parseInt(args[1]); numConsumers = Integer.parseInt(args[2]); pNap = Integer.parseInt(args[3]);

cNap = Integer.parseInt(args[4]); runTime = Integer.parseInt(args[5]);

} catch (Exception e) { /\* use defaults \*/ } System.out.println("ProducersConsumers:\n synchronous="

+ synchronous + ", numProducers="

+ numProducers + ", numConsumers=" + numConsumers

+ "\n pNap=" + pNap + ", cNap=" + cNap

+ ", runTime=" + runTime);

// create the message passing channel Rendezvous rn = new Rendezvous();

// start the Producers and Consumers

// (they have self-starting threads) Producer[] p = new Producer[numProducers]; Consumer[] c = new Consumer[numConsumers]; for (int i = 0; i < numProducers; i++)

p[i] = new Producer("PRODUCER"+i, synchronous, pNap\*1000, rn);

for (int i = 0; i < numConsumers; i++)

c[i] = new Consumer("Consumer"+i, synchronous, cNap\*1000, rn); System.out.println("All threads started");

// let them run for a while try {

Thread.sleep(runTime\*1000); System.out.println("age=" + age()

+ ", time to terminate the threads and exit"); for (int i = 0; i < numProducers; i++)

p[i].timeToQuit();

for (int i = 0; i < numConsumers; i++) c[i].timeToQuit();

Thread.sleep(1000);

for (int i = 0; i < numProducers; i++) p[i].pauseTilDone();

for (int i = 0; i < numConsumers; i++) c[i].pauseTilDone();

} catch (InterruptedException e) { /\* ignored \*/ } System.out.println("age=" + age()

+ ", all threads are done"); System.exit(0);

}

}

# Sample run of pcre.java

% javac pcre.java

% java ProducersConsumers yes 1 1 2 2 6 ProducersConsumers:

synchronous=true, numProducers=1, numConsumers=1 pNap=2, cNap=2, runTime=6

age=45, PRODUCER0 napping for 185 ms age=64, Consumer0 napping for 1202 ms All threads started

age=244, PRODUCER0 produced item 0.15382515179890965 age=1286, Consumer0 wants to consume

age=1289, PRODUCER0, reply= Consumer0 got it! age=1290, PRODUCER0 sent item 0.15382515179890965

age=1292, PRODUCER0 napping for 745 ms

age=1292, Consumer0 received item 0.15382515179890965 age=1294, Consumer0 napping for 816 ms

age=2046, PRODUCER0 produced item 0.3602103173386145 age=2123, Consumer0 wants to consume

age=2124, PRODUCER0, reply= Consumer0 got it! age=2125, PRODUCER0 sent item 0.3602103173386145

age=2126, PRODUCER0 napping for 1954 ms

age=2127, Consumer0 received item 0.3602103173386145 age=2128, Consumer0 napping for 313 ms

age=2453, Consumer0 wants to consume

age=4096, PRODUCER0 produced item 0.9710857065446037 age=4098, PRODUCER0, reply= Consumer0 got it! age=4098, PRODUCER0 sent item 0.9710857065446037

age=4099, PRODUCER0 napping for 961 ms

age=4100, Consumer0 received item 0.9710857065446037 age=4101, Consumer0 napping for 1231 ms

age=5075, PRODUCER0 produced item 0.5231916912410289 age=5343, Consumer0 wants to consume

age=5344, PRODUCER0, reply= Consumer0 got it! age=5345, PRODUCER0 sent item 0.5231916912410289

age=5346, PRODUCER0 napping for 113 ms

age=5347, Consumer0 received item 0.5231916912410289

age=5348, Consumer0 napping for 661 ms

age=5473, PRODUCER0 produced item 0.5591064157961917 age=6024, Consumer0 wants to consume

age=6025, PRODUCER0, reply= Consumer0 got it! age=6025, PRODUCER0 sent item 0.5591064157961917

age=6026, PRODUCER0 napping for 153 ms

age=6027, Consumer0 received item 0.5591064157961917 age=6028, Consumer0 napping for 721 ms

age=6074, time to terminate the threads and exit age=6077, Consumer0 interrupted from sleep age=6094, PRODUCER0 interrupted from sleep age=7084, all threads are done

% java ProducersConsumers no1 1 2 2 6 ProducersConsumers:

synchronous=false, numProducers=1, numConsumers=1 pNap=2, cNap=2, runTime=6

age=47, PRODUCER0 napping for 810 ms age=66, Consumer0 napping for 48 ms All threads started

age=126, Consumer0 wants to consume

age=875, PRODUCER0 produced item 0.7568324366583216 age=893, PRODUCER0 sent item 0.7568324366583216

age=894, PRODUCER0 napping for 308 ms

age=896, Consumer0 received item 0.7568324366583216 age=898, Consumer0 napping for 290 ms

age=1195, Consumer0 wants to consume

age=1206, PRODUCER0 produced item 0.5312913550562778 age=1207, PRODUCER0 sent item 0.5312913550562778

age=1208, PRODUCER0 napping for 1326 ms

age=1208, Consumer0 received item 0.5312913550562778 age=1209, Consumer0 napping for 1840 ms

age=2548, PRODUCER0 produced item 0.034237591810933 age=2550, PRODUCER0 sent item 0.034237591810933

age=2551, PRODUCER0 napping for 989 ms age=3058, Consumer0 wants to consume

age=3059, Consumer0 received item 0.034237591810933 age=3060, Consumer0 napping for 1558 ms

age=3546, PRODUCER0 produced item 0.6571437055152907 age=3547, PRODUCER0 sent item 0.6571437055152907

age=3548, PRODUCER0 napping for 1848 ms age=4627, Consumer0 wants to consume

age=4628, Consumer0 received item 0.6571437055152907 age=4629, Consumer0 napping for 1445 ms

age=5406, PRODUCER0 produced item 0.9481282378191348 age=5407, PRODUCER0 sent item 0.9481282378191348

age=5408, PRODUCER0 napping for 618 ms

age=6036, PRODUCER0 produced item 0.626005963354672 age=6037, PRODUCER0 sent item 0.626005963354672

age=6038, PRODUCER0 napping for 47 ms

age=6076, time to terminate the threads and exit age=6097, PRODUCER0 interrupted from sleep age=6098, Consumer0 interrupted from sleep age=7086, all threads are done

% java ProducersConsumers yes 1 5 2 2 6 ProducersConsumers:

synchronous=true, numProducers=1, numConsumers=5 pNap=2, cNap=2, runTime=6

age=43, PRODUCER0 napping for 1429 ms age=62, Consumer0 napping for 388 ms age=66, Consumer1 napping for 657 ms age=68, Consumer2 napping for 1679 ms age=70, Consumer3 napping for 495 ms All threads started

age=73, Consumer4 napping for 1088 ms age=462, Consumer0 wants to consume

age=571, Consumer3 wants to consume age=731, Consumer1 wants to consume age=1174, Consumer4 wants to consume

age=1482, PRODUCER0 produced item 0.5470149827381032 age=1501, PRODUCER0, reply= Consumer0 got it! age=1503, PRODUCER0 sent item 0.5470149827381032

age=1504, PRODUCER0 napping for 847 ms

age=1505, Consumer0 received item 0.5470149827381032 age=1506, Consumer0 napping for 4 ms

age=1507, Consumer0 wants to consume age=1752, Consumer2 wants to consume

age=2364, PRODUCER0 produced item 0.39132362870008386 age=2366, PRODUCER0, reply= Consumer0 got it! age=2366, PRODUCER0 sent item 0.39132362870008386

age=2368, PRODUCER0 napping for 729 ms

age=2368, Consumer0 received item 0.39132362870008386 age=2370, Consumer0 napping for 1825 ms

age=3124, PRODUCER0 produced item 0.9201218658294597 age=3126, PRODUCER0, reply= Consumer1 got it! age=3127, PRODUCER0 sent item 0.9201218658294597

age=3128, PRODUCER0 napping for 1292 ms

age=3129, Consumer1 received item 0.9201218658294597 age=3130, Consumer1 napping for 552 ms

age=3692, Consumer1 wants to consume age=4203, Consumer0 wants to consume

age=4432, PRODUCER0 produced item 0.1103752768928924 age=4433, PRODUCER0, reply= Consumer0 got it! age=4434, PRODUCER0 sent item 0.1103752768928924

age=4435, PRODUCER0 napping for 887 ms

age=4436, Consumer0 received item 0.1103752768928924 age=4437, Consumer0 napping for 947 ms

age=5332, PRODUCER0 produced item 0.615086398663721 age=5334, PRODUCER0, reply= Consumer1 got it! age=5334, PRODUCER0 sent item 0.615086398663721

age=5335, PRODUCER0 napping for 1651 ms

age=5336, Consumer1 received item 0.615086398663721 age=5337, Consumer1 napping for 801 ms

age=5392, Consumer0 wants to consume

age=6082, time to terminate the threads and exit age=6085, Consumer0 interrupted from receive age=6087, Consumer1 interrupted from sleep age=6088, Consumer3 interrupted from receive age=6089, Consumer2 interrupted from receive age=6091, Consumer4 interrupted from receive age=6102, PRODUCER0 interrupted from sleep age=7092, all threads are done

% java ProducersConsumers no1 5 2 2 6 ProducersConsumers:

synchronous=false, numProducers=1, numConsumers=5 pNap=2, cNap=2, runTime=6

age=48, PRODUCER0 napping for 295 ms age=77, Consumer0 napping for 1571 ms age=98, Consumer1 napping for 162 ms age=100, Consumer2 napping for 160 ms age=102, Consumer3 napping for 39 ms All threads started

age=104, Consumer4 napping for 848 ms age=147, Consumer3 wants to consume age=266, Consumer2 wants to consume age=276, Consumer1 wants to consume

age=357, PRODUCER0 produced item 0.581001917177535 age=374, PRODUCER0 sent item 0.581001917177535

age=376, PRODUCER0 napping for 1586 ms

age=378, Consumer1 received item 0.581001917177535 age=379, Consumer1 napping for 596 ms

age=959, Consumer4 wants to consume age=986, Consumer1 wants to consume age=1667, Consumer0 wants to consume

age=1969, PRODUCER0 produced item 0.5306153831037835 age=1970, PRODUCER0 sent item 0.5306153831037835

age=1971, PRODUCER0 napping for 1347 ms

age=1972, Consumer0 received item 0.5306153831037835 age=1973, Consumer0 napping for 636 ms

age=2617, Consumer0 wants to consume

age=3329, PRODUCER0 produced item 0.2682601940276499 age=3330, PRODUCER0 sent item 0.2682601940276499

age=3331, PRODUCER0 napping for 241 ms

age=3332, Consumer0 received item 0.2682601940276499 age=3333, Consumer0 napping for 400 ms

age=3587, PRODUCER0 produced item 0.47542284179688665 age=3588, PRODUCER0 sent item 0.47542284179688665

age=3589, PRODUCER0 napping for 371 ms

age=3590, Consumer3 received item 0.47542284179688665 age=3591, Consumer3 napping for 497 ms

age=3736, Consumer0 wants to consume

age=3978, PRODUCER0 produced item 0.1426846229950136 age=3979, PRODUCER0 sent item 0.1426846229950136

age=3980, PRODUCER0 napping for 539 ms

age=3981, Consumer0 received item 0.1426846229950136 age=3982, Consumer0 napping for 1760 ms

age=4096, Consumer3 wants to consume

age=4527, PRODUCER0 produced item 0.8579208083111102 age=4528, PRODUCER0 sent item 0.8579208083111102

age=4529, PRODUCER0 napping for 891 ms

age=4530, Consumer2 received item 0.8579208083111102 age=4531, Consumer2 napping for 744 ms

age=5287, Consumer2 wants to consume

age=5437, PRODUCER0 produced item 0.7190220228546758 age=5438, PRODUCER0 sent item 0.7190220228546758

age=5439, PRODUCER0 napping for 1192 ms

age=5440, Consumer1 received item 0.7190220228546758 age=5441, Consumer1 napping for 97 ms

age=5546, Consumer1 wants to consume age=5746, Consumer0 wants to consume

age=6107, time to terminate the threads and exit age=6110, Consumer3 interrupted from receive age=6112, Consumer2 interrupted from receive age=6113, Consumer1 interrupted from receive age=6114, Consumer4 interrupted from receive age=6127, PRODUCER0 interrupted from sleep age=6128, Consumer0 interrupted from receive age=7117, all threads are done

% java ProducersConsumers yes 5 1 2 2 6 ProducersConsumers:

synchronous=true, numProducers=5, numConsumers=1 pNap=2, cNap=2, runTime=6

age=46, PRODUCER0 napping for 904 ms age=66, PRODUCER1 napping for 257 ms age=67, PRODUCER2 napping for 1740 ms age=70, PRODUCER3 napping for 1405 ms age=73, PRODUCER4 napping for 670 ms All threads started

age=76, Consumer0 napping for 1620 ms

age=335, PRODUCER1 produced item 0.17631033059969203 age=745, PRODUCER4 produced item 0.5982192991443873 age=967, PRODUCER0 produced item 0.346069281928469 age=1485, PRODUCER3 produced item 0.1777369982527307 age=1705, Consumer0 wants to consume

age=1708, PRODUCER1, reply= Consumer0 got it! age=1709, PRODUCER1 sent item 0.17631033059969203

age=1711, PRODUCER1 napping for 1185 ms

age=1712, Consumer0 received item 0.17631033059969203 age=1713, Consumer0 napping for 1381 ms

age=1815, PRODUCER2 produced item 0.11184681708602617 age=2907, PRODUCER1 produced item 0.03828430977553221 age=3105, Consumer0 wants to consume

age=3106, PRODUCER1, reply= Consumer0 got it! age=3107, PRODUCER1 sent item 0.03828430977553221

age=3108, PRODUCER1 napping for 1362 ms

age=3108, Consumer0 received item 0.03828430977553221 age=3109, Consumer0 napping for 1281 ms

age=4407, Consumer0 wants to consume age=4408, PRODUCER2, reply= Consumer0 got it!

age=4409, PRODUCER2 sent item 0.11184681708602617

age=4410, PRODUCER2 napping for 654 ms

age=4411, Consumer0 received item 0.11184681708602617 age=4412, Consumer0 napping for 1190 ms

age=4485, PRODUCER1 produced item 0.08158951384451485 age=5076, PRODUCER2 produced item 0.0983728197982997 age=5605, Consumer0 wants to consume

age=5606, PRODUCER1, reply= Consumer0 got it! age=5606, PRODUCER1 sent item 0.08158951384451485

age=5608, PRODUCER1 napping for 969 ms

age=5608, Consumer0 received item 0.08158951384451485 age=5609, Consumer0 napping for 1542 ms

age=6085, time to terminate the threads and exit age=6089, PRODUCER4 interrupted from send age=6091, PRODUCER3 interrupted from send age=6092, PRODUCER2 interrupted from send age=6093, PRODUCER1 interrupted from sleep age=6094, Consumer0 interrupted from sleep age=6105, PRODUCER0 interrupted from send age=7095, all threads are done

% java ProducersConsumers no5 1 2 2 6 ProducersConsumers:

synchronous=false, numProducers=5, numConsumers=1 pNap=2, cNap=2, runTime=6

age=49, PRODUCER0 napping for 1009 ms age=68, PRODUCER1 napping for 499 ms age=89, PRODUCER2 napping for 570 ms age=91, PRODUCER3 napping for 676 ms age=94, PRODUCER4 napping for 1718 ms All threads started

age=97, Consumer0 napping for 1153 ms

age=578, PRODUCER1 produced item 0.654109824432186 age=596, PRODUCER1 sent item 0.654109824432186

age=597, PRODUCER1 napping for 1240 ms

age=667, PRODUCER2 produced item 0.18068514475674902 age=669, PRODUCER2 sent item 0.18068514475674902

age=670, PRODUCER2 napping for 589 ms

age=778, PRODUCER3 produced item 0.4102712629046613 age=779, PRODUCER3 sent item 0.4102712629046613

age=780, PRODUCER3 napping for 1802 ms

age=1070, PRODUCER0 produced item 0.5091696195916051 age=1071, PRODUCER0 sent item 0.5091696195916051

age=1072, PRODUCER0 napping for 1319 ms

age=1268, PRODUCER2 produced item 0.11994991872131833 age=1269, PRODUCER2 sent item 0.11994991872131833

age=1270, PRODUCER2 napping for 1459 ms age=1271, Consumer0 wants to consume

age=1274, Consumer0 received item 0.11994991872131833 age=1275, Consumer0 napping for 983 ms

age=1818, PRODUCER4 produced item 0.3179813502495561 age=1819, PRODUCER4 sent item 0.3179813502495561

age=1820, PRODUCER4 napping for 904 ms

age=1848, PRODUCER1 produced item 0.6786836744500554 age=1849, PRODUCER1 sent item 0.6786836744500554

age=1850, PRODUCER1 napping for 584 ms age=2270, Consumer0 wants to consume

age=2271, Consumer0 received item 0.18068514475674902 age=2272, Consumer0 napping for 1020 ms

age=2398, PRODUCER0 produced item 0.6765052327934625 age=2399, PRODUCER0 sent item 0.6765052327934625

age=2400, PRODUCER0 napping for 112 ms

age=2448, PRODUCER1 produced item 0.6087623006574409 age=2449, PRODUCER1 sent item 0.6087623006574409

age=2450, PRODUCER1 napping for 1110 ms

age=2527, PRODUCER0 produced item 0.2943617678806405 age=2529, PRODUCER0 sent item 0.2943617678806405

age=2530, PRODUCER0 napping for 52 ms

age=2597, PRODUCER0 produced item 0.43951489579213454 age=2599, PRODUCER0 sent item 0.43951489579213454

age=2600, PRODUCER0 napping for 1010 ms

age=2601, PRODUCER3 produced item 0.6752658089401261 age=2602, PRODUCER3 sent item 0.6752658089401261

age=2603, PRODUCER3 napping for 1878 ms

age=2738, PRODUCER2 produced item 0.3501856253437148 age=2739, PRODUCER2 sent item 0.3501856253437148

age=2740, PRODUCER2 napping for 163 ms

age=2741, PRODUCER4 produced item 0.08523336769878354 age=2742, PRODUCER4 sent item 0.08523336769878354

age=2743, PRODUCER4 napping for 1810 ms

age=2920, PRODUCER2 produced item 0.13301474356217313 age=2921, PRODUCER2 sent item 0.13301474356217313

age=2922, PRODUCER2 napping for 1163 ms age=3355, Consumer0 wants to consume

age=3357, Consumer0 received item 0.08523336769878354 age=3358, Consumer0 napping for 1003 ms

age=3568, PRODUCER1 produced item 0.7517292199496083 age=3569, PRODUCER1 sent item 0.7517292199496083

age=3570, PRODUCER1 napping for 1800 ms

age=3618, PRODUCER0 produced item 0.268743465819824 age=3619, PRODUCER0 sent item 0.268743465819824

age=3620, PRODUCER0 napping for 337 ms

age=3969, PRODUCER0 produced item 0.32319739222576216 age=3970, PRODUCER0 sent item 0.32319739222576216

age=3971, PRODUCER0 napping for 1715 ms

age=4098, PRODUCER2 produced item 0.8618141010061056 age=4099, PRODUCER2 sent item 0.8618141010061056

age=4100, PRODUCER2 napping for 1896 ms age=4377, Consumer0 wants to consume

age=4379, Consumer0 received item 0.13301474356217313 age=4380, Consumer0 napping for 1435 ms

age=4488, PRODUCER3 produced item 0.23912464069393813 age=4489, PRODUCER3 sent item 0.23912464069393813

age=4490, PRODUCER3 napping for 263 ms

age=4558, PRODUCER4 produced item 0.10655946770202618 age=4559, PRODUCER4 sent item 0.10655946770202618

age=4560, PRODUCER4 napping for 924 ms

age=4767, PRODUCER3 produced item 0.12318563460348397 age=4769, PRODUCER3 sent item 0.12318563460348397

age=4770, PRODUCER3 napping for 591 ms

age=5378, PRODUCER1 produced item 0.3722613130125716 age=5379, PRODUCER1 sent item 0.3722613130125716

age=5380, PRODUCER1 napping for 1625 ms

age=5381, PRODUCER3 produced item 0.16025856103329428 age=5382, PRODUCER3 sent item 0.16025856103329428

age=5383, PRODUCER3 napping for 1701 ms

age=5498, PRODUCER4 produced item 0.733038334914754 age=5499, PRODUCER4 sent item 0.733038334914754

age=5500, PRODUCER4 napping for 688 ms

age=5698, PRODUCER0 produced item 0.5541625041131112 age=5699, PRODUCER0 sent item 0.5541625041131112

age=5700, PRODUCER0 napping for 1411 ms age=5827, Consumer0 wants to consume

age=5830, Consumer0 received item 0.10655946770202618 age=5831, Consumer0 napping for 1386 ms

age=6008, PRODUCER2 produced item 0.7258819670653431 age=6009, PRODUCER2 sent item 0.7258819670653431

age=6010, PRODUCER2 napping for 1982 ms age=6098, time to terminate the threads and exit age=6101, PRODUCER4 interrupted from sleep age=6103, PRODUCER3 interrupted from sleep age=6104, PRODUCER2 interrupted from sleep age=6105, PRODUCER1 interrupted from sleep age=6106, Consumer0 interrupted from sleep age=6118, PRODUCER0 interrupted from sleep age=7108, all threads are done

% java ProducersConsumers yes 5 5 2 2 6 ProducersConsumers:

synchronous=true, numProducers=5, numConsumers=5 pNap=2, cNap=2, runTime=6

age=42, PRODUCER0 napping for 1664 ms age=61, PRODUCER1 napping for 38 ms age=64, PRODUCER2 napping for 1016 ms age=65, PRODUCER3 napping for 1829 ms age=69, PRODUCER4 napping for 60 ms age=72, Consumer0 napping for 56 ms age=74, Consumer1 napping for 1142 ms age=76, Consumer2 napping for 1969 ms age=78, Consumer3 napping for 1500 ms All threads started

age=81, Consumer4 napping for 25 ms

age=111, PRODUCER1 produced item 0.9185428067197055 age=129, Consumer4 wants to consume

age=292, PRODUCER1, reply= Consumer4 got it! age=294, PRODUCER1 sent item 0.9185428067197055

age=295, PRODUCER1 napping for 914 ms

age=296, Consumer4 received item 0.9185428067197055 age=297, Consumer4 napping for 766 ms

age=131, PRODUCER4 produced item 0.08777957250723711 age=190, Consumer0 wants to consume

age=299, Consumer0 received item 0.08777957250723711 age=300, Consumer0 napping for 620 ms

age=301, PRODUCER4, reply= Consumer0 got it! age=302, PRODUCER4 sent item 0.08777957250723711

age=303, PRODUCER4 napping for 1479 ms age=933, Consumer0 wants to consume age=1070, Consumer4 wants to consume

age=1091, PRODUCER2 produced item 0.8940799526535598 age=1092, PRODUCER2, reply= Consumer4 got it! age=1093, PRODUCER2 sent item 0.8940799526535598

age=1094, PRODUCER2 napping for 87 ms

age=1095, Consumer4 received item 0.8940799526535598 age=1096, Consumer4 napping for 1535 ms

age=1190, PRODUCER2 produced item 0.10081751591092203 age=1192, PRODUCER2, reply= Consumer0 got it! age=1193, PRODUCER2 sent item 0.10081751591092203

age=1194, PRODUCER2 napping for 1821 ms

age=1195, Consumer0 received item 0.10081751591092203 age=1196, Consumer0 napping for 1396 ms

age=1221, PRODUCER1 produced item 0.3663133766503859 age=1230, Consumer1 wants to consume

age=1231, PRODUCER1, reply= Consumer1 got it! age=1232, PRODUCER1 sent item 0.3663133766503859

age=1233, PRODUCER1 napping for 918 ms

age=1234, Consumer1 received item 0.3663133766503859 age=1235, Consumer1 napping for 503 ms

age=1581, Consumer3 wants to consume

age=1721, PRODUCER0 produced item 0.16926696419542775 age=1722, PRODUCER0, reply= Consumer3 got it! age=1723, PRODUCER0 sent item 0.16926696419542775

age=1724, PRODUCER0 napping for 1393 ms

age=1725, Consumer3 received item 0.16926696419542775 age=1726, Consumer3 napping for 1382 ms

age=1750, Consumer1 wants to consume

age=1791, PRODUCER4 produced item 0.24476649246179505 age=1792, Consumer1 received item 0.24476649246179505 age=1794, Consumer1 napping for 484 ms

age=1796, PRODUCER4, reply= Consumer1 got it! age=1798, PRODUCER4 sent item 0.24476649246179505

age=1799, PRODUCER4 napping for 220 ms

age=1903, PRODUCER3 produced item 0.800190863174061 age=2021, PRODUCER4 produced item 0.8202427064995859 age=2051, Consumer2 wants to consume

age=2052, PRODUCER3, reply= Consumer2 got it! age=2053, PRODUCER3 sent item 0.800190863174061

age=2054, PRODUCER3 napping for 1756 ms

age=2055, Consumer2 received item 0.800190863174061 age=2056, Consumer2 napping for 638 ms

age=2161, PRODUCER1 produced item 0.9924100353971543 age=2290, Consumer1 wants to consume

age=2291, Consumer1 received item 0.8202427064995859 age=2292, Consumer1 napping for 1935 ms

age=2293, PRODUCER4, reply= Consumer1 got it! age=2294, PRODUCER4 sent item 0.8202427064995859

age=2295, PRODUCER4 napping for 816 ms age=2600, Consumer0 wants to consume age=2601, PRODUCER1, reply= Consumer0 got it!

age=2602, PRODUCER1 sent item 0.9924100353971543

age=2603, PRODUCER1 napping for 52 ms

age=2604, Consumer0 received item 0.9924100353971543 age=2605, Consumer0 napping for 203 ms

age=2640, Consumer4 wants to consume

age=2670, PRODUCER1 produced item 0.5720839002063113 age=2672, PRODUCER1, reply= Consumer4 got it! age=2673, PRODUCER1 sent item 0.5720839002063113

age=2674, PRODUCER1 napping for 830 ms

age=2674, Consumer4 received item 0.5720839002063113 age=2676, Consumer4 napping for 135 ms

age=2700, Consumer2 wants to consume age=2820, Consumer4 wants to consume age=2821, Consumer0 wants to consume

age=3033, PRODUCER2 produced item 0.38032840213175745 age=3034, PRODUCER2, reply= Consumer2 got it! age=3035, PRODUCER2 sent item 0.38032840213175745

age=3036, PRODUCER2 napping for 1095 ms

age=3037, Consumer2 received item 0.38032840213175745 age=3038, Consumer2 napping for 1230 ms

age=3120, Consumer3 wants to consume

age=3121, PRODUCER4 produced item 0.9604224841343072 age=3123, Consumer3 received item 0.9604224841343072 age=3124, Consumer3 napping for 1633 ms

age=3125, PRODUCER4, reply= Consumer3 got it! age=3125, PRODUCER4 sent item 0.9604224841343072

age=3126, PRODUCER4 napping for 608 ms

age=3131, PRODUCER0 produced item 0.9650427611915405 age=3132, PRODUCER0, reply= Consumer4 got it! age=3133, PRODUCER0 sent item 0.9650427611915405

age=3134, PRODUCER0 napping for 1713 ms

age=3135, Consumer4 received item 0.9650427611915405 age=3136, Consumer4 napping for 307 ms

age=3450, Consumer4 wants to consume

age=3511, PRODUCER1 produced item 0.918506532764693 age=3512, PRODUCER1, reply= Consumer4 got it! age=3513, PRODUCER1 sent item 0.918506532764693

age=3514, PRODUCER1 napping for 1238 ms

age=3515, Consumer4 received item 0.918506532764693 age=3516, Consumer4 napping for 1264 ms

age=3740, PRODUCER4 produced item 0.754027144422452 age=3742, PRODUCER4, reply= Consumer0 got it! age=3743, PRODUCER4 sent item 0.754027144422452

age=3744, PRODUCER4 napping for 1578 ms

age=3745, Consumer0 received item 0.754027144422452 age=3746, Consumer0 napping for 208 ms

age=3821, PRODUCER3 produced item 0.27122994909004716 age=3962, Consumer0 wants to consume

age=3963, PRODUCER3, reply= Consumer0 got it! age=3964, PRODUCER3 sent item 0.27122994909004716

age=3965, PRODUCER3 napping for 579 ms

age=3966, Consumer0 received item 0.27122994909004716 age=3967, Consumer0 napping for 372 ms

age=4141, PRODUCER2 produced item 0.27589255387330824 age=4240, Consumer1 wants to consume

age=4241, PRODUCER2, reply= Consumer1 got it! age=4242, PRODUCER2 sent item 0.27589255387330824

age=4243, PRODUCER2 napping for 1469 ms

age=4244, Consumer1 received item 0.27589255387330824 age=4245, Consumer1 napping for 1952 ms

age=4270, Consumer2 wants to consume age=4350, Consumer0 wants to consume

age=4550, PRODUCER3 produced item 0.8619194399545967 age=4552, PRODUCER3, reply= Consumer2 got it! age=4553, PRODUCER3 sent item 0.8619194399545967

age=4554, PRODUCER3 napping for 398 ms

age=4554, Consumer2 received item 0.8619194399545967 age=4556, Consumer2 napping for 472 ms

age=4761, PRODUCER1 produced item 0.7701099520047171 age=4762, PRODUCER1, reply= Consumer0 got it! age=4763, PRODUCER1 sent item 0.7701099520047171

age=4764, PRODUCER1 napping for 1625 ms

age=4765, Consumer0 received item 0.7701099520047171 age=4766, Consumer0 napping for 129 ms

age=4771, Consumer3 wants to consume age=4790, Consumer4 wants to consume

age=4861, PRODUCER0 produced item 0.2228435588271499 age=4862, PRODUCER0, reply= Consumer3 got it! age=4863, PRODUCER0 sent item 0.2228435588271499

age=4864, PRODUCER0 napping for 951 ms

age=4864, Consumer3 received item 0.2228435588271499 age=4866, Consumer3 napping for 675 ms

age=4900, Consumer0 wants to consume

age=4961, PRODUCER3 produced item 0.6894975962370399 age=4962, PRODUCER3, reply= Consumer4 got it! age=4963, PRODUCER3 sent item 0.6894975962370399

age=4964, PRODUCER3 napping for 743 ms

age=4965, Consumer4 received item 0.6894975962370399 age=4966, Consumer4 napping for 403 ms

age=5041, Consumer2 wants to consume

age=5331, PRODUCER4 produced item 0.8065414987883718 age=5332, Consumer2 received item 0.8065414987883718 age=5333, Consumer2 napping for 1824 ms

age=5334, PRODUCER4, reply= Consumer2 got it! age=5334, PRODUCER4 sent item 0.8065414987883718

age=5336, PRODUCER4 napping for 1217 ms

age=5380, Consumer4 wants to consume age=5551, Consumer3 wants to consume

age=5721, PRODUCER2 produced item 0.9920886064917681 age=5722, PRODUCER3 produced item 0.903554039796397 age=5723, PRODUCER3, reply= Consumer3 got it! age=5724, PRODUCER3 sent item 0.903554039796397

age=5725, PRODUCER3 napping for 828 ms

age=5726, Consumer3 received item 0.903554039796397 age=5727, Consumer3 napping for 997 ms

age=5728, PRODUCER2, reply= Consumer4 got it! age=5729, PRODUCER2 sent item 0.9920886064917681

age=5730, PRODUCER2 napping for 1454 ms

age=5731, Consumer4 received item 0.9920886064917681 age=5732, Consumer4 napping for 1344 ms

age=5831, PRODUCER0 produced item 0.13174758677755616 age=5832, PRODUCER0, reply= Consumer0 got it! age=5833, PRODUCER0 sent item 0.13174758677755616

age=5834, PRODUCER0 napping for 689 ms

age=5835, Consumer0 received item 0.13174758677755616 age=5836, Consumer0 napping for 1170 ms

age=6091, time to terminate the threads and exit age=6094, PRODUCER3 interrupted from sleep age=6096, PRODUCER1 interrupted from sleep age=6097, PRODUCER2 interrupted from sleep age=6098, Consumer1 interrupted from sleep age=6099, Consumer2 interrupted from sleep age=6100, Consumer3 interrupted from sleep age=6101, Consumer4 interrupted from sleep age=6103, PRODUCER4 interrupted from sleep age=6104, Consumer0 interrupted from sleep age=6111, PRODUCER0 interrupted from sleep age=7101, all threads are done

% java ProducersConsumers no5 5 2 2 6 ProducersConsumers:

synchronous=false, numProducers=5, numConsumers=5 pNap=2, cNap=2, runTime=6

age=44, PRODUCER0 napping for 1548 ms age=63, PRODUCER1 napping for 677 ms age=66, PRODUCER2 napping for 1441 ms age=68, PRODUCER3 napping for 1283 ms age=71, PRODUCER4 napping for 435 ms age=74, Consumer0 napping for 1925 ms age=76, Consumer1 napping for 1681 ms age=78, Consumer2 napping for 1632 ms age=81, Consumer3 napping for 1953 ms All threads started

age=83, Consumer4 napping for 1600 ms

age=513, PRODUCER4 produced item 0.3410400811142391 age=530, PRODUCER4 sent item 0.3410400811142391

age=532, PRODUCER4 napping for 1 ms

age=532, PRODUCER4 produced item 0.9047856169302597 age=533, PRODUCER4 sent item 0.9047856169302597

age=534, PRODUCER4 napping for 1025 ms

age=753, PRODUCER1 produced item 0.8843759516570732 age=754, PRODUCER1 sent item 0.8843759516570732

age=755, PRODUCER1 napping for 357 ms

age=1125, PRODUCER1 produced item 0.19197557779325958 age=1126, PRODUCER1 sent item 0.19197557779325958

age=1127, PRODUCER1 napping for 491 ms

age=1363, PRODUCER3 produced item 0.830373247233264 age=1364, PRODUCER3 sent item 0.830373247233264

age=1365, PRODUCER3 napping for 901 ms

age=1523, PRODUCER2 produced item 0.8098838675941346 age=1524, PRODUCER2 sent item 0.8098838675941346

age=1525, PRODUCER2 napping for 436 ms

age=1573, PRODUCER4 produced item 0.6027106304058345 age=1574, PRODUCER4 sent item 0.6027106304058345

age=1575, PRODUCER4 napping for 319 ms

age=1603, PRODUCER0 produced item 0.4292486419460507 age=1604, PRODUCER0 sent item 0.4292486419460507

age=1605, PRODUCER0 napping for 325 ms

age=1632, PRODUCER1 produced item 0.5872721123774989 age=1634, PRODUCER1 sent item 0.5872721123774989

age=1635, PRODUCER1 napping for 1474 ms age=1693, Consumer4 wants to consume

age=1695, Consumer4 received item 0.19197557779325958 age=1697, Consumer4 napping for 1939 ms

age=1722, Consumer2 wants to consume

age=1723, Consumer2 received item 0.3410400811142391 age=1724, Consumer2 napping for 608 ms

age=1772, Consumer1 wants to consume

age=1773, Consumer1 received item 0.4292486419460507 age=1774, Consumer1 napping for 148 ms

age=1905, PRODUCER4 produced item 0.15349615717846132 age=1906, PRODUCER4 sent item 0.15349615717846132

age=1907, PRODUCER4 napping for 974 ms age=1932, Consumer1 wants to consume

age=1933, Consumer1 received item 0.15349615717846132 age=1935, Consumer1 napping for 734 ms

age=1943, PRODUCER0 produced item 0.6143545981931535 age=1944, PRODUCER0 sent item 0.6143545981931535

age=1945, PRODUCER0 napping for 214 ms

age=1973, PRODUCER2 produced item 0.5517125342572194 age=1974, PRODUCER2 sent item 0.5517125342572194

age=1975, PRODUCER2 napping for 105 ms age=2012, Consumer0 wants to consume

age=2014, Consumer0 received item 0.5517125342572194 age=2015, Consumer0 napping for 896 ms

age=2042, Consumer3 wants to consume

age=2043, Consumer3 received item 0.5872721123774989 age=2044, Consumer3 napping for 1964 ms

age=2093, PRODUCER2 produced item 0.6032968491632188 age=2094, PRODUCER2 sent item 0.6032968491632188

age=2095, PRODUCER2 napping for 1052 ms

age=2173, PRODUCER0 produced item 0.306508087515337 age=2174, PRODUCER0 sent item 0.306508087515337

age=2175, PRODUCER0 napping for 346 ms

age=2283, PRODUCER3 produced item 0.039727663768907906 age=2284, PRODUCER3 sent item 0.039727663768907906

age=2285, PRODUCER3 napping for 1444 ms age=2342, Consumer2 wants to consume

age=2344, Consumer2 received item 0.039727663768907906 age=2345, Consumer2 napping for 32 ms

age=2392, Consumer2 wants to consume

age=2393, Consumer2 received item 0.306508087515337 age=2395, Consumer2 napping for 1172 ms

age=2533, PRODUCER0 produced item 0.9501617999455061 age=2534, PRODUCER0 sent item 0.9501617999455061

age=2535, PRODUCER0 napping for 1394 ms age=2682, Consumer1 wants to consume

age=2683, Consumer1 received item 0.6027106304058345 age=2684, Consumer1 napping for 1554 ms

age=2902, PRODUCER4 produced item 0.9917188318473676 age=2903, PRODUCER4 sent item 0.9917188318473676

age=2904, PRODUCER4 napping for 940 ms age=2922, Consumer0 wants to consume

age=2923, Consumer0 received item 0.6032968491632188 age=2924, Consumer0 napping for 1654 ms

age=3123, PRODUCER1 produced item 0.9290907832359444 age=3124, PRODUCER1 sent item 0.9290907832359444

age=3125, PRODUCER1 napping for 897 ms

age=3163, PRODUCER2 produced item 0.7092244510592798 age=3164, PRODUCER2 sent item 0.7092244510592798

age=3165, PRODUCER2 napping for 775 ms age=3583, Consumer2 wants to consume

age=3584, Consumer2 received item 0.6143545981931535 age=3585, Consumer2 napping for 544 ms

age=3642, Consumer4 wants to consume

age=3644, Consumer4 received item 0.7092244510592798 age=3645, Consumer4 napping for 371 ms

age=3743, PRODUCER3 produced item 0.09280502991799322 age=3744, PRODUCER3 sent item 0.09280502991799322

age=3745, PRODUCER3 napping for 1858 ms

age=3853, PRODUCER4 produced item 0.7592324485274388 age=3854, PRODUCER4 sent item 0.7592324485274388

age=3855, PRODUCER4 napping for 366 ms

age=3943, PRODUCER0 produced item 0.7209106579261657 age=3944, PRODUCER0 sent item 0.7209106579261657

age=3946, PRODUCER0 napping for 1845 ms

age=3953, PRODUCER2 produced item 0.47272956301074043 age=3954, PRODUCER2 sent item 0.47272956301074043

age=3955, PRODUCER2 napping for 365 ms age=4022, Consumer3 wants to consume

age=4024, Consumer3 received item 0.09280502991799322 age=4025, Consumer3 napping for 142 ms

age=4033, PRODUCER1 produced item 0.3280222480542785 age=4034, PRODUCER1 sent item 0.3280222480542785

age=4035, PRODUCER1 napping for 617 ms age=4035, Consumer4 wants to consume

age=4037, Consumer4 received item 0.3280222480542785 age=4038, Consumer4 napping for 23 ms

age=4072, Consumer4 wants to consume

age=4074, Consumer4 received item 0.47272956301074043 age=4075, Consumer4 napping for 1886 ms

age=4142, Consumer2 wants to consume

age=4144, Consumer2 received item 0.7209106579261657 age=4145, Consumer2 napping for 245 ms

age=4182, Consumer3 wants to consume

age=4184, Consumer3 received item 0.7592324485274388 age=4185, Consumer3 napping for 1482 ms

age=4233, PRODUCER4 produced item 0.9186461316635379 age=4234, PRODUCER4 sent item 0.9186461316635379

age=4235, PRODUCER4 napping for 138 ms age=4252, Consumer1 wants to consume

age=4253, Consumer1 received item 0.8098838675941346 age=4254, Consumer1 napping for 601 ms

age=4333, PRODUCER2 produced item 0.35806399650517884 age=4334, PRODUCER2 sent item 0.35806399650517884

age=4335, PRODUCER2 napping for 166 ms

age=4383, PRODUCER4 produced item 0.2058488238208972 age=4384, PRODUCER4 sent item 0.2058488238208972

age=4385, PRODUCER4 napping for 1147 ms age=4402, Consumer2 wants to consume

age=4404, Consumer2 received item 0.2058488238208972 age=4405, Consumer2 napping for 1199 ms

age=4513, PRODUCER2 produced item 0.5743572081217496 age=4514, PRODUCER2 sent item 0.5743572081217496

age=4515, PRODUCER2 napping for 1721 ms age=4593, Consumer0 wants to consume

age=4594, Consumer0 received item 0.35806399650517884 age=4595, Consumer0 napping for 1554 ms

age=4663, PRODUCER1 produced item 0.2768196943978283 age=4664, PRODUCER1 sent item 0.2768196943978283

age=4665, PRODUCER1 napping for 1674 ms age=4872, Consumer1 wants to consume

age=4874, Consumer1 received item 0.2768196943978283 age=4875, Consumer1 napping for 17 ms

age=4902, Consumer1 wants to consume

age=4903, Consumer1 received item 0.5743572081217496 age=4905, Consumer1 napping for 8 ms

age=4923, Consumer1 wants to consume

age=4923, Consumer1 received item 0.830373247233264 age=4924, Consumer1 napping for 20 ms

age=4952, Consumer1 wants to consume

age=4953, Consumer1 received item 0.8843759516570732 age=4954, Consumer1 napping for 361 ms

age=5332, Consumer1 wants to consume

age=5333, Consumer1 received item 0.9047856169302597 age=5334, Consumer1 napping for 613 ms

age=5543, PRODUCER4 produced item 0.6109297009381629 age=5544, PRODUCER4 sent item 0.6109297009381629

age=5545, PRODUCER4 napping for 1325 ms

age=5613, PRODUCER3 produced item 0.874675354317203 age=5614, PRODUCER3 sent item 0.874675354317203

age=5615, PRODUCER3 napping for 664 ms age=5615, Consumer2 wants to consume

age=5616, Consumer2 received item 0.6109297009381629 age=5617, Consumer2 napping for 1072 ms

age=5682, Consumer3 wants to consume

age=5683, Consumer3 received item 0.874675354317203 age=5684, Consumer3 napping for 474 ms

age=5804, PRODUCER0 produced item 0.1782579961776114 age=5806, PRODUCER0 sent item 0.1782579961776114

age=5808, PRODUCER0 napping for 640 ms age=5963, Consumer1 wants to consume

age=5963, Consumer1 received item 0.1782579961776114 age=5965, Consumer1 napping for 1642 ms

age=5972, Consumer4 wants to consume

age=5973, Consumer4 received item 0.9186461316635379 age=5974, Consumer4 napping for 891 ms

age=6093, time to terminate the threads and exit age=6096, PRODUCER4 interrupted from sleep age=6098, Consumer0 interrupted from sleep age=6099, Consumer1 interrupted from sleep age=6100, Consumer4 interrupted from sleep age=6101, Consumer3 interrupted from sleep age=6103, Consumer2 interrupted from sleep age=6113, PRODUCER0 interrupted from sleep age=6114, PRODUCER1 interrupted from sleep age=6115, PRODUCER2 interrupted from sleep age=6116, PRODUCER3 interrupted from sleep age=7103, all threads are done

# Section 12. Remote Method Invocation (RMI) Some definitions

RMI is a Java package (java.rmi) used to make remote procedure calls.

### RMI allows a thread in one JVM to invoke a method in an object in another JVM that is perhaps on a different computer.

*Object serialization* is used to send an object from one JVM to another as an argument of a remote method invocation. This converts an object into a byte stream that is sent through a socket and converted into a copy of the object on the other end. A new thread is created in the remote object to execute the called method's code.

[Example Compute.java](#_bookmark70) on page 99 shows several clients accessing a remote server executing in a different JVM, which can be on a different physical machine. [Sample run of](#_bookmark71) [Compute.java server](#_bookmark71) on page 102 shows the sample server outpu[St; ample run of](#_bookmark72) [Compute.java clients](#_bookmark72) on page 105 shows the sample client output.

Notice that the sample output shows the clients' remote method invocations are interleaved -- that is, overlapping executions by new threads created in the server for each RMI. There are no race conditions or synchronization problems in this example because the clients are independent and do not share any data.

In the sample run, the clients all execute in one JVM and the server in another JVM. Both JVMs are on the same physical machine. If the clients are on a different physical machine, pass the name of the machine on which the server runs as a command-line argument when starting the clients.

RMI can be used by a thread in one JVM to send a message to or rendezvous with a thread in another JVM. A thread willing to receive or rendezvous registers an interface that other threads can use and implements the interface using a message passing or rendezvous object.

Background material on RMI

RMI, or remote method invocation, is the ability to make remote procedure calls. We use "remote procedure calls" to describe an extended rendezvous between two threads in different JVMs, perhaps on different physical machines.

Sun's RMI allows a thread in one JVM to invoke (call) a method in an object in another JVM that is perhaps on a different physical machine. A new thread is created in the other (remote) JVM to execute the called method.

The ComputeServer remote object implements a Compute interface containing a compute() method that a local Client can call, passing a Work object whose doWork() method the server calls. The client is using the remote server to have work performed on its behalf (adding vectors). Presumably the server is running on a computer architecture that can perform the work more efficiently. Parameters to the remote method and the method's return results, if any, are passed from one JVM to the other using object serialization over the

network.

User-written classes

Rendezvous client and server classes for RMI include:

* [Interface RemoteRendezvous.java](#_bookmark73) on page 107
* [Class RemoteRendezvousClient.java](#_bookmark74) on page 108 . Used by client or peer
* [Class RemoteRendezvousServer.java](#_bookmark75) on page 109 . Used by server or peer

Examples of RMI

Rendezvous [Example Transact.java](#_bookmark76) on page 110 -- Several clients access a remote server executing in a different JVM, which can be on a different physical machine. Server and client output is in [Sample run of Transact.java server](#_bookmark77) on page 113 an[Sd ample run of Transact.java](#_bookmark78) [clients](#_bookmark78) on page 114 .

Multiple clients transact (read and write operations) with a database on a remote server. The transactions are serialized to avoid race conditions on the shared database maintained by the server. Also, the server gives client number zero highest priority by always handling its transaction first among those waiting to be performed.

In the sample run, the clients all execute in one JVM and the server in another JVM. Both JVMs are on the same physical machine. If the clients are on a different physical machine, pass the name of the machine on which the server runs as a command-line argument when starting the clients.

Message passing [Example Ring.java](#_bookmark79) on page 115 -- Several peers are arranged in a circular ring. Each ring member executes in its own JVM and the ring members need not all be on the same physical machine. A single token object is passed around the ring from each member to its successor. These are the sample outputs ([Sample run of Ring.java ring](#_bookmark80) [member](#_bookmark80) 0 on page 119[S, ample run of Ring.java ring member](#_bookmark81) 1 on page 120 , an[Sd ample run](#_bookmark82) [of Ring.java ring member](#_bookmark82) 2 on page 121 ) in a three-member ring.

In the sample run, the three ring members execute in different JVMs, all on the same physical machine. If the JVMs are on different physical machines, give each ring member on its command line the machine name of its successor. Each physical machine running one or more ring member JVMs needs to be executing one instance of rmiregistry, started either manually or internally by one of the ring members on that machine.

The next several panels display the code described in this section. To view the code, click Next; or you can go directly to the next section, [Wrapup](#_bookmark83) on page 122 , and return to the code samples at another time.

Example Compute.java

import java.io.Serializable; import java.rmi.\*;

import java.rmi.server.UnicastRemoteObject;

import java.rmi.registry.\*;

public interface Compute extends Remote {

public static final String SERVER\_NAME = "ComputeServer"; public static final String SERVER\_MACHINE = "localhost"; public static final int SERVER\_PORT = 8989;

public static final int RUN\_TIME = 20; public abstract Work compute(Work w)

throws RemoteException, InterruptedException;

}

class Work extends Sugar implements Serializable { private final int N = 3;

private String name = null;

private double[] a = null, b = null, c = null; private boolean performed = false;

public Work(String name) { this.name = name;

a = new double[N]; b = new double[N]; c = new double[N]; for (int i = 0; i < N; i++) {

a[i] = random(-N, N); b[i] = random(-N, N);

}

}

public void doWork() throws InterruptedException {

// sleep to simulate some computation time Thread.sleep(1+(int)random(1000\*N));

for (int i = 0; i < N; i++) c[i] = a[i] + b[i]; performed = true;

}

public String toString() { String value = "\n" + name; value += "\na=";

for (int i = 0; i < N; i++) value += " " + a[i]; value += "\nb=";

for (int i = 0; i < N; i++) value += " " + b[i]; if (performed) {

value += "\nc=";

for (int i = 0; i < N; i++) value += " " + c[i];

}

return value;

}

}

class ComputeServer extends UnicastRemoteObject implements Compute {

public ComputeServer() throws RemoteException { } public Work compute(Work w)

throws RemoteException, InterruptedException { System.out.println(SERVER\_NAME + " " + Thread.currentThread()

+ " got work request:" + w); w.doWork();

System.out.println(SERVER\_NAME + " " + Thread.currentThread()

+ " sending reply:" + w); return w;

}

public static void main(String args[]) { int serverPort = Compute.SERVER\_PORT;

int runTime = Compute.RUN\_TIME;// seconds try {

serverPort = Integer.parseInt(args[0]); runTime = Integer.parseInt(args[1]);

} catch (Exception e) { /\* use defaults \*/ } System.out.println("Server: serverMachine=" + SERVER\_MACHINE

+ ", serverName=" + SERVER\_NAME + ", serverPort="

+ serverPort + ", runTime=" + runTime);

// create a registry and register this server try {

Registry registry = LocateRegistry.createRegistry(serverPort);

ComputeServer server = new ComputeServer(); registry.bind(SERVER\_NAME, server);

} catch (Exception e) {

System.err.println(SERVER\_NAME + " exception " + e); System.exit(1);

}

System.out.println("server " + SERVER\_NAME

+ " has been created and bound in the registry"); try {

Thread.sleep((runTime+10)\*1000);

} catch (InterruptedException e) { /\* ignored \*/ } System.out.println("time to terminate the Server and exit"); System.exit(0);

}

}

class Client extends Sugar implements Runnable { private String name = null;

private int id = -1;

private Compute server = null; private int napTime = 0; private Thread me = null;

private Client(int id, Compute server, int napTime) { this.name = "Client " + id;

this.id = id; this.server = server; this.napTime = napTime;

(me = new Thread(this)).start();

}

public void timeToQuit() { me.interrupt(); }

public void pauseTilDone() throws InterruptedException

{ me.join(); } public void run() {

int napping;

Work w = null;

if (Thread.currentThread() != me) return; while (true) {

if (Thread.interrupted()) { System.out.println("age=" + age() + ", " + name

+ " interrupted"); return;

}

napping = 1 + (int) random(napTime); try {

Thread.sleep(napping);

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted out of sleep"); return;

}

w = new Work(name); System.out.println("age=" + age() + ", "

+ name + " sending to server work:" + w); try {

w = server.compute(w);

} catch (Exception e) { System.err.println("Client exception " + e); return;

}

System.out.println("age=" + age() + ", "

+ name + " received from server reply:" + w);

}

}

public static void main(String[] args) { String serverName = Compute.SERVER\_NAME;

String serverMachine = Compute.SERVER\_MACHINE;

int serverPort = Compute.SERVER\_PORT; int numClients = 3;

int napTime = 4;// both in int runTime = Compute.RUN\_TIME; // seconds try {

serverMachine = args[0]; serverName = args[1];

serverPort = Integer.parseInt(args[2]); numClients = Integer.parseInt(args[3]); napTime = Integer.parseInt(args[4]); runTime = Integer.parseInt(args[5]);

} catch (Exception e) { /\* use defaults \*/ } System.out.println("Client: serverMachine=" + serverMachine

+ ", serverName=" + serverName + ", serverPort=" + serverPort

+ "\n numClients=" + numClients + ", napTime=" + napTime

+ ", runTime=" + runTime); Compute server = null;

try {

server = (Compute)

Naming.lookup("rmi://" + serverMachine + ":"

+ serverPort + "/" + serverName);

} catch (Exception e) { System.err.println("Client exception " + e); System.exit(1);

}

Client[] c = new Client[numClients]; for (int i = 0; i < numClients; i++)

c[i] = new Client(i, server, 1000\*napTime); System.out.println("All Client threads started");

// let the Clients run for a while try {

Thread.sleep(runTime\*1000); System.out.println("age=" + age()

+ ", time to terminate the Clients and exit"); for (int i = 0; i < numClients; i++)

c[i].timeToQuit(); Thread.sleep(1000);

for (int i = 0; i < numClients; i++) c[i].pauseTilDone();

} catch (InterruptedException e) { /\* ignored \*/ } System.out.println("age=" + age()

+ ", all Clients are done"); System.exit(0);

}

}

/\* ............... To run:

machineA% javac Compute.java machineA% rmic ComputeServer machineA% java ComputeServer &

machineA% rsh machineB "java Client machineA"

\*/

# Sample run of Compute.java server

% javac Compute.java

% rmic ComputeServer

% java ComputeServer &

Server: serverMachine=localhost, serverName=ComputeServer, serverPort=8989, runTime=20 server ComputeServer has been created and bound in the registry

Client 2

a= -2.6956833547799772 2.7056242913415076 1.5467036159966847

b= 0.9272845052351353 2.375308405708611 1.7315712879212102

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 1

a= 2.198285066955644 1.1014851982887102 2.1195367406109042

b= -2.40242980205884 -0.2716969010229877 1.7543779582559216

ComputeServer Thread[TCP Connection(4)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 2

a= -2.6956833547799772 2.7056242913415076 1.5467036159966847

b= 0.9272845052351353 2.375308405708611 1.7315712879212102

c= -1.768398849544842 5.080932697050119 3.278274903917895

ComputeServer Thread[TCP Connection(6)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 0

a= 1.1018592459170318 2.998499863398912 -2.2753431857554913

b= 1.60740034099687 2.4918661638800934 -0.35813980483005325

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 1

a= 2.198285066955644 1.1014851982887102 2.1195367406109042

b= -2.40242980205884 -0.2716969010229877 1.7543779582559216

c= -0.20414473510319597 0.8297882972657225 3.873914698866826

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 2

a= -0.8261092470419777 0.721414082931692 -0.42645707078792716

b= -0.5302742195582928 0.8483683515941847 -1.0025008898402417

ComputeServer Thread[TCP Connection(6)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 0

a= 1.1018592459170318 2.998499863398912 -2.2753431857554913

b= 1.60740034099687 2.4918661638800934 -0.35813980483005325

c= 2.709259586913902 5.490366027279006 -2.6334829905855446

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 2

a= -0.8261092470419777 0.721414082931692 -0.42645707078792716

b= -0.5302742195582928 0.8483683515941847 -1.0025008898402417

c= -1.3563834666002705 1.5697824345258766 -1.4289579606281688

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 2

a= -0.10302907032858588 2.122280172623806 -2.972889012811118

b= -2.1063144034959604 1.2484700810438456 -0.34516873732456776

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 2

a= -0.10302907032858588 2.122280172623806 -2.972889012811118

b= -2.1063144034959604 1.2484700810438456 -0.34516873732456776

c= -2.2093434738245463 3.3707502536676515 -3.3180577501356856

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 1

a= 1.8732549025182514 1.6775852683316153 -1.3943090135761338

b= 0.4459518118556396 0.010579789697764852 -2.106450761604641

ComputeServer Thread[TCP Connection(6)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 0

a= -2.8410081979322523 2.5649645745053986 -0.026610740169620506

b= 0.7851856936449471 0.616151284898736 -2.9907779217992445

Client 2

a= -1.5686083274058547 1.9379634892476183 0.7979989612913752

b= -2.4602035559398168 2.111407097419087 -0.13995152334940153

ComputeServer Thread[TCP Connection(4)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 2

a= -1.5686083274058547 1.9379634892476183 0.7979989612913752

b= -2.4602035559398168 2.111407097419087 -0.13995152334940153

c= -4.028811883345671 4.049370586666705 0.6580474379419736

ComputeServer Thread[TCP Connection(6)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 0

a= -2.8410081979322523 2.5649645745053986 -0.026610740169620506

b= 0.7851856936449471 0.616151284898736 -2.9907779217992445

c= -2.0558225042873053 3.1811158594041347 -3.017388661968865

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 1

a= 1.8732549025182514 1.6775852683316153 -1.3943090135761338

b= 0.4459518118556396 0.010579789697764852 -2.106450761604641

c= 2.319206714373891 1.68816505802938 -3.5007597751807746

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 1

a= 1.13032496867271 1.7356634369443213 -1.039424286223417

b= 1.6589595605000858 -2.2151755327196945 -2.2322555512103297

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 1

a= 1.13032496867271 1.7356634369443213 -1.039424286223417

b= 1.6589595605000858 -2.2151755327196945 -2.2322555512103297

c= 2.7892845291727957 -0.4795120957753731 -3.271679837433747

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 0

a= -0.27919433374176084 -1.6389486800885282 0.49400802045625003

b= -1.0951363826810552 -1.7985257452276389 1.0206951985241437

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 0

a= -0.27919433374176084 -1.6389486800885282 0.49400802045625003

b= -1.0951363826810552 -1.7985257452276389 1.0206951985241437

c= -1.374330716422816 -3.437474425316167 1.5147032189803937

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 2

a= -2.657830948742076 0.9247497273131033 -1.1837878935327522

b= -0.7360974998678449 -2.5187722515825985 1.3749770142429956

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 2

a= -2.657830948742076 0.9247497273131033 -1.1837878935327522

b= -0.7360974998678449 -2.5187722515825985 1.3749770142429956

c= -3.393928448609921 -1.5940225242694952 0.1911891207102434

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 0

a= 1.4082232953660423 -0.9931870973853112 1.3910761385634984

b= -2.889407167103009 -0.7824050505085749 2.903892793441319

ComputeServer Thread[TCP Connection(6)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 1

a= -0.955428681740063 -2.5673385086416904 -2.780364026600216

b= -1.8793447696742414 -1.1507818551369844 2.7499555247812895

ComputeServer Thread[TCP Connection(6)-barry.popesteen.org/134.210.51.61,5,RMI runtime

sending reply:

Client 1

a= -0.955428681740063 -2.5673385086416904 -2.780364026600216

b= -1.8793447696742414 -1.1507818551369844 2.7499555247812895

c= -2.8347734514143044 -3.7181203637786746 -0.030408501818926403

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 0

a= 1.4082232953660423 -0.9931870973853112 1.3910761385634984

b= -2.889407167103009 -0.7824050505085749 2.903892793441319

c= -1.4811838717369668 -1.775592147893886 4.294968932004817

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 2

a= 1.9275748750871307 -1.585790045655693 -0.5744877856676425

b= -1.6055158235742573 -2.439632153002778 -1.8423081956633163

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime sending reply:

Client 2

a= 1.9275748750871307 -1.585790045655693 -0.5744877856676425

b= -1.6055158235742573 -2.439632153002778 -1.8423081956633163

c= 0.3220590515128734 -4.025422198658471 -2.4167959813309587

ComputeServer Thread[TCP Connection(5)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 1

a= -2.0501067221742413 -0.8359759895038006 2.8004561794994416

b= 0.3434141542833764 1.5887901295117377 1.613726707462031

ComputeServer Thread[TCP Connection(6)-barry.popesteen.org/134.210.51.61,5,RMI runtime got work request:

Client 0

a= 2.6637065224520526 2.744898828042219 2.6241017194381673

b= -2.120103401814829 2.031211204287832 -0.6996379517312672

time to terminate the Server and exit

# Sample run of Compute.java clients

% java Client

Client: serverMachine=localhost, serverName=ComputeServer, serverPort=8989 numClients=3, napTime=4, runTime=20

All Client threads started

age=2755, Client 2 sending to server work:

Client 2

a= -2.6956833547799772 2.7056242913415076 1.5467036159966847

b= 0.9272845052351353 2.375308405708611 1.7315712879212102

age=2848, Client 1 sending to server work:

Client 1

a= 2.198285066955644 1.1014851982887102 2.1195367406109042

b= -2.40242980205884 -0.2716969010229877 1.7543779582559216

age=3918, Client 0 sending to server work:

Client 0

a= 1.1018592459170318 2.998499863398912 -2.2753431857554913

b= 1.60740034099687 2.4918661638800934 -0.35813980483005325

age=4362, Client 2 received from server reply:

Client 2

a= -2.6956833547799772 2.7056242913415076 1.5467036159966847

b= 0.9272845052351353 2.375308405708611 1.7315712879212102

c= -1.768398849544842 5.080932697050119 3.278274903917895

age=4423, Client 1 received from server reply:

Client 1

a= 2.198285066955644 1.1014851982887102 2.1195367406109042

b= -2.40242980205884 -0.2716969010229877 1.7543779582559216

c= -0.20414473510319597 0.8297882972657225 3.873914698866826

age=4941, Client 2 sending to server work:

Client 2

a= -0.8261092470419777 0.721414082931692 -0.42645707078792716

b= -0.5302742195582928 0.8483683515941847 -1.0025008898402417

age=5193, Client 0 received from server reply:

Client 0

a= 1.1018592459170318 2.998499863398912 -2.2753431857554913

b= 1.60740034099687 2.4918661638800934 -0.35813980483005325

c= 2.709259586913902 5.490366027279006 -2.6334829905855446

age=5223, Client 2 received from server reply:

Client 2

a= -0.8261092470419777 0.721414082931692 -0.42645707078792716

b= -0.5302742195582928 0.8483683515941847 -1.0025008898402417

c= -1.3563834666002705 1.5697824345258766 -1.4289579606281688

age=5912, Client 2 sending to server work:

Client 2

a= -0.10302907032858588 2.122280172623806 -2.972889012811118

b= -2.1063144034959604 1.2484700810438456 -0.34516873732456776

age=8254, Client 2 received from server reply:

Client 2

a= -0.10302907032858588 2.122280172623806 -2.972889012811118

b= -2.1063144034959604 1.2484700810438456 -0.34516873732456776

c= -2.2093434738245463 3.3707502536676515 -3.3180577501356856

age=8431, Client 1 sending to server work:

Client 1

a= 1.8732549025182514 1.6775852683316153 -1.3943090135761338

b= 0.4459518118556396 0.010579789697764852 -2.106450761604641

age=8521, Client 0 sending to server work:

Client 0

a= -2.8410081979322523 2.5649645745053986 -0.026610740169620506

b= 0.7851856936449471 0.616151284898736 -2.9907779217992445

age=8621, Client 2 sending to server work:

Client 2

a= -1.5686083274058547 1.9379634892476183 0.7979989612913752

b= -2.4602035559398168 2.111407097419087 -0.13995152334940153

age=10054, Client 2 received from server reply:

Client 2

a= -1.5686083274058547 1.9379634892476183 0.7979989612913752

b= -2.4602035559398168 2.111407097419087 -0.13995152334940153

c= -4.028811883345671 4.049370586666705 0.6580474379419736

age=10343, Client 0 received from server reply:

Client 0

a= -2.8410081979322523 2.5649645745053986 -0.026610740169620506

b= 0.7851856936449471 0.616151284898736 -2.9907779217992445

c= -2.0558225042873053 3.1811158594041347 -3.017388661968865

age=11144, Client 1 received from server reply:

Client 1

a= 1.8732549025182514 1.6775852683316153 -1.3943090135761338

b= 0.4459518118556396 0.010579789697764852 -2.106450761604641

c= 2.319206714373891 1.68816505802938 -3.5007597751807746

age=11591, Client 1 sending to server work:

Client 1

a= 1.13032496867271 1.7356634369443213 -1.039424286223417

b= 1.6589595605000858 -2.2151755327196945 -2.2322555512103297

age=12303, Client 1 received from server reply:

Client 1

a= 1.13032496867271 1.7356634369443213 -1.039424286223417

b= 1.6589595605000858 -2.2151755327196945 -2.2322555512103297

c= 2.7892845291727957 -0.4795120957753731 -3.271679837433747

age=12431, Client 0 sending to server work:

Client 0

a= -0.27919433374176084 -1.6389486800885282 0.49400802045625003

b= -1.0951363826810552 -1.7985257452276389 1.0206951985241437

age=12709, Client 0 received from server reply:

Client 0

a= -0.27919433374176084 -1.6389486800885282 0.49400802045625003

b= -1.0951363826810552 -1.7985257452276389 1.0206951985241437

c= -1.374330716422816 -3.437474425316167 1.5147032189803937

age=12802, Client 2 sending to server work:

Client 2

a= -2.657830948742076 0.9247497273131033 -1.1837878935327522

b= -0.7360974998678449 -2.5187722515825985 1.3749770142429956

age=14454, Client 2 received from server reply:

Client 2

a= -2.657830948742076 0.9247497273131033 -1.1837878935327522

b= -0.7360974998678449 -2.5187722515825985 1.3749770142429956

c= -3.393928448609921 -1.5940225242694952 0.1911891207102434

age=15061, Client 0 sending to server work:

Client 0

a= 1.4082232953660423 -0.9931870973853112 1.3910761385634984

b= -2.889407167103009 -0.7824050505085749 2.903892793441319

age=15711, Client 1 sending to server work:

Client 1

a= -0.955428681740063 -2.5673385086416904 -2.780364026600216

b= -1.8793447696742414 -1.1507818551369844 2.7499555247812895

age=16123, Client 1 received from server reply:

Client 1

a= -0.955428681740063 -2.5673385086416904 -2.780364026600216

b= -1.8793447696742414 -1.1507818551369844 2.7499555247812895

c= -2.8347734514143044 -3.7181203637786746 -0.030408501818926403

age=17493, Client 0 received from server reply:

Client 0

a= 1.4082232953660423 -0.9931870973853112 1.3910761385634984

b= -2.889407167103009 -0.7824050505085749 2.903892793441319

c= -1.4811838717369668 -1.775592147893886 4.294968932004817

age=17761, Client 2 sending to server work:

Client 2

a= 1.9275748750871307 -1.585790045655693 -0.5744877856676425

b= -1.6055158235742573 -2.439632153002778 -1.8423081956633163

age=18914, Client 2 received from server reply:

Client 2

a= 1.9275748750871307 -1.585790045655693 -0.5744877856676425

b= -1.6055158235742573 -2.439632153002778 -1.8423081956633163

c= 0.3220590515128734 -4.025422198658471 -2.4167959813309587

age=19181, Client 1 sending to server work:

Client 1

a= -2.0501067221742413 -0.8359759895038006 2.8004561794994416

b= 0.3434141542833764 1.5887901295117377 1.613726707462031

age=19621, Client 0 sending to server work:

Client 0

a= 2.6637065224520526 2.744898828042219 2.6241017194381673

b= -2.120103401814829 2.031211204287832 -0.6996379517312672

age=20771, time to terminate the Clients and exit age=20773, Client 2 interrupted out of sleep age=21781, all Clients are done

# Interface RemoteRendezvous.java

import java.rmi.\*;

public interface RemoteRendezvous extends Remote { public abstract Transaction serverGetClient

(RendezvousCondition condition)

throws RemoteException, InterruptedException; public abstract Transaction serverGetClient()

throws RemoteException, InterruptedException;

public abstract Object clientTransactServer(Object message) throws RemoteException, InterruptedException;

public abstract void send(Object message)

throws RemoteException, InterruptedException; public abstract void call(Object message)

throws RemoteException, InterruptedException;

public abstract Object receive(RendezvousCondition condition) throws RemoteException, InterruptedException;

public abstract Object receive()

throws RemoteException, InterruptedException;

}

# Class RemoteRendezvousClient.java

import java.rmi.\*;

import java.rmi.registry.\*;

public class RemoteRendezvousClient implements RemoteRendezvous { private RemoteRendezvous server = null;

public RemoteRendezvousClient(String serverName, String serverMachine, int serverPort)

throws NotBoundException, UnknownHostException, RemoteException { Registry registry = null; System.out.println("RemoteRendezvousClient: calling getRegistry("

+ serverMachine + "," + serverPort + ")"); if (serverPort > 0)

registry = LocateRegistry.getRegistry(serverMachine, serverPort); else

registry = LocateRegistry.getRegistry(serverMachine); System.out.println("RemoteRendezvousClient: getRegistry("

+ serverMachine + "," + serverPort + ") called"); System.out.println("RemoteRendezvousClient: calling lookup("

+ serverName + ")");

server = (RemoteRendezvous) registry.lookup(serverName); System.out.println("RemoteRendezvousClient: lookup("

+ serverName + ") called");

}

public RemoteRendezvousClient(String serverName, String serverMachine) throws NotBoundException, UnknownHostException, RemoteException {

this(serverName, serverMachine, 0);

}

public Transaction serverGetClient (RendezvousCondition condition)

throws RemoteException, InterruptedException { return server.serverGetClient(condition);

}

public Transaction serverGetClient()

throws RemoteException, InterruptedException { return server.serverGetClient();

}

public Object clientTransactServer(Object message) throws RemoteException, InterruptedException {

return server.clientTransactServer(message);

}

public void send(Object message)

throws RemoteException, InterruptedException { server.send(message);

}

public void call(Object message)

throws RemoteException, InterruptedException { server.call(message);

}

public Object receive(RendezvousCondition condition) throws RemoteException, InterruptedException {

return server.receive(condition);

}

public Object receive()

throws RemoteException, InterruptedException { return server.receive();

}

}

# Class RemoteRendezvousServer.java

import java.rmi.\*;

import java.rmi.registry.\*;

import java.rmi.server.UnicastRemoteObject; import java.rmi.server.ExportException;

public class RemoteRendezvousServer extends UnicastRemoteObject implements RemoteRendezvous {

private Rendezvous local = null;

public RemoteRendezvousServer(String serverName, int serverPort) throws RemoteException, AccessException, AlreadyBoundException {

super();

local = new Rendezvous(); Registry registry = null; try {

// See if a registry already exists. System.out.println("RemoteRendezvousServer: calling createRegistry("

+ serverPort + ")"); if (serverPort > 0)

registry = LocateRegistry.createRegistry(serverPort); else

registry = LocateRegistry.createRegistry(Registry.REGISTRY\_PORT); System.out.println("RemoteRendezvousServer: createRegistry("

+ serverPort + ") called");

} catch (ExportException e) {

System.out.println("ExportException: A regsitry already exists."); System.out.println("RemoteRendezvousServer: calling getRegistry("

+ serverPort + ")"); if (serverPort > 0)

registry = LocateRegistry.getRegistry(serverPort); else

registry = LocateRegistry.getRegistry(); System.out.println("RemoteRendezvousServer: getRegistry("

+ serverPort + ") called");

}

System.out.println("RemoteRendezvousServer: calling bind("

+ serverName + ")"); registry.bind(serverName, this);

System.out.println("RemoteRendezvousServer: bind("

+ serverName + ") called");

}

public RemoteRendezvousServer(String serverName)

throws RemoteException, AccessException, AlreadyBoundException { this(serverName, 0);

}

public Transaction serverGetClient (RendezvousCondition condition)

throws RemoteException, InterruptedException { return local.serverGetClient(condition);

}

public Transaction serverGetClient()

throws RemoteException, InterruptedException { return local.serverGetClient();

}

public Object clientTransactServer(Object message) throws RemoteException, InterruptedException {

return local.clientTransactServer(message);

}

public void send(Object message)

throws RemoteException, InterruptedException { local.send(message);

}

public void call(Object message)

throws RemoteException, InterruptedException { local.call(message);

}

public Object receive(RendezvousCondition condition) throws RemoteException, InterruptedException {

return local.receive(condition);

}

public Object receive()

throws RemoteException, InterruptedException { return local.receive();

}

}

# Example Transact.java

import java.util.Vector; import java.io.Serializable; import java.rmi.\*;

public class Transact {

public static final String SERVER\_NAME = "TransactServer"; public static final String SERVER\_MACHINE = "localhost"; public static final int SERVER\_PORT = 8989;

public static final int RUN\_TIME = 20;

}

class Request extends Sugar implements Serializable { private String name = null;

private int time;

private int performed = 0;

public Request(String name, int time) { this.name = name;

this.time = time;

}

public void doRequest() throws InterruptedException { System.out.println("age=" + age() + ", performing:" + this); performed = 1+(int)random(time);

// sleep to simulate some transaction time Thread.sleep(performed);

System.out.println("age=" + age() + ", performed:" + this);

}

public String getName() { return name; } public String toString() {

return "\n" + name + ", " + time + ", " + performed;

}

}

class ServerCondition implements RendezvousCondition { public ServerCondition() { }

public boolean checkCondition

(int messageNum, Vector blockedMessages, int numBlockedServers) {

Object message = blockedMessages.elementAt(messageNum); String client = ((Request) message).getName();

if (client.equals("Client 0")) return true; int size = blockedMessages.size();

/\*

* **If "Client 0" is not anywhere in the queue, then rendezvous**
* **with any client.**

\*/

for (int i = 0; i < size; i++) {

message = blockedMessages.elementAt(i); client = ((Request) message).getName();

if (client.equals("Client 0")) return false;

}

return true;

}

}

class TransactServer extends SugarRE implements Runnable { private String serverName = null;

private RemoteRendezvousServer rend = null; private ServerCondition sc = null;

private Thread me = null;

public TransactServer(String serverName, int serverPort)

throws AlreadyBoundException, AccessException, RemoteException { this.serverName = serverName;

rend = new RemoteRendezvousServer(serverName, serverPort); sc = new ServerCondition();

(me = new Thread(this)).start();

}

public void run() {

if (Thread.currentThread() != me) return; while (true) {

if (Thread.interrupted()) {

System.out.println("age=" + age() + ", " + serverName

+ " interrupted"); return;

}

try {

Transaction t = rend.serverGetClient(sc); Object m = t.serverGetRequest();

if (m != null) {

((Request) m).doRequest(); t.serverMakeReply(m);

} else

System.out.println(serverName + " got null request");

} catch (RemoteException e) {

System.out.println("age=" + age() + ", " + serverName

+ " rendezvous remote exception"); e.printStackTrace();

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + serverName

+ " interrupted out of rendezvous"); return;

}

}

}

public static void main(String args[]){ String serverName = Transact.SERVER\_NAME;

String serverMachine = Transact.SERVER\_MACHINE; int serverPort = Transact.SERVER\_PORT;

int runTime = Transact.RUN\_TIME;// seconds try {

serverPort = Integer.parseInt(args[0]); runTime = Integer.parseInt(args[1]);

} catch (Exception e) { /\* use defaults \*/ } System.out.println("Server: serverMachine=" + serverMachine

+ ", serverName=" + serverName + ", serverPort="

+ serverPort + ", runTime=" + runTime); try {

TransactServer server = new TransactServer(serverName, serverPort);

} catch (Exception e) {

System.err.println(serverName + " exception " + e); e.printStackTrace();

System.exit(1);

}

System.out.println("age=" + age() + ", " + serverName

+ " has been created and bound in the registry"); try {

Thread.sleep((runTime+10)\*1000);

} catch (InterruptedException e) { /\* ignored \*/ } System.out.println("age=" + age() + ", " + serverName

+ ", time to terminate and exit"); System.exit(0);

}

}

class Client extends SugarRE implements Runnable { private String name = null;

private int id = -1;

private RemoteRendezvousClient rend = null; private int napTime = 0;

private Thread me = null;

private Client(int id, RemoteRendezvousClient rend, int napTime) { this.name = "Client " + id;

this.id = id; this.rend = rend;

this.napTime = napTime;

(me = new Thread(this)).start();

}

public void timeToQuit() { me.interrupt(); }

public void pauseTilDone() throws InterruptedException

{ me.join(); } public void run() {

int napping;

Request r = null;

if (Thread.currentThread() != me) return; while (true) {

if (Thread.interrupted()) { System.out.println("age=" + age() + ", " + name

+ " interrupted"); return;

}

napping = 1 + (int) random(napTime); try {

Thread.sleep(napping);

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted out of sleep"); return;

}

r = new Request(name, napTime); System.out.println("age=" + age() + ", "

+ name + " sending to server request:" + r); try {

r = (Request) rend.clientTransactServer(r);

} catch (Exception e) { System.err.println("Client exception " + e); e.printStackTrace();

return;

}

System.out.println("age=" + age() + ", "

+ name + " received from server reply:" + r);

}

}

public static void main(String[] args) { String serverName = Transact.SERVER\_NAME;

String serverMachine = Transact.SERVER\_MACHINE; int serverPort = Transact.SERVER\_PORT;

int numClients = 3;

int napTime = 4;// both in int runTime = Transact.RUN\_TIME; // seconds try {

serverMachine = args[0]; serverName = args[1];

serverPort = Integer.parseInt(args[2]); numClients = Integer.parseInt(args[3]); napTime = Integer.parseInt(args[4]); runTime = Integer.parseInt(args[5]);

} catch (Exception e) { /\* use defaults \*/ } System.out.println("Client: serverMachine=" + serverMachine

+ ", serverName=" + serverName + ", serverPort=" + serverPort

+ "\n numClients=" + numClients + ", napTime=" + napTime

+ ", runTime=" + runTime); RemoteRendezvousClient rend = null; try {

rend = new RemoteRendezvousClient(serverName, serverMachine, serverPort);

} catch (Exception e) { System.err.println("Client exception " + e); e.printStackTrace();

System.exit(1);

}

Client[] c = new Client[numClients]; for (int i = 0; i < numClients; i++)

c[i] = new Client(i, rend, 1000\*napTime); System.out.println("All Client threads started");

// let the Clients run for a while try {

Thread.sleep(runTime\*1000); System.out.println("age=" + age()

+ ", time to terminate the Clients and exit"); for (int i = 0; i < numClients; i++)

c[i].timeToQuit(); Thread.sleep(1000);

for (int i = 0; i < numClients; i++) c[i].pauseTilDone();

} catch (InterruptedException e) { /\* ignored \*/ } System.out.println("age=" + age()

+ ", all Clients are done"); System.exit(0);

}

}

/\* ............... To run:

machineA% javac Transact.java machineA% rmic RemoteRendezvousServer machineA% java TransactServer &

machineA% rsh machineB "java Client machineA"

\*/

# Sample run of Transact.java server

% javac Transact.java

% rmic RemoteRendezvousServer

% java TransactServer &

Server: serverMachine=localhost, serverName=TransactServer, serverPort=8989, runTime=2 RemoteRendezvousServer: calling createRegistry(8989)

RemoteRendezvousServer: createRegistry(8989) called RemoteRendezvousServer: calling bind(TransactServer)

RemoteRendezvousServer: bind(TransactServer) called

age=247, TransactServer has been created and bound in the registry age=11737, performing:

Client 1, 4000, 0 age=13946, performed:

Client 1, 4000, 2194

age=13948, performing:

Client 0, 4000, 0 age=16815, performed:

Client 0, 4000, 2852

age=16816, performing:

Client 2, 4000, 0 age=19025, performed:

Client 2, 4000, 2193

age=19026, performing:

Client 1, 4000, 0 age=21025, performed:

Client 1, 4000, 1983

age=21026, performing:

Client 0, 4000, 0 age=22675, performed:

Client 0, 4000, 1637

age=22676, performing:

Client 2, 4000, 0 age=25345, performed:

Client 2, 4000, 2658

age=25346, performing:

Client 1, 4000, 0 age=26055, performed:

Client 1, 4000, 700 age=26211, performing:

Client 2, 4000, 0 age=26607, performed:

Client 2, 4000, 367 age=26619, performing:

Client 0, 4000, 0 age=29055, performed:

Client 0, 4000, 2427

age=29201, performing:

Client 1, 4000, 0

age=30255, TransactServer, time to terminate and exit

# Sample run of Transact.java clients

% java Client

Client: serverMachine=localhost, serverName=TransactServer, serverPort=8989 numClients=3, napTime=4, runTime=20

RemoteRendezvousClient: calling getRegistry(localhost,8989) RemoteRendezvousClient: getRegistry(localhost,8989) called RemoteRendezvousClient: calling lookup(TransactServer) RemoteRendezvousClient: lookup(TransactServer) called

All Client threads started

age=1654, Client 1 sending to server request:

Client 1, 4000, 0

age=1850, Client 2 sending to server request: Client 2, 4000, 0

age=2832, Client 0 sending to server request:

Client 0, 4000, 0

age=3908, Client 1 received from server reply:

Client 1, 4000, 2194

age=6121, Client 1 sending to server request:

Client 1, 4000, 0

age=6776, Client 0 received from server reply:

Client 0, 4000, 2852

age=8986, Client 2 received from server reply:

Client 2, 4000, 2193

age=9101, Client 0 sending to server request:

Client 0, 4000, 0

age=10860, Client 2 sending to server request:

Client 2, 4000, 0

age=10986, Client 1 received from server reply:

Client 1, 4000, 1983

age=12636, Client 0 received from server reply:

Client 0, 4000, 1637

age=13310, Client 1 sending to server request:

Client 1, 4000, 0

age=15306, Client 2 received from server reply:

Client 2, 4000, 2658

age=16015, Client 1 received from server reply:

Client 1, 4000, 700

age=16160, Client 2 sending to server request:

Client 2, 4000, 0

age=16430, Client 0 sending to server request:

Client 0, 4000, 0

age=16570, Client 2 received from server reply:

Client 2, 4000, 367

age=19015, Client 0 received from server reply:

Client 0, 4000, 2427

age=19150, Client 1 sending to server request:

Client 1, 4000, 0

age=20080, Client 2 sending to server request:

Client 2, 4000, 0

age=20290, Client 0 sending to server request:

Client 0, 4000, 0

age=20730, time to terminate the Clients and exit age=21740, all Clients are done

# Example Ring.java

import java.io.Serializable; import java.rmi.\*;

public class Ring {

public static final String RING\_NAME = "RingMember"; public static final String RING\_MACHINE = "localhost";

}

class Token implements Serializable { private int value = 0;

private String owner = null;

public Token(String o, int v) { owner = o;value = v; } public String getOwner() { return owner; }

public int getValue() { return value; } public void setOwner(String o) { owner = o; } public void setValue(int v) { value = v; } public String toString() {

return "\nToken: owner=" + owner + ", value=" + value;

}

}

class RingMember extends SugarRE implements Runnable { private RemoteRendezvousServer channel = null; private String name = null;

private int id = 0;

private RemoteRendezvousClient successor = null; private String successorMachine = null;

private String successorName = null; private int napTime = 0;// seconds private Thread me = null;

public RingMember(int d, String i, String m, String n, int t)

throws AlreadyBoundException, AccessException, RemoteException { id = d;

name = i; successorMachine = m; successorName = n; napTime = t;

channel = new RemoteRendezvousServer(name);

}

private void start() { (me = new Thread(this)).start(); } public void timeToQuit() { me.interrupt(); }

public void pauseTilDone() throws InterruptedException

{ me.join(); } public void run() {

Token t = null;

if (Thread.currentThread() != me) return; System.out.println("age=" + age() + ", " + name + " go!"); if (id == 0) {

// Special case: create the token and pause

// for all other ring members to initialize

// and register themselves. try {

Thread.sleep(5000);// Yes, this is a kludge!

} catch (InterruptedException e) { } try {

successor =

new RemoteRendezvousClient(successorName, successorMachine); System.out.println("age=" + age() + ", " + name

+ ", successor looked up");

} catch (Exception e) {

System.err.println("age=" + age() + ", " + name

+ ", successor exception " + e); e.printStackTrace();

return;

}

t = new Token(name, 1000); System.out.println("age=" + age() + ", " + name

+ " creating initial token" + t); try {

send(successor, t);

} catch (Exception e) {

System.err.println("age=" + age() + ", " + name

+ ", initial token exception " + e); e.printStackTrace();

return;

}

System.out.println("age=" + age() + ", " + name

+ " passed initial token to successor " + successorName); while (true) {

if (Thread.interrupted()) { System.out.println("age=" + age() + ", " + name

+ " interrupted in run"); return;

}

t = null; try {

t = (Token) receive(channel);

} catch (RemoteException e) { System.out.println("age=" + age() + ", " + name

+ " rendezvous remote exception"); e.printStackTrace();

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted in receive"); return;

}

int napping = 1 + (int) (Math.random()\*1000\*napTime); System.out.println("age=" + age() + ", " + name

+ " sleeping for " + napping

+ " ms after receiving token" + t); try {

Thread.sleep(napping);

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted in sleep"); return;

}

t.setOwner(name);t.setValue(t.getValue()+1); System.out.println("age=" + age() + ", " + name

+ " passing token" + t); try {

send(successor, t);

} catch (Exception e) {

System.err.println("age=" + age() + ", " + name

+ ", pass exception " + e); e.printStackTrace();

return;

}

System.out.println("age=" + age() + ", " + name

+ " token passed to successor " + successorName);

}

} else {

// Everybody else waits to get the token before passing it on. while (true) {

if (Thread.interrupted()) { System.out.println("age=" + age() + ", " + name

+ " interrupted in run"); return;

}

t = null; try {

t = (Token) receive(channel);

} catch (RemoteException e) { System.out.println("age=" + age() + ", " + name

+ ", rendezvous remote exception"); e.printStackTrace();

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted in receive"); return;

}

int napping = 1 + (int) (Math.random()\*1000\*napTime); System.out.println("age=" + age() + ", " + name

+ " sleeping for " + napping

+ " ms after receiving token" + t); try {

Thread.sleep(napping);

} catch (InterruptedException e) { System.out.println("age=" + age() + ", " + name

+ " interrupted in sleep"); return;

}

t.setOwner(name);t.setValue(t.getValue()+1); System.out.println("age=" + age() + ", " + name

+ " passing token" + t); if (successor == null) {

// Don't do this until you get the token from

// your predecessor to make sure your successor

// is registered try {

successor = new

RemoteRendezvousClient(successorName, successorMachine); System.out.println("age=" + age() + ", " + name

+ ", successor looked up");

} catch (Exception e) {

System.err.println("age=" + age() + ", " + name

+ ", successor exception " + e); e.printStackTrace();

return;

}

}

try {

send(successor, t);

} catch (Exception e) {

System.err.println("age=" + age() + ", " + name

+ ", pass exception " + e); e.printStackTrace();

return;

}

System.out.println("age=" + age() + ", " + name

+ " token passed to successor " + successorName);

}

}

}

public static void main(String args[]) { int id = 0;

int successorId = 1;

String successorMachine = Ring.RING\_MACHINE; String myMachine = Ring.RING\_MACHINE;

int napTime = 4; // both in int runTime = 30; // seconds try {

id = Integer.parseInt(args[0]); successorId = Integer.parseInt(args[1]); successorMachine = args[2];

myMachine = args[3];

napTime = Integer.parseInt(args[4]); runTime = Integer.parseInt(args[5]);

} catch (Exception e) { /\* use defaults \*/ } String name = Ring.RING\_NAME + id;

String successorName = Ring.RING\_NAME + successorId; System.out.println("age=" + age() + ", " + name

+ "\nid = " + id

+ "\nsuccessor machine = " + successorMachine

+ "\nsuccessor name = " + successorName); RingMember member = null;

try {

member = new RingMember(id, name, successorMachine, successorName, napTime);

} catch (Exception e) {

System.err.println("age=" + age() + ", " + name

+ ", exception " + e); e.printStackTrace(); System.exit(1);

}

System.out.println("age=" + age() + ", " + name

+ " has been created and bound in the registry"); member.start();

try {

Thread.sleep(1000\*runTime); System.out.println("age=" + age() + ", " + name

+ ", time to terminate and exit"); member.timeToQuit(); Thread.sleep(1000); member.pauseTilDone();

} catch (InterruptedException e) { /\* ignored \*/ } System.exit(0);

}

}

/\* ............... To run:

machineA% javac Ring.java

machineA% rmic RemoteRendezvousServer machineA% rsh machineC "rmiregistry &"

machineA% rsh machineC "java RingMember 2 0 machineA &" machineA% rsh machineB "rmiregistry &"

machineA% rsh machineB "java RingMember 1 2 machineC &" machineA% rmiregistry &

machineA% java RingMember 0 1 machineB &

\*/

# Sample run of Ring.java ring member 0

% javac Ring.java

% rmic RemoteRendezvousServer

% java RingMember 0 1 age=10, RingMember0

id = 0

successor machine = localhost successor name = RingMember1

RemoteRendezvousServer: calling createRegistry(0) RemoteRendezvousServer: createRegistry(0) called RemoteRendezvousServer: calling bind(RingMember0)

RemoteRendezvousServer: bind(RingMember0) called

age=600, RingMember0 has been created and bound in the registry age=610, RingMember0 go!

RemoteRendezvousClient: calling getRegistry(localhost,0) RemoteRendezvousClient: getRegistry(localhost,0) called RemoteRendezvousClient: calling lookup(RingMember1) RemoteRendezvousClient: lookup(RingMember1) called age=5655, RingMember0, successor looked up

age=5658, RingMember0 creating initial token Token: owner=RingMember0, value=1000

age=5694, RingMember0 passed initial token to successor RingMember1 age=9451, RingMember0 sleeping for 21 ms after receiving token

Token: owner=RingMember2, value=1002 age=9486, RingMember0 passing token

Token: owner=RingMember0, value=1003

age=9493, RingMember0 token passed to successor RingMember1 age=13681, RingMember0 sleeping for 490 ms after receiving token

Token: owner=RingMember2, value=1005 age=14175, RingMember0 passing token

Token: owner=RingMember0, value=1006

age=14182, RingMember0 token passed to successor RingMember1 age=20491, RingMember0 sleeping for 321 ms after receiving token

Token: owner=RingMember2, value=1008 age=20825, RingMember0 passing token

Token: owner=RingMember0, value=1009

age=20832, RingMember0 token passed to successor RingMember1 age=24211, RingMember0 sleeping for 2132 ms after receiving token

Token: owner=RingMember2, value=1011 age=26355, RingMember0 passing token

Token: owner=RingMember0, value=1012

age=26362, RingMember0 token passed to successor RingMember1 age=29581, RingMember0 sleeping for 3991 ms after receiving token

Token: owner=RingMember2, value=1014

age=30615, RingMember0, time to terminate and exit age=30618, RingMember0 interrupted in sleep

# Sample run of Ring.java ring member 1

% java RingMember 1 2 & age=10, RingMember1

id = 1

successor machine = localhost successor name = RingMember2

RemoteRendezvousServer: calling createRegistry(0) ExportException: A regsitry already exists.

RemoteRendezvousServer: calling getRegistry(0) RemoteRendezvousServer: getRegistry(0) called RemoteRendezvousServer: calling bind(RingMember1)

RemoteRendezvousServer: bind(RingMember1) called

age=1838, RingMember1 has been created and bound in the registry age=1844, RingMember1 go!

age=5782, RingMember1 sleeping for 2703 ms after receiving token Token: owner=RingMember0, value=1000

age=8502, RingMember1 passing token Token: owner=RingMember1, value=1001

RemoteRendezvousClient: calling getRegistry(localhost,0) RemoteRendezvousClient: getRegistry(localhost,0) called RemoteRendezvousClient: calling lookup(RingMember2) RemoteRendezvousClient: lookup(RingMember2) called age=8709, RingMember1, successor looked up

age=8747, RingMember1 token passed to successor RingMember2 age=9571, RingMember1 sleeping for 183 ms after receiving token

Token: owner=RingMember0, value=1003 age=9771, RingMember1 passing token

Token: owner=RingMember1, value=1004

age=9783, RingMember1 token passed to successor RingMember2 age=14258, RingMember1 sleeping for 3099 ms after receiving token

Token: owner=RingMember0, value=1006 age=17370, RingMember1 passing token

Token: owner=RingMember1, value=1007

age=17379, RingMember1 token passed to successor RingMember2 age=20908, RingMember1 sleeping for 1294 ms after receiving token

Token: owner=RingMember0, value=1009 age=22210, RingMember1 passing token

Token: owner=RingMember1, value=1010

age=22219, RingMember1 token passed to successor RingMember2 age=26438, RingMember1 sleeping for 1491 ms after receiving token

Token: owner=RingMember0, value=1012 age=27950, RingMember1 passing token

Token: owner=RingMember1, value=1013

age=27958, RingMember1 token passed to successor RingMember2 age=31850, RingMember1, time to terminate and exit age=31857, RingMember1 interrupted in receive

# Sample run of Ring.java ring member 2

% java RingMember 2 0 & age=10, RingMember2

id = 2

successor machine = localhost successor name = RingMember0

RemoteRendezvousServer: calling createRegistry(0) ExportException: A regsitry already exists.

RemoteRendezvousServer: calling getRegistry(0) RemoteRendezvousServer: getRegistry(0) called RemoteRendezvousServer: calling bind(RingMember2)

RemoteRendezvousServer: bind(RingMember2) called

age=1964, RingMember2 has been created and bound in the registry age=2024, RingMember2 go!

age=8926, RingMember2 sleeping for 474 ms after receiving token Token: owner=RingMember1, value=1001

age=9413, RingMember2 passing token Token: owner=RingMember2, value=1002

RemoteRendezvousClient: calling getRegistry(localhost,0) RemoteRendezvousClient: getRegistry(localhost,0) called RemoteRendezvousClient: calling lookup(RingMember0) RemoteRendezvousClient: lookup(RingMember0) called age=9689, RingMember2, successor looked up

age=9712, RingMember2 token passed to successor RingMember0 age=9963, RingMember2 sleeping for 3952 ms after receiving token

Token: owner=RingMember1, value=1004 age=13933, RingMember2 passing token

Token: owner=RingMember2, value=1005

age=13942, RingMember2 token passed to successor RingMember0 age=17559, RingMember2 sleeping for 3179 ms after receiving token

Token: owner=RingMember1, value=1007 age=20743, RingMember2 passing token

Token: owner=RingMember2, value=1008

age=20752, RingMember2 token passed to successor RingMember0 age=22400, RingMember2 sleeping for 2053 ms after receiving token

Token: owner=RingMember1, value=1010 age=24463, RingMember2 passing token

Token: owner=RingMember2, value=1011

age=24472, RingMember2 token passed to successor RingMember0 age=28139, RingMember2 sleeping for 1687 ms after receiving token

Token: owner=RingMember1, value=1013 age=29833, RingMember2 passing token

Token: owner=RingMember2, value=1014

age=29842, RingMember2 token passed to successor RingMember0 age=32035, RingMember2, time to terminate and exit age=32038, RingMember2 interrupted in receive

# Section 13. Wrapup Tutorial summary

### In this tutorial, we examined one of the Java language's most important features -- support

for multithreaded (concurrent) programming.

One benefit of multithreaded programs is that they can take advantage of the additional CPUs in a shared-memory multiprocessor architecture in order to execute more quickly.

Using multiple threads can also simplify the design of a program, as in the example of a server program in which each incoming client request is handled by a dedicated thread.

Thread synchronization is extremely important, and this tutorial provides many examples to illustrate this concept.

This tutorial has also illustrated the following concepts by providing definitions, examples, resources, and sample code: Starting Java threads; thread states, priorities, and methods; volatile modifiers; race conditions; synchronized blocks; monitors; semaphores; message passing; rendezvous; and Remote Method Invocation.

Resources

Download code.zip, a zip file containing all example Java programs used in this tutorial.

The following online and print resources will help you follow up on the material presented in this tutorial:

* All example Java programs in this tutorial have been executed on a PC running [*Red Hat's version 7.0 of Linux*](http://www.redhat.com/), using the [*IBM Java software developer kit version 1.3.0 for Linux*](http://www.ibm.com/developerworks/java/jdk/linux130/).

### In "[*Writing multithreaded Java applications*](http://www-106.ibm.com/developerworks/library/j-thread.html)" (developerWorks, March 2001), Alex Roetter explains the Java Thread API, outlines issues involved in multithreading, and offers solutions to common problems.

* Multithreaded programming expert Brian Goetz can help you understand the tricks and traps of the Java threading model in this developerWorks forum, "[*Multithreaded Java programming*](http://www-105.ibm.com/developerworks/java_df.nsf/AllViewTemplate?OpenForm&amp;RestrictToCategory=23)."
* Brian Goetz also offers Threading lightly -- a series on threaded programming.
  + The first installment, "[*Synchronization is not the enemy*](http://www-106.ibm.com/developerworks/library/j-threads1/)" (developerWorks, July 2001), explains when you have to synchronize and how expensive it is.

### The second article, "[*Reducing contention*](http://www-106.ibm.com/developerworks/java/library/j-threads2.html)" (developerWorks, September 2001), explores several techniques for reducing contention to improve scalability in programs.

* + The third article, "[*Sometimes it's best not to share*](http://www-106.ibm.com/developerworks/library/j-threads3.html)" (developerWorks, October 2001), gives tips on exploiting the power of ThreadLocal.

### In "[*Writing efficient thread-safe classes*](http://www-106.ibm.com/developerworks/library/threadsafe/index.html) " (developerWorks, April 2000), Neel V. Kumar uses programming examples to explain how language-level support for locking objects and for inter-thread signaling makes writing thread-safe classes easy.

* Andrew D. Birrell's "[*An Introduction to Programming with Threads*](ftp://gatekeeper.dec.com/pub/DEC/SRC/research-reports/SRC-035.ps.Z)" (1989; a DEC research report) provides excellent guidance on threading.
* Doug Lea's [*Java concurrent programming package*](http://gee.cs.oswego.edu/dl/classes/EDU/oswego/cs/dl/util/concurrent/intro.html) provides standardized, efficient versions of utility classes commonly encountered in concurrent Java programming. The author also explains how to use the Java platform's threading model more precisely by illuminating the patterns and trade-offs associated with concurrent programming in his book, [*Concurrent Programming in Java: Design Principles and Patterns*](http://cseng.aw.com/book/0%2C3828%2C0201310090%2C00.html), second edition (Addison Wesley, 2000).

### [*JCSP*](http://www.cs.ukc.ac.uk/projects/ofa/jcsp/)is a Java class library providing a base range of CSP primitives found at the University of Kent, Canterbury, UK. (CSP, or Communicating Sequential Processes, is a mathematical theory for specifying and verifying complex patterns of behavior arising from interactions between concurrent objects.)

* JavaPP introduces the CSP model into Java threads, enabling Java active processes to communicate and synchronize via CSP synchronization primitives, helping to eliminate race hazards, deadlock, livelock, and starvation. Two good JavaPP sites exist -- at the [*University of Bristol*](http://www.cs.bris.ac.uk/%7Ealan/javapp.html) and the [*University of Twente*](http://www.rt.el.utwente.nl/javapp/).
* This Bill Venners' article, "[*Design for thread safety*](http://www.javaworld.com/jw-08-1998/jw-08-techniques.html)" (JavaWorld, August 1998), offers design guidelines for thread safety and provides a background on the concept of thread safety with several examples of objects -- both thread safe and not thread safe; it also delivers guidelines to help determine when thread safety is appropriate and how best to achieve it.
* Allen Holub's "[*Programming Java threads in the real world, Parts 1 through*](http://www.javaworld.com/javaworld/jw-09-1998/jw-09-threads.html) *9*" (JavaWorld, September 1998 - June 1999), is a series that purports to deliver everything you need to know to effectively program threads in real-world applications and situations.
* [*Concurrent Programming: Principles and Practice*](http://cseng.aw.com/book/0%2C3828%2C0805300864%2C00.html) by Gregory R. Andrews (Benjamin/Cummings, 1991) provides an in-depth overview of principles and practical techniques that can be used to design concurrent programs.
* [*Foundations of Multithreaded, Parallel, and Distributed Programming*](http://cseng.aw.com/book/0%2C3828%2C0201357526%2C00.html) by Gregory R. Andrews (Addison Wesley, 2000) covers such current programming techniques as semaphores, locks, barriers, monitors, message passing, and remote invocation, providing examples with complete programs, both shared and distributed.

### Stephen Hartley's book, [*Concurrent Programming: The Java Programming Language*](http://www.oup-usa.org/isbn/0195113152.html)(Oxford University Press, 1998) shows readers how to use the Java language to code semaphores, monitors, message passing, remote procedure calls, and the rendezvous for thread synchronization and communication.

* [*Java Thread Programming*](http://www.samspublishing.com/detail_sams.cfm?item=0672315858) by Paul Hyde (Sams, 1999) demonstrates how to leverage Java's thread facilities to increase program efficiency and to avoid common mistakes.
* [*Concurrency: State Models and Java Programs*](http://www.wiley.com/Corporate/Website/Objects/Products/0%2C9049%2C104914%2C00.html) by Jeff Magee and Jeff Kramer (John Wiley & Sons, 1999) provides a systematic and practical approach to designing, analyzing, and implementing concurrent programs.

### Other, more generic books on operating-system and Java-language programming that have expanded sections on multithreading and concurrent programming include:

* + [*Operating Systems: Internals and Design Principles*](http://www.phptr.com/ptrbooks/esm_0130319996.html), fourth edition, by William Stallings (Prentice Hall, 2001) reflects ongoing changes in thread and process management and concurrency.

### [*Modern Operating Systems*](http://www.phptr.com/ptrbooks/esm_0130313580.html), second edition, by Andrew Tanenbaum (Prentice Hall, 2001) has expanded its coverage of process management, threads, and security issues.

* + [*The Java Language Specification*](http://cseng.aw.com/book/0%2C3828%2C0201634511%2C00.html) by James Gosling, Bill Joy, and Guy Steele (Addison-Wesley, 1996) covers all aspects of the Java execution model, including exceptions, threads, and binary compatibility.
  + [*Core Java 2, Volume II: Advanced Features*](http://www.phptr.com/ptrbooks/ptr_0130927384.html), fifth edition, by Cay Horstmann and Gary Cornell (Prentice Hall, 2002), which starts with a chapter on multithreading, is fully updated for Sun's JDK 2 Version 1.3 and 1.4.

Your feedback

Please let us know whether this tutorial was helpful to you and how we could make it better. We'd also like to hear about other tutorial topics you'd like to see covered. Thanks!

Colophon

This tutorial was written entirely in XML, using the developerWorks Toot-O-Matic tutorial generator. The open source Toot-O-Matic tool is an XSLT stylesheet and several XSLT extension functions that convert an XML file into a number of HTML pages, a zip file, JPEG heading graphics, and two PDF files. Our ability to generate multiple text and binary formats from a single source file illustrates the power and flexibility of XML. (It also saves our production team a great deal of time and effort.)

You can get the source code for the Toot-O-Matic at [www6.software.ibm.com/dl/devworks/dw-tootomatic-p](http://www6.software.ibm.com/dl/devworks/dw-tootomatic-p). The tutorial [Building tutorials with the](http://www-105.ibm.com/developerworks/education.nsf/xml-onlinecourse-bytitle/01F99F6B8BE60C9486256A69005BD21C?OpenDocument) [Toot-O-Matic](http://www-105.ibm.com/developerworks/education.nsf/xml-onlinecourse-bytitle/01F99F6B8BE60C9486256A69005BD21C?OpenDocument) demonstrates how to use the Toot-O-Matic to create your own tutorials. developerWorks also hosts a forum devoted to the Toot-O-Matic; it's available at

[www-105.ibm.com/developerworks/xml\_df.nsf/AllViewTemplate?OpenForm&RestrictToCategory=11](http://www-105.ibm.com/developerworks/xml_df.nsf/AllViewTemplate?OpenForm&amp;RestrictToCategory=11). We'd love to know what you think about the tool.