M9 Term Project – Testing

**1**. General Utility Class: ImageConversion.py

Specification: Receive image file from the user, if valid the image is reduced or enlarged to a certain pixel width and height. Then it is converted to a black and white image so an array is can be populated with values of only 1 and 0.

First section is Functionality-Based Input Domain Modeling for ImageConversion.py. The basic principles are; for each function identifies the parameters and characteristics of interest, then identify blocks (which are partitions of the characteristics. **Table for Test Cases after all the derivation.**

Goal: Create test frames with the blocks by following the all combination criterion (all combinations of blocks from all characteristics must be used, excluding [single] and [error]). Then test cases are recorded in the Test plan table.

Special cases:

[single]: Special or redundant conditions that do not have to be combined with all possible choices. It is tested with one test case.

[error]: Assumed that if the parameter has this particular value, any call of the function using that choice will result in the same error. Not combined with other blocks because the other blocks don’t matter in this case.
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Function: thumbNail(img: Image):file

Parameter: Takes an image to shrink or expand an image to fit a set image size.

- one Parameter:

- Image img

- Characteristics of interest:

- File format

- image width

- image height

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Parameters | Characteristics | Blocks | Values | Constraints | Label |

Image img File format valid formats [.bmp,.gif,.jpg,.png,.tif,.tiff] [single] B1

!valid formats other [error] B2

Image width empty [0] [error] B3

!empty [1, max] [h !empty] B4

Image height empty [0] [error] B5

!empty [1, max] [w !empty] B6

All combination coverage

|  |  |
| --- | --- |
| Test Frames | Test Cases |
| B1 (or B1, B4, B6) | Test.jpg |
| B2 | Test.pdf |
| B3 | none |
| B5 | none |

Function: calcHori(width: int, height int): int

Specification: Calculates the number of pixels horizontally by dividing by the ratio that reduced the height to 48 pixels.

Special test frame: The number of horizontal pixels must have an upper bound to prevent unreasonably wide images and to allow the Arduino to signal at a leisurely rate. An arbitrary number of 250 chosen, for 20 micro second intervals.

- Two parameters:

- int w, int h

- Characteristics of parameter w:

- Value

- Characteristics of parameter h:

- Value

- Special test frame:

- A width and height that causes the calculated horizontal pixels to be >= 250.

i.e. (500, 3000) [single] B7

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Parameters | Characteristics | Blocks | Values | Constraints | Label |

Integer width, w Value Minimum(1) (-∞, 1) [error] B1

Nominal(500) [1, 1920] B2

(*soft constraint)* Maximum(1920) (1920, ∞) [single] B3

Integer height, h Value Minimum(1) (-∞, 1) [error] B4

Nominal(500) [1, 1920] B5

(*soft constraint)* Maximum(1920) (1920, ∞) [single] B6

All Combinations coverage

|  |  |
| --- | --- |
| Test Frames | Test Cases |
| B1 | W=-5, h =10 |
| B2, B5 | W=100, h = 200 |
| B3 (or B3, B5) | W= 3000, h= 1000 |
| B4 | W = 48, h = 0 |
| B6 (or B6, B2) | W= 1500, h = 4000 |
| B7 | W = 500, h = 3000 |

Function: black\_and\_white(img: Image)

Specification: Converts an image to black and white.

- one Parameter:

- Image img

- Characteristics of interest:

- File format

- image width

- image height

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Parameters | Characteristics | Blocks | Values | Constraints | Label |

Image img File format valid formats [.bmp,.gif,.jpg,.png,.tif,.tiff] [single] B1

!valid formats other [error] B2

Image width empty [0] [error] B3

!empty [1, max] [h !empty] B4

Image height empty [0] [error] B5

!empty [1, max] [w !empty] B6

All combination coverage

|  |  |
| --- | --- |
| Test Frames | Test Cases |
| B1 (or B1, B4, B6) | Test.jpg |
| B2 | Test.pdf |
| B3 | none |
| B5 | none |

Function: bitArray(img: Image): bitMatrix

Specification: Takes the black and white image and fills a 2d array with 0, for black, and 1, for white.

- one Parameter:

- Image img

- Characteristics of interest:

- File format

- image width

- image height

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Parameters | Characteristics | Blocks | Values | Constraints | Label |

Image img File format valid formats [.bmp,.gif,.jpg,.png,.tif,.tiff] [single] B1

!valid formats other [error] B2

Image width empty [0] [error] B3

!empty [1, max] [h !empty] B4

Image height empty [0] [error] B5

!empty [1, max] [w !empty] B6

All combination coverage

|  |  |
| --- | --- |
| Test Frames | Test Cases |
| B1 (or B1, B4, B6) | Test.jpg |
| B2 | Test.pdf |
| B3 | none |
| B5 | none |

Function: printBitArray(matrix: 2d array)

Specification: Print the 2d array that represents the bit pattern for a black and white image.

# Honestly this method could be simply print a 2d array.

# But we'll have it only print 0s and 1s

- One parameter:

- 2d array “matrix”

- Characteristics:

- array size, rows and cols

- element values

- type of elements

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Parameters | Characteristics | Blocks | Values | Constraints | Label |

2d array, matrix array size, row empty [0] [error] B1

Not empty [1, 48] [col !empty] B2

> max (48, ∞) [single] B3

array size, col empty [0] [error] B4

Not empty [1, 250] [row !empty] B5

> max (250, ∞) [single] B6

Element values zero [0] B7

one [1] B8

not valid [!0 or !1] [single] B9

type of elements integer int B10

not int !int [single] B11

All combination coverage

|  |  |
| --- | --- |
| Test Frames | Test Cases |
| B1 | Empty matrix |
| B2, B5, B7, B10 | [0][0]  [0][0] |
| B2, B5, B8, B10 | [1][1][1][1]  [1][1][1][1] |
| B3 (or B3, B5, B7, B10) | [0][0]  [0][0]  . .  . . 49 rows |
| B4 | Empty matrix |
| B6 (or B2, B6, B8, B10) | [1][1] . . 251 cols |
| B9 (or B2, B5, B9, B10) | [2][2]  [3][4] |
| B11 (or B2,B5, B9, B11) | [h][i] |

Function: signalInterval(width: Int): float

Specification: Calculates the interval to signal the LEDs for the next bit pattern. An arbitrary number of 250 chosen, for 20 micro second intervals, as the upper bound.

- One parameter:

- int w

- Characteristics of parameter w:

- Value

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Parameters | Characteristics | Blocks | Values | Constraints | Label |

Integer width, w Value Minimum(1) (-∞, 1) [error] B1

Nominal(50) [1, 250) B2

(*arbitrary constraint)* Maximum(150) [250, ∞) [single] B3

All combination coverage

|  |  |
| --- | --- |
| Test Frames | Test Cases |
| B1 | W= -5 |
| B2 | W=50 |
| B3 | W=300 |

|  |  |  |  |
| --- | --- | --- | --- |
| Project Name: | LED globe | Test Designed by: | Jonathan |
| Module Name: | ImageConversion.py | Tests last executed: |  |

Test Cases derived from ImageConversionTestFrames.doc

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Test ID | Test Name | Test Description | Test Cases (inputs) | Test Steps | Expected Results | Actual Results | Status |
| 1 | test\_thumbNail\_normal() | Load image with valid file format  and non‐empty | img = Test.jpg | thumbnail(Test.jpg) | Return testCreated.jpg where h is shrunk to 48 pixels | testCreatedthumbnail.jpg created and is shrunk | Pass |
| 2 | test\_thumbNail\_invaldFormat() | Load file with invalid image file  format | img = Test.pdf | thumbnail(Test.pdf) | NameError | NameError | Pass |
| 3 | test\_thumbNail\_emptyImg() | Load a created file with 0 width  and 0 height. | img = empty | Create an image of 0 width and 0 height then thumbnail(Created.jpg) | 1. ValueError when creating empty image. 2. thumbNail with empty image gives an UnboundLocalError | 1. ValueError when creating empty image. 2. thumbNail with empty image gives an UnboundLocalError | Pass |
|  |  |  |  |  |  |  |  |
| 4 | test\_calcHori\_invalidW() | Test invalid image width with valid  height | w=‐5, h=10 | calcHori(-5, 10) | Return 0 | 0 | Pass |
| 5 | test\_calcHori\_normal() | Test normal case, valid width and  height | w=100, h=200 | calcHori(100, 200) | Return 24 | 24 | Pass |
| 6 | test\_calcHori\_largeW() | Test very large width, where  width/(h/48) < 250 | w=3000, h=1000 | calcHori(3000, 1000) | Return 144 | 144 | Pass |
| 7 | test\_calcHori\_invalidH() | Test invalid height with valid width | w=48, h=0 | calcHori(48, 0) | Return 0 | 0 | Pass |
| 8 | test\_calcHori\_largeH() | Test very large height with valid  Width, where width/(h/48) < 250 | w=1500, h=4000 | calcHori(1500, 4000) | Return 18 | 18 | Pass |
| 9 | test\_calcHori\_spc() | Test a width and height, where  width/(h/48) >= 250 | w=17000, h=3000 | calcHori(17000, 3000) | Return 250 | 250 | Pass |
|  |  |  |  |  |  |  |  |
| 10 | test\_black\_and\_white\_normal() | Load image with valid file format  and non‐empty | img = Test.jpg | black\_and\_white(Test.jpg). Checking if black and white, call a test function checkBW(img) that checks the color of each pixel | Image converted to black and white | Image converted to black and white | Pass |
| 11 | test\_black\_and\_white\_invalidFormat() | Load file with invalid image file  format | img = Test.pdf | black\_and\_white(Test.pdf). | NameError | NameError | Pass |
| 12 | test\_black\_and\_white\_emptyImg() | Load a created file with 0 width  and 0 height. | img = empty | Create an image of 0 width and 0 height then black\_and\_white(Created.jpg) | 1. ValueError when creating empty image. 2. thumbNail with empty image gives an UnboundLocalError | 1. ValueError when creating empty image. 2. thumbNail with empty image gives an UnboundLocalError | Pass |
|  |  |  |  |  |  |  |  |
| 13 | test\_bitArray\_normal() | Load image with valid file format  and non‐empty  For test, full black, w = 100, h = 100 | img = Test.jpg | bitArray(Test.jpg) and a test function will validate if the 2d array only contains 0s and 1s | Bit array filled with all 0s | bit array filled with all 0s | Pass |
| 14 | test\_bitArray\_invalidFormat() | Load file with invalid image file  format | img = Test.pdf | bitArray(Test.pdf) | NameError | NameError | Pass |
| 15 | test\_bitArray\_emptyImg() | Load a created file with 0 width  and 0 height. | img = empty | Create an image of 0 width and 0 height then bitArray(Created.jpg) | 1. ValueError when creating empty image. 2. thumbNail with empty image gives an UnboundLocalError | 1. ValueError when creating empty image. 2. thumbNail with empty image gives an UnboundLocalError | Pass |
|  |  |  |  |  |  |  |  |
| 16 | test\_printBitArray\_empty() | Input empty matrix | matrix = empty | Create an empty 2d array then printBitArray(createdArray) | Prints input array | prints input matrix | Pass |
| 17 | test\_printBitArray\_valid0() | Input non empty matrix filled with  0s | matrix = [[0,0],[0,0]] | Create an empty 2d array with 2 rows and 2 columns of all 0s ,then printBitArray (createdArray) | Prints input array | prints input matrix | Pass |
| 18 | test\_printBitArray\_valid1() | Input non empty matrix filled with  1s | matrix = [[1,1,1,1], [1,1,1,1]] | Create an empty 2d array with 4 rows and 4 columns of all 1s ,then printBitArray (createdArray) | Prints input array | prints input matrix | Pass |
| 19 | test\_printBitArray\_largeRow() | Input non empty matrix with  number of rows > 49 filled with 0s | matrix = 49 rows, and 2 columns filled with 0s | Create an empty 2d array with 49 rows and 2 columns of all 0s ,then printBitArray (createdArray) | Prints input array | prints input matrix | Pass |
| 20 | test\_printBitArray\_largeCol() | Input non empty matrix with  number of columns > 251 filled with 1s | matrix = 251 columns and 10 rows filled with 1s | Create an empty 2d array with 10 rows and 251 columns of all 1s ,then printBitArray (createdArray) | Prints input array | prints input matrix | Pass |
| 21 | test\_printBitArray\_invalidVal() | Input non empty matrix filled with  integers other than 0 or 1 | matrix = [[2,2], [3,4]] | Create an empty 2d array with 2 rows and 2 columns of 2,2;3,4 ,then printBitArray (createdArray) | Does not print input array | Does not print input array | Pass |
| 22 | test\_printBitArray\_nonInt() | Input non empty matrix filled with  not integers | matrix = [[‘h’,’I’],[]] | Create an empty 2d array with 1 rows and 2 columns of h,i ,then printBitArray (createdArray) | Does not print input array | Does not print input array | Pass |
|  |  |  |  |  |  |  |  |
| 23 | test\_signalInterval\_invalidW() | Input invalid width | w=‐5 | Input signalInterval(-5) | Return 3.7 x 10^-3 | Return 3.7 x 10^-3 | Pass |
| 24 | test\_signalInterval\_normal() | Input nominal width | w=50 | Input signalInterval(50) | Return 7.407 x 10^-5 | Return 7.407 x 10^-5 | Pass |
| 25 | test\_signalInterval\_GmaxW() | Input width >= 250 | w=300 | Input signalInterval(300) | Return 1.48 x 10^-5 | Return 1.48 x 10^-5 | Pass |

**2.** Hardware Unit Test with drivers, stubs, and an oracle

Specification: runDC.py constantly reads the Revolutions per second (no load) value, converts it to a duty percent, and applies the duty cycle to the motor. The revolutions per second inputs must be within a range due to the motor’s specifications, so the duty cycle applied to the motor reflects the desired revolutions per second.

The program relies on receiving its input from an external file, so applyDuty() function in runDC.py has to be modified to have parameters for user input and an instance of the stub.
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MotorOracle() is in MotorDriver.py which supplies the test inputs and instance of a stub that the tested function outputs to. It then compares the expected value calculated by the oracle with the output written to the stub.

MotorStub.py contains the stub
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The method to derive the test cases is similar to the one used for the General Utility Class, where each input parameter’s characteristics are examined and assigned a suitable value for it. Then to create test frames, the criteria that is used is the all combination criterion (all combinations of blocks from all characteristics must be used). Then test cases are recorded in the Test plan table.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | Project Name: | LED globe | Test Designed by: | Jonathan |  |  |  |
|  | Module Name: | runDC.py | Tests last executed: | Nov 15 |  |  |  |
|  | Using a stub MotoStub.py to provide inputs (motorInputs class) and allow output (MotorStub class) | | | |  |  |  |
|  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |
| Test ID | Test Name | Test Description | Test Cases (inputs) | Test Steps | Expected Results | Acutal Results | Status (pass/fail) |
| 1 | test\_userRPStoDutyNeg() | Input of a negative value | RPS = -50 | Input RPS to userRPStoDuty and compare the result with expected duty | return 0 | 0 | Pass |
| 2 | test\_userRPStoDutyZero() | Input of a value 0 | RPS = 0 | Input RPS to userRPStoDuty and compare the result with expected duty | return 0 | 0 | Pass |
| 3 | test\_userRPStoDutyNorm() | Input of a value within range | RPS = 50 | Input RPS to userRPStoDuty and compare the result with expected duty | return 35.46 | 35.46 | Pass |
| 4 | test\_userRPStoDutyMax() | Input of a max value | RPS = 141 | Input RPS to userRPStoDuty and compare the result with expected duty | return 100 | 100 | Pass |
| 5 | test\_userRPStoDutyLarge() | Input of value larger than max | RPS = 200 | Input RPS to userRPStoDuty and compare the result with expected duty | return 100 | 100 | Pass |
| 6 | test\_userRPStoDutyInvalid() | Input an input type like char | RPS = aaa | Input RPS to userRPStoDuty and compare the result with expected duty | NameError | NameError | Pass |
|  |  |  |  |  |  |  |  |
| 7 | test\_applyDutyNeg() | In motorInput class, set the input value to a negative value. | applyDuty(-50, stubInst) | Call function applyDuty(inRPS, stubInst). Where "inRPS" and "stubInst" are parameters added to the function for testing purposes. inRPS is the revolutions per second and stubInst is the instance the of the stub class. | 0 | 0 | Pass |
| 8 | test\_applyDutyNegOne() | In motorInput class, set the input value to -1, break condition for applyDuty loop. | applyDuty(-1, stubInst) | Call function applyDuty(inRPS, stubInst). Where "inRPS" and "stubInst" are parameters added to the function for testing purposes. inRPS is the revolutions per second and stubInst is the instance the of the stub class. | 0 | 0 | Pass |
| 9 | test\_applyDutyZero() | In motorInput class, set the input value to 0. | applyDuty(0, stubInst) | Call function applyDuty(inRPS, stubInst). Where "inRPS" and "stubInst" are parameters added to the function for testing purposes. inRPS is the revolutions per second and stubInst is the instance the of the stub class. | 0 | 0 | Pass |
| 10 | test\_applyDutyNorm() | In motorInput class, set the input value to a normal value. | applyDuty(75, stubInst) | Call function applyDuty(inRPS, stubInst). Where "inRPS" and "stubInst" are parameters added to the function for testing purposes. inRPS is the revolutions per second and stubInst is the instance the of the stub class. | 53.19 | 53.19 | pass |
| 11 | test\_applyDutyMax() | In motorInput class, set the input value to max value. | applyDuty(141, stubInst) | Call function applyDuty(inRPS, stubInst). Where "inRPS" and "stubInst" are parameters added to the function for testing purposes. inRPS is the revolutions per second and stubInst is the instance the of the stub class. | 100 | 100.0 | Pass |
| 12 | test\_applyDutyLarge() | In motorInput class, set the input value to a value larger than max. | applyDuty(200, stubInst) | Call function applyDuty(inRPS, stubInst). Where "inRPS" and "stubInst" are parameters added to the function for testing purposes. inRPS is the revolutions per second and stubInst is the instance the of the stub class. | 100 | 100.0 | Pass |
|  |  |  |  |  |  |  |  |

**3.** Distributed Systems Unit Test

Communication protocol of the server follows TFTP

Type of messages received by the server:

1. Job request, opcode 06: A job request packet contains 2 bytes for the opcode and 2 bytes for the Job code which specifies the job to initialize.
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Job request will be mainly used to operate the LED ring where job 1 will initialize and control the DC motor and job 2 execute a program with the image bit pattern to operate the LEDs.

2. Write request, opcode 02: ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAiUAAABcCAIAAAA+vVKcAAAAAXNSR0IArs4c6QAAF/9JREFUeF7tnS9g4srWwKef4jlWJVc1T5VVZRWsKlfBU7CqrIJVcFVZBXXrYFWpKqugClaVqqYKqqCqqSpXNasaFDhw/U4mIST8TUsgCZwR7+6Dycw5v3Nmzvw5oXuvr68ECxJAAkgACSCBNRP4vzW3j80jASSABJAAEpAJYLxBP0ACSAAJIIFNEMB4swnK2AcSQAJIAAlgvEEfQAJIAAkggU0QwHizCcrYBxJAAkgACWC8QR9AAkgACSCBTRDAeLMJytgHEkACSAAJYLxBH0ACSAAJIIFNEMB4swnKbuxDqie5PTZUFIZulB5l3kUCQ6EYYve4ZF3aRe3doPMm4o1Ui+3t7RXabuCBMqoEpGbl8g/p3n3nBWQyi0C7AE4dq+HM5iD3EPjvd13y57LS3E2zON8nzcWbfqdeSAY5GGB7XDBZqHdsWfOK9XQsWMSwtXSAWwGKDSUT+4QJX0T8S/tzb4W+UC/EZL+2bTXUbxeTIVyQE0s4+CNnRwwJpNIhFn3y/QQsscXs7k3EG7EW9338cnp5/0du4s/95emXj3DM8n513vuk1Pl1fW9LpHuvxDY9ZwkoNlYRXyU+7ffYpMV6u5XalUyE+/Dpy+k19Wu7ylBsXt710ast4eDxZ5rSa7sUcWe42QGfNBFvWM4fOim3Xgbw056vr71GPkDIfaHWxDFi1xyF/a5KoM//+Pzt/HYYzjda5eiqreHzSGB1ArvhkzSIvKkMGicAN1p9MfvUSxVGdLT6PHi6yicC+/Dwfvik+qTEL4hgVwn4KHXTM7Q3aGQZQhJX8GkrP8+YRiF6T9WT8AE8RZiDcOqiMSVgTxNArgEiGLs0q4/N9eZrYQqUXIlye77JH1NaYI2r57FSxlbyrQl1qTWPr17GtA3WVGu/NM4UU+vLG3xm3Yx7N3nV/lQfMqXmUgEopmzrtde6SFGvYw6Oz1qaRz2cHRJyePZgbOe5HFY/VbqdWYyyjEnuBxL5K3f67OtLQ6UE7hZInI3HpikOtJKMpfdQToVltwLYFw/j4WtsZdrPZGMx+QcQQ3VLo7HUiUibP/RmebtnLHWdORV2wSfJ2+Eo8WYyPixohzrDUSoVlic3rTAwZ6l2vknBpzS0aIWGGybbkIOSqWl00JL3XYbCHFd10+jgYarCO2aZt+Oy9omFWpgCJVc6OitPwNDNjGbizWE4bKStmkpR9uXq2GDqkVUcFG/GVlkp3kRTKSOHQP5BXUfNCjg03ITLsleammdfn6tTJAP51milZq1rra+1Gf6guYIpDrRS6qI8AWM8ZZiJNyQcNs5AqiUUvWcNLOq3m4s3u+CTb483EG4gErwh3GhDi4HTC3oq13uinnNEB55s6/FeRmVOY9rk6pBOhLPND9EGlpOB7M2zMhYHL408OJd+FqRPp6566mAdPLfKJxcP6xtk62nZlBYLQI2jdyBVVRaIvUYW2Mmrv4kyu5nR0KbWHD8vL/XVosy0qSvFFoOXmyzMyYHJpf56+Ly91ZXiDbiUxlHRk5zQNRKU8V5mJNRz+WhyXaUMjjmBmH7HHJcfVKftPVTl8KYELPcUZb15MQrEg97TzVl+tNgcqbGIw/QMAnDl7aG2ZNVgzGlmtIYCY9EN4kB5Hg5d1Cd7dM0bHm1QYR8FM9SbZjkr7bG9PvnWeDNoweRk3DgsBa3QG9tWfqCVh4Azdhc6RY1HHQ03U8NqwTQqNzcVnrKGWZR2MfK3pTI7tYIpLZbHG+MieU79RfHG0ACtOF6xXh1PrAsWziV2k15pbB9m9ZsNJT5ogZseFDPjBZIcbgz7QFn1BWzoV8ZtP2x4lNNMu6m9pX86l2vLkzlPLo83xllnTv1F8cbQwITZH+T5yBD2Fw6it6j/jrrb65Mm8gXGZ1TDdiES++nJ1ytxbt7h89zPg5z+GY4LEjLUUg78sUyYXNfUtPl+s3ZOEumY6U4ksd0lj98/yQnbWvn8k5CuKPVVifzpyllY/PX14wfWF89U6oIrU/Qt0iIWCurSzoI5GBM5MIj5YmzA8Bzkl8DYrdV4iZp3KPHF4jUhHOs137xbanJ+TseRlZ26S0Ze7Y0ks0y32FQz+IV68e4wFw+ZzvcTRcB2+eWD3qn/+xU+64iu8l1vJHeT4m5P//5rj4uki7WmOBqTbzJzMBbSTQhsvP76Wo+/JRHN2ICxb9YXIjAB1QVFtL5QKRZhU8a+pf03abO+yo72SfPxpt/MhT6fDjMtPqefqyzixoXiEHAqvCgbu1n7xWSTEYvnJ0iW5CXYy5fjQbH+7cunv9hQoe26JDsXaOGPF6Pk8fx/f/1Hnin/89f/ft7DcVrS/ERrkU/Z3ownGElCwKnTVE6hWXkMZ2J+26WyQQAuUmoPXlrVswhpFr7+/d8P8BMA8kh3TmEjmewBuf7nkxLdP3z69rvLpHLml7zOUWWxJDb7pMl4I9aS/r9/wuVJMxe0Igz02/zEkpeLpRPkFtY+EG7ql/PXgWJ/xuLIy8LKR7sO0m9gSxNRy+uLJIuVtjh4vkqxd6e5mrPc3qTXmtFiJiiT7a9WDRby10z4WM1PU7KqmpkdmGiFds24JvaE4rnDboWHZY0cbuZu2UVp1oaFZeG6R7sO0nm14EaYHjYYz5T4jtRrnYX/XH4pznihYjaH1bzR3NP9ZqXybyCa0OW3tjqTk4e5ppxVy2E+aSLeDDuVePArz9FgY/owYIp6v6++1TaEzWo6fQlH2TF9c/T04bZYr/OVy9nrQDr+fpVq6p5X14PHH0qQu1y6wHfmvTon1QuFWlscfe1hfUGIUR3tuM1ZXjJPGnNazAe1CS0FvnB/kMwUi7wg35yL7Uou5nu/32xC5Pf3MRw51FDkc+nvjySc1J/6EPmguPuzwtf5gjRzy06XSo+Vinr6qJeE88cOyXkuA8sj123D9XoIpaQcZ0Y6eHx+P1ylSsaF4wIO77eO6Sfh15t+daPpQhGmCPBZqcOX0pYsrE1LYGFFR/vk0tusuQmLprNbZ7YwK61TvvVnGGbuuz0PZxMpzzoRZmSOggnHl7WzhXBq0tQ8q5jUYhGoZfegc5KqJxJYDWmCxnwBmpdlLMzBUUL3bspSn1t/hblebTr9dRanWYk0ShIBlDktw236RPL4uOKMJH8Aa3rgrR+jqR5mkppKcF3EYVnCyTxraiSNHqrlaWjzg5Ihayz7gajuLUFTmq5WaRd80sT+ZuXI6w1lyieJoyP6ciG8qXVED1hm7JWCETh96HYTyTm/RwEXMKOX66aE4uI1Ad4pi069ZKjWZOMl3dfgS/ILoW23HUyY1GIRqJXNuawBLv4jf0DtfDQyRvffu8vvn914XTZfWV+kepaKjlSkDtXq1KYTadhIMkG6XTYXmZ2Q4Y0Um6P3oCd78wRzvPyOsjp0lpF36PfBtE4HdfhPn1Ut4rB2xTyhTFHOqtwPjKYp+Ze7rs+/foy76RdZXeCTq4Vka59WXu1RXvLE4lICdJ16mG309PL3ruTXG2a84+NSJd8itu4lz7c8hnU3SIAeCESN7zUNHi7g/N5tyefmoNnmk5vY35hanUDabC4SP+9Gi+ndS2QyRcgllTrCr66c6j66roN/98V2WwDxY37OJUpYJSZcVSZD324Psz/e8QaBVUJgO8sISJ3mPdQZ9rVLJkjj7wjNDry3HORcmBO9SGF7fdJcPFxnLd3x7htfJF2nVNj2OwnM+zEbJlx+emeTLnxMfxbvwl+gcSHxVUSe+2M2gRPjPn2VTmx/1gk+6ZT9Db1Rbggzzr+XrU3we2cRYGPKRZp250BP7KstgU/6nCXp+qVRrpzX8sLa+oXfoR48fvWeTLv9pfdxN898MeTdMg72+uQeRN0tA4rqIAEkgASQgAMJOGV/40A0KBISQAJIAAlYSADjjYUwsSkkgASQABKYSwDjDToHEkACSAAJbIIAxptNUMY+kAASQAJIAOMN+gASQAJIAAlsggDGm01Qxj6QABJAAkgA4w36ABJAAkgACWyCAMabTVDGPpAAEkACSADjDfoAEkACSAAJbIIAxptNUMY+kAASQAJIAOMN+gASQAJIAAlsgoCpeCPVYnvGEjP+FSKsoNgKOTiHQ7sw4bN7hbZhRGEFBQdyQA76gbG6PywIXKbizSYCH/aBBJAAEkACW00Afx96q82LyiEBJIAEHEMA9zeOMQUKggSQABLYagIYb7bavKgcEkACSMAxBDDeOMYUKAgSQAJIYKsJYLzZavOickgACSABxxDAeOMYU6AgSAAJIIGtJoDxZqvNi8ohASSABBxDAOONY0yBgiABJIAEtpoAxputNi8qhwSQABJwDAGMN44xBQqCBJAAEthqAhhvttq8qBwSQAJIwDEEMN44xhQoCBJAAkhgqwno4g39XdCJ39Ddat3fqxyCei+5zT9Hf7F74tfMNy/F2nvcETXXznEjHeyIsWaqifubjbiY1Z1I9SS3x4aKwtDqlrE9JIAEkMCaCGxvvNnmXYjUrFz+Id2777ww6RfGv16B29U1jRts1lYCO7JFsJXxWjq3Kt7026V0xMfKf+KKCyYL9U5/LeJue6PTf+sIgE4fB7GhZGKfMOGLiH/bibhcP6lZTAY5eViwvkimtoPDop2TtTf4sFiJTH3mcju7SXw7fdKSeCPW4r7P//y6/bcrY/9zf3n65WOk0MaznrV5IRuriK8Sn/Z7JrsI5l6V0sqvrXds2BwBGBf+v79f3v+Rq3f/vT3/unvDQhI7hGGY61pTGkETm7VbcwCxluUEbPZJC+KNWEl//d0NpKoPPTrRDZ5vsgFyfxr70cSI8x5/ybfUkKH+px5n39MMPmMvAamW0Y+L3lM1JQ+LTGnqDNReOdffezCZDF/zbfXIA8KNkM2erL9b7GGKgO0+uXq8addytyRwVirF/V6qn4eLFGrlMOn+rCtbnNFh67BTyyhnbpx8tDAVjPqdesFw+GCsITV1R3axdGnkvxpU+nxIOdRjfcnSFO2+JgAcbqRL4xWXezzTkuuZRRyoseJ1aVxnhrGkdk0jzQUNtqDPw962XYxARoMvWZeIyGdCLGQ3GHa8W2CLxV4j8qVrcpgvFtVx4fXFi8X8IbmvNHcu4PhjyeilGnAg3Ei5eAyWUP3heIAbxn5IPpCfnB7k4R9Tjib3uNCP9vRcqh1d4on+HNd0gE+Ol9L0AGZybW1cac/4fw9nh4REq88TX71Uo4Qw+Qf5Y/rvo+PjgIECc3z1onvo+QpuJIwlWh1XeK4eM5MQmWNdt73GibF9WlunzqCVn6xgaGCpplqF94Ey1f7Spo2nZIusNa+pJRyosQ7D4QljZRsDTQFaZaIEzqipVWMnUqmRtaInJ+FRXc2g1tliGVUqq96Rlj1g1fcvV8fAcURF3va/NM6i1MXXII5tai7F9ZBnZIVlAVM3cADyXA7LVJ5lu4zcd4Y7EBLIt8Yu91QOTw1/A8cZ84OhgaVybrCCbcZygE+uvL8ZSo+EBDluYv5huSAcWUt9bZVy9/u3GM43XmQf6j2Vj5nu7yIvjp6Cfd6Xyz8MVHhWnGzw3CpHlP0SlKkju5dGPgwtZErqkd2wWYif3+8nyg899fneTVYvEqy306f3gezNqH25BTJuwEk7nNPPdBE3Koar1lWvZ8xxeLy9pcaSLdFrZA9hr6rPhPME89WWChLmUXp8WtBXuPxVD8FaoAUmuD4/l7KtQe8qAf8WqcHNyeAki7xDFvnegnAsPQmV93Ih7q+/v1/Tm5y2qF1lvKNhlz0yJPRSlw3Gwr94YSi161Iy5Ce6e8dh80fs9F4e+3RyAI97UE4ef9TU+UGsZL7dkiNt8L4OnsqGJQ89JiLH2uinLegacBmzdYnrAJ9cNd5QFeYWUepr30WrbT4XYmVH8/qSmQxD7nhBHXjKPi9br+dCnOKJHtgTpyPqvYXYrNzCWlF3ZMeGcqWCfGTXFuiAbtZ+dplspZT0e9XnvV6vXiyhWXyEFgqRUfvQwo8k6Vbai+Rfl+Hta9ckh0BetgXF7w3F4vCfzniSZGO5XDyogiQeNhKLwdqC6A9AwoVCnINn4UEmVcgFPV7WpyltUgb7IFnR83AI6zDW028WY9yHj1/P78jB8Vnj+QbuLYyorOjMBW1woXi41q43a6IcbnRl2K7/7JJEqaZODuA1/nixkGXIbb1N5wehXrwl4UJFG7zEo45ytRmpWbuGFsajH1rIZaLkVptgXABoAyI6wCdXjTdeFqaVucXHjW+6jXsgTt7/jM5vh6JwR0g8FpzKtlJaliT566DBTQnnj8BJnrJW7EsQNYJ+35znoQWx3SWP3z8ZNg6ff8LY14fEDZjcTBcTp2RWpguY5RALzbOFYhDdWTog/Xw6oVY0GdHcIhhS7/VGdczKYAaVc+t4POCdv758lDc1zNFJ9akjb3I8Q3BXRr+6d64Glkg2lBWmBQKOv5jJ6MONIMGXfUmEI8ZI0Kvvz+MPxUb74WFfhNAd8s2faETxmpDLLx/0o/u/X+Ez3SLJEm1c3ogDfHLVeAMLVzhYnT4hEEW40Duku5nlZai7OFxe21DDQ3ug8QbLZgjQjMp/fl0rab5YZhNglYXYfvSs8QIvPMR9dD6lxwGQ0rIz1Gg0UZadEHB8XcOycdmwVwJzv79Dx49rdQwH+OSq8Qa2GTFYiFTGVzGUGGyB4YBsYuesY9lv87D84Fg6CAlskiBoNTvgmjMLjcs15ehMK6LAP5LDIHVlelskyqulURm2m3VdZboNOypPZjXAYXFpfEu0Vls7o3ELOAj1wu8uI5+VGxMoTCtogQym+7KvIusLgdMeZn5Abp4mhdCsaD5rn2gb71kZ5YRLNl+lHIxUQ4EVK0wgWra08t1Q4GH4xvwwagnL+uF/xX5//JjYrMNyVisse0TIiS6jZeSZQkZ+FItKwAE+uXK88Ybi8lHrt3iOF5UT/L5QS6e/35NwJqa3dr+vJg8MJbjcT18SJqsdoPmCSdpGuiZoldqVEq8GEH8oeQinYWmti6HE55JyGrYa0SjIx0KhRkWQBQh9Pr3X+RnszxPkLpcu8J1xCsMO+qEFHJRDYI7jvHRiECE1ulB6C0oLZHhLd3bVBacNyE6brivjYijWYVg8Tg4Lu8SzuV8aZQAKLDaDEUgluUynK6Ox3xcq6eR5l0nFlEM2nz8FR5M/Ss2+/ATMHpEgvNikUwDWvIfkPJeptNUpyGblHNu9A3xynAe4NBd3Xspg7yY1mcpM9KnGs/JnjemOkI82na2sz3ec9TVzpMuYhFQ/Q8JkIHWR12VcguizMqrfkf8NLb0b1PKcy2VNz/nRgHGG7dIKyzgoxjJcIdE2tS7A2pOpqfD+uPaIPtlT/6BBM+tssQypbbmnco6lZRn4y7RUXjlYQ5710o6XVZjr0PovZrnDfuJKO40YPBhfZYAfcjqDvAudvjMzqh0JBIDZaSy7fXLl/Q1MRd5ISXiqnkQDNOrsB6In5YdOTc5PmlWYg6NE/uqJh6Ql/QYkmOOfrvKJowM6me0HoE5BfilMKR71a6UL5iCcumgITV0T8AMvfDkVlr/ehy9bfCk20T8XrwmNi5QqpWOXIGsXbFUO3kixWT0JUzvJtjy7eW4WJw9Jlmixqgxrh2RJB9RpR6hklz5rCHOHhSU9urQR1R0Un1LG/pNQGQ9gjz9Xa+SP5a+Zg+P8VbOeDhqvwEbzgzp9uJTDBsS23Sct2N8sW+PMWDIve8TR3y/bhDha+B0Tzs615AZR74iaGyS6xq52xFgz1bRif7OBsIxdIAEkgASQgMsJYLxxuQFRfCSABJCASwhgvHGJoVBMJIAEkIDLCezBOaXLVUDxkQASQAJIwAUEcH/jAiOhiEgACSCBLSCA8WYLjIgqIAEkgARcQADjjQuMhCIiASSABLaAAMabLTAiqoAEkAAScAEBjDcuMBKKiASQABLYAgIYb7bAiKgCEkACSMAFBDDeuMBIKCISQAJIYAsIYLzZAiOiCkgACSABFxDAeOMCI6GISAAJIIEtIIDxZguMiCogASSABFxAAOONC4yEIiIBJIAEtoCAqXgj1WJ7xhKrqX/qWUGAFZCDfjA4wR/ahQmf3Svo/+Y9IVhBMRlyQA76wbu6PyyIi6bizRbEVVQBCSABJIAE7CWAvw9tL3/sHQkgASSwKwRwf7MrlkY9kQASQAL2EsB4Yy9/7B0JIAEksCsEMN7siqVRTySABJCAvQT+H+ExXNxcVYXnAAAAAElFTkSuQmCC)
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Types of messages sent by the server are Data, ACK, and Error packets.

Not testing the TFTP, but the “Jobs.” The mock object will be a TFTP client that sends job requests to so the server initializes some programs to meet pre-conditions for the job and establish connection, then subsequently send pre-determined data.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **No.** | **Title** | **Description** | **Context** | **Trigger** | **Response** |
| 1 | test\_job1\_RQ() | Sends a correct Job 1 request.  After correct response ACK to the client, close the client and allow server to time out. | Server executes a setup and sends a correct ACK response. | Job RQ = 0601 | ACK from server with block number 0. [0400] |
| 2 | test\_job2\_RQ() | Sends a correct Job 2 request. After correct response ACK to the client, close the client and allow the server to time out. | Server executes a setup and sends a correct ACK response. | Job RQ = 0602 | ACK from server with block number 0. [0400] |
| 3 | test\_job1\_operation() | Sends a correct Job 1 request and wait until timeout “t” for ACK with block 0.  If received, Mock sends a test value one in a data packet.  The server either times out or the client sends a data packet with no data to indicate end. Close server socket and thread dies. | Pre-condition: setup correct.  Server receives correct data and writes it to the correct file specified on the server. | Data packet (1st) = 030150  (value 50) | Motor RPS successfully changes.  ACK from server with block number 1. [0401] |
| 4 | test\_job2\_operation() | Sends a correct Job 2 request and wait until timeout “t” for ACK with block 0.  If received, Mock sends bit array in data packet(s)  Server closes when a data packet is less than 516 bytes. | Pre-condition: setup correct.  Server receives correct data and writes it to the correct file specified on the server.  Server executes the correct LED program with the bit pattern and signal interval. | Data packet (1st) = 0301100010110110…..  (value 100010110110…..) until 512 bytes. If more:  Data packet (2nd) = 03010000000000…..  (value 0000000000…..)  Continues until bit pattern and signal interval sent. | ACK from server with block number n. [04n], where “n” echoes the block of the data packet.  After complete successful transfer, LED program executed with the bit pattern and signal interval. |

**4.** Acceptance Testing

• Control the motor speed to be able to simulate the optical illusion, reach an appropriate number of frames per second so the image looks complete. A (1)raspberry pi PWM output could be used to drive the motor or use an external PWM controller.

• A separate (2)Raspberry pi can display the interface to select an image to send to the globe. If an Ethernet cable is required to send the image, the procedure would be to connect, send it, and then disconnect it.

• The second (2)Raspberry pi could also be used to send the take a user’s desired speed and send it to the raspberry pi controlling the motor, then poll for new user input speed.

• Set the correct timing of the LEDs to change colour or blink when spinning to present the correct image on the globe. An Arduino can be used to control the LEDs.

• Using a Hall sensor to detect when one revolution is complete, this helps with synchronization for the pattern to be sent to the LEDs. This may be controlled by the same Arduino.

• To convert images to be able to be displayed on the globe, the image has to be converted into a pixelated version then determine the (r,g,b) array for each pixel. The image processing can be automated with Python then the arrays can be directly copied to Arduino Sketch.

|  |  |  |
| --- | --- | --- |
| **Scenario** | **Successful** | **Erroneous** |
| User inputs an image they would like to display on the LED globe. | 1. The image’s height is re-sized to the number of LEDs and width re-sized with the same ratio when re-sizing height.  2. The image is converted to a black and white image (due to no (r, g, b) LEDs), then a bit array is populated.  3. The signaling interval to the LEDs is also calculated.  4. Client Job request to the server and successful ACK response. Then the bit array and signaling interval are transferred to the server where it initializes the program that controls the LEDs with that bit pattern and signaling interval. | - Job request yield in a correct ACK from the server.  - Incomplete transfer of the bit pattern to the server  - Incorrect or no signaling interval value sent to the server  - LED control program incorrectly loads the bit pattern and/or signaling interval. |
| User enters a value for revolutions per second (unloaded) they would like to see the motor spin at. | 1. Client Job request to the server and successful ACK response.  2. Subsequent data packets are the user inputted values for the revolutions per second for the motor. | - Job request yield in a correct ACK from the server.  - Incorrect transfer or no transfer of the user value to the server  - Motor control program incorrect applies the revolutions per second to the motor. |
| Hall sensor sends a signal as an interrupt to allow a consistent timing for the pattern to start. | 1. Hall sensor passes the stationary magnet.  2. The signal used to trigger an interrupt so the LEDs pattern has a consistent point for synchronization | - Hall sensor does not send a signal at the point it detects the stationary magnet.  - Interrupt triggers incorrect behavior.  - Correct function triggered by the interrupt does not output the correct behavior. |
| TFTP server executes job 1 correctly | 1. Initialize DC motor with 0 duty cycle  2. User value written to a text file the motor program reads from, so it can convert the value to a duty cycle for the motor. | - Server fails to initialize the program that starts the DC motor loop.  - Server writes to the incorrect file or writes the incorrect value |
| TFTP server executes job 2 correctly | 1. Writes the bit pattern with correct format to a text file.  2. Starts the LED program with the loaded bit pattern and signaling interval. | - Server fails to write the bit pattern to the text file or writes incorrect data  - Server fails to start the LED program with the required parameters. |