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1. **Цель работы:**

Изучить методы защиты от ошибок, применяемые в СПД. Отработать программы, реализующие процедуры формирования помехозащищенных кадров и получения информации из них.

1. **Задание к лабораторной работе:**

Разработать программный модуль реализации процедуры кодирования и декодирования в коде Хемминга с 8 разрядами исходного кода и исправлением 1 ошибки.

**3. Теоретическая часть**
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Рис. 1 – Пример кодирования данных длиной в 16 бит

В практической части в качестве данных передается строка «01101101», которая кодируется четырьмя избыточными контрольными битами. После проводится тест исправления ошибки путем изменения одного из битов посылки.

1. **Практическая часть**

import serial

def encode\_hamming(hamming\_encoded, r):

n = len(hamming\_encoded)

for i in range(r):

count = 0

for j in range(2 \*\* i - 1, n, (2 \*\* i) \* 2):

# Check all bits in

for k in range(j, j + 2 \*\* i):

if len(hamming\_encoded) > k and hamming\_encoded[k] == '1':

count += 1

hamming\_encoded = hamming\_encoded[:2 \*\* i - 1] + str(count % 2) + hamming\_encoded[2 \*\* i:]

return hamming\_encoded

def detect\_errors(hamming\_encoded):

c = (len(hamming\_encoded) - 1).bit\_length()

n = len(hamming\_encoded)

wrong\_bits = []

for i in range(c):

count = 0

for j in range(2 \*\* i - 1, n, (2 \*\* i) \* 2):

# Check all bits in

for k in range(j, j + 2 \*\* i):

if len(hamming\_encoded) > k != 2 \*\* i - 1 and hamming\_encoded[k] == '1':

count += 1

if hamming\_encoded[2 \*\* i - 1] != str(count % 2):

wrong\_bits.append(2 \*\* i)

if len(wrong\_bits) != 0:

wrong\_bit = sum(wrong\_bits)

print(f"Error in bits {str(wrong\_bits)}. Must change {wrong\_bit} bit")

hamming\_encoded = hamming\_encoded[:wrong\_bit - 1] + str(

int(not int(hamming\_encoded[wrong\_bit - 1]))) + hamming\_encoded[wrong\_bit:]

return hamming\_encoded

def control\_bits\_count(m):

for i in range(m):

if 2 \*\* i >= m + i + 1:

return i

return 0

def find\_bits\_position(data, r):

if r == 0:

return data

j, k, m, res = (0, 0, len(data), '')

for i in range(1, m + r + 1):

if i == 2 \*\* j:

res = res + 'X'

j += 1

else:

res += data[k]

k += 1

return res

def decode\_hamming(hamming\_encoded):

c = (len(hamming\_encoded) - 1).bit\_length()

for i in range(c, -1, -1):

if len(hamming\_encoded) > 2 \*\* i:

hamming\_encoded = hamming\_encoded[:2 \*\* i - 1] + hamming\_encoded[2 \*\* i:]

return hamming\_encoded

def main():

# Test case:

data = "01101101"

print(f"Unencoded data: {data}")

c = control\_bits\_count(len(data))

arr\_x = find\_bits\_position(data, c)

print(f"Defined position: {arr\_x}")

arr1 = encode\_hamming(arr\_x, c)

print(f"Encoded data: \t {arr1}")

arr1 = "000111010101" # with error

# decoded XX0X110X1101

# right 000111011101

# error: 000111010101 error in bit 9 from

print(f"Wrong transmitted: {arr1}")

no\_errors = detect\_errors(arr1)

print(f"Decoded: \t {decode\_hamming(no\_errors)}")

if \_\_name\_\_ == '\_\_main\_\_':

main()