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# Program Description

This program is designed to pre-sell a limited number of cinema tickets.

The program prompts users for their desired number of tickets and displays the remaining count after each transaction until all tickets are sold. At completion, the user is notified, and the total number of transactions is displayed.

# Logic

1. The program starts by calling the main function.
2. The main function calls get\_sale with parameters for total tickets and maximum tickets per transaction.
3. get\_sale manages ticket transactions, calling get\_trans for each buyer.
4. get\_trans collects and validates user input using validate\_trans.
5. validate\_trans ensures input integrity before proceeding with the sale.
6. The program loops until all tickets are sold, then terminates with a final message.

# Functions

## main

Entry function for when code is invoked directly.

### Parameter(s)

* None

### Constant(s)

* None

### Variable(s)

* None

### Logic

1. Calls the get\_sale function with parameters for the total tickets available (20) and the maximum tickets per transaction (4).

### Return(s)

* None

## get\_sale

Manages ticket sales until all tickets are sold.

### Parameter(s)

* total\_ticket\_avail (int): Total number of tickets available for sale.
* max\_per\_trans (int): Maximum tickets allowed per transaction.

### Constant(s)

* None

### Variable(s)

* ticket\_remain (int): Tracks the remaining tickets.
* msg\_init (str): Welcome message for the user.
* msg\_sale (str): Displays transaction details.
* msg\_final (str): End-of-sale message.

### Logic

1. Display an initial welcome message with the total tickets available.
2. Enter a loop to process transactions until tickets run out.
3. Call get\_trans to get a valid transaction from the user.
4. Subtract the tickets sold from the total remaining.
5. Display details of the transaction.
6. Notify the user when all tickets are sold.

### Return(s)

* None

## get\_trans

Prompts the user for the number of tickets they want to purchase and validates their input.

### Parameter(s)

* max\_per\_trans (int): Maximum tickets allowed per transaction.

### Constant(s)

* None

### Variable(s)

* msg (str): Prompt message for the user.
* is\_trans\_valid (bool): Tracks whether the input is valid.
* input\_trans (str): User input for the number of tickets.

### Logic

1. Prompt the user for input.
2. Validate the input using validate\_trans.
3. Repeat until the input is valid.
4. Return the validated number of tickets as an integer.

### Return(s)

* int: Validated number of tickets.

## validate\_trans

Validates the user's transaction input.

### Parameter(s)

* trans (str): User input to validate.
* max\_per\_trans (int): Maximum tickets allowed per transaction.
* show\_warning (bool): Flag to show warnings for invalid input

### Constant(s)

* None

### Variable(s)

* trans\_int (int): Converted integer value of the user input

### Logic

1. Attempt to convert the input to an integer.
2. Check if the integer is non-negative and within the allowed range.
3. Display appropriate warnings for invalid input.
4. Return True if valid; otherwise, False.

### Return(s)

* bool: True if the transaction is valid, False otherwise.