9 Modelo de Datos.

Este artefacto depende directamente del artefacto 4 de la iteración anterior en el que definíamos el dominio del problema. Partiendo lo realizado en él crearemos los nuevos diagramas con los que modelaremos los datos a manejar y finalmente los elementos mediante los que manejaremos dichos datos.

9.1 Paso a diagrama de tablas.

Con el diagrama de tablas pretendemos modelar la estructura física de los datos con los que vamos a trabajar en nuestra base de datos. Dicho diagrama se crea de forma directa en Toad Data Modeler Convirtiendo el modelo de tipo Entidad Relación realizado en la iteración anterior a uno Físico de Tablas.

9.1.1 Decisiones tomadas.

En modelo Entidad Relación hemos tenido que tomar algunas decisiones de diseño del diagrama de Tablas antes de convertirlo.

9.1.1.1 Respecto de las herencias.

Explicamos aquí como hemos diseñado las herencias pensando tanto en optimizar las futuras consultas sobre la Base de Datos como en reducir el tamaño de esta en disco.

9.1.1.1.1 Herencia de **Trabajador**.

Hemos decidido convertir la entidad Trabajador en cinco tablas físicas ya que prevemos que cuando se quieran listar los trabajadores se querrán mostrar solo los de un tipo concreto. Adicionalmente hacer esto tiene otra ventaja pues deja a los técnicos informáticos en una tabla propia de modo que será más fácil comprobar las restricciones de integridad cuando a un técnico informático le asignemos una petición de trabajo pues solo se deberá comprobar en esa tabla si el técnico existe o no en vez de en una tabla con todos los trabajadores mezclados diferenciados por el valor de un atributo.

Tener cada tipo de trabajador en una tabla distinta también compartimentaliza la información que en este caso es algo que nos interesa pues crea distintas vistas sobre los datos que facilitan la tarea de elegir qué usuarios verán qué información. Por ejemplo, el **responsable del almacén** podrá ver solo la tabla de los **ayudantes de almacén** y no la de los **ayudantes técnicos**.

Esta decisión de crear solo tablas hija y prescindir de la tabla padre la hemos podido tomar ya que todos los trabajadores serán siempre de un tipo y solo de un tipo, es decir, la herencia es completa y exclusiva.

9.1.1.1.2 Herencia de **Pieza**.

Para la tabla de piezas hemos optado por crear también dos tablas hija sin tener la tabla padre. Por las mismas razones que con la herencia anterior podemos hacer esto pues esta relación de herencia es completa y exclusiva de modo que todas las piezas serán de un tipo, básicas o especiales y solo de uno.

Nos interesa realizar la herencia de este modo pues cada tipo de pieza tendrá atributos propios distintos de los otros tipos, de modo que si todas las piezas estuvieran en una misma tabla esta estaría llena de nulos. Cada pieza tendría mínimo dos atributos a nulo y adicionalmente nos haría falta un atributo adicional que las separara. Almacenar toda esa información innecesaria podría tanto ralentizar las consultas como gastar excesivo espacio en disco.

Por lo general accederemos o a una tabla de piezas de un tipo o a las de otro según lo que queramos hacer. Se prevé un mayor acceso a la tabla con piezas especiales pues tendrán que ser buscadas con frecuencia por los **responsables de almacén** para realizar los pedidos especiales lo cual es otro argumento a favor de tener separas las **piezas** en dos tablas distintas pues las búsquedas serán más rápidas.

9.1.1.1.3 Herencia de **Pedido**.

Los pedidos al heredar quedarán en una única tabla diferenciados por un atributo que nos indicará si contienen piezas especiales o no. Esto lo hacemos a pesar de que la herencia de los pedidos sea completa y exclusiva pues nos aportará las siguientes ventajas.

Cuando creamos un pedido este no es enviado directamente al proveedor a no ser que dicha acción se fuerce por los usuarios, si no que es enviado por un daemon del sistema de forma periódica con la intención de que piezas pedidas a un mismo proveedor vayan lleguen en un mismo paquete con la intención de reducir los gastos de envío derivados. Al tener todos los pedidos en la misma tabla dicho daemon solo tendrá que realizar una búsqueda sobre una única tabla para encontrar los pedidos con una fecha superior a la última en la que realizó pedidos para encontrar los que sean nuevos y solicitarlos a sus proveedores correspondientes. Dicha acción podría incrementar su velocidad de forma sencilla simplemente manteniendo la tabla ordenada por su PK que ya es la fecha y agrupando las piezas por proveedor.

9.1.1.2 Respecto de las PK/PFK.

9.1.1.2.1 PK de **Oficina**.

Hemos decido que la PK de las **oficinas** sea PFK en las tablas con las que se relaciona. Es decir, **Responsable de almacén** tendrá la PK de una **oficina** y **Pedido** también la tendrá. Esto nos permite comprobar si un pedido está en una oficina de forma sencilla sin tener que acceder a la tabla **Oficina** o listar los pedidos que pertenezcan a nuestra oficina con una reunión entre solo dos tablas y no entre tres lo que reduce el coste de dichas consultas que son las que más veces se realizarán en la base de datos.

Puesto que las relaciones con **Oficina** son todas 1:N situar las PFK en las relaciones del lado de la N es lo habitual pues nos evita complejidad dentro de la tabla **Oficina**. Poner la PK de las otras tablas en oficina obligaría a esta tabla a tener atributos complejos de tamaño variable o tablas intermedias donde almacenarlas lo cual son soluciones a evitar.

9.1.1.2.2 PK de **Proveedor**.

La PK del **Poveedor** la situaremos tanto en la tabla **Pedido** como en las tablas **Pieza**. Esto nos permite acceder a los proveedores de una forma más sencilla pues prevemos que se querrá buscar más veces el proveedor concreto que nos proporciona la pieza que deseamos solicitar o el proveedor que nos realiza un pedido antes que listar las piezas o pedidos de un proveedor ya que por lo general será el sistema el que busque el proveedor al que los pedidos pertenecen para realizarlos y solo querremos recuperar un proveedor del que de este modo tendremos ya su PK. Con un índice sobre las PK de los proveedores podríamos agilizar este tipo de consultas.

Además esto nos permite realizar reuniones entre **Piezas** y **Pedidos** sobre este atributo en común para obtener datos estadísticos que podrían ser de utilidad como la cantidad de piezas que se suelen realizar por pedido para un proveedor.

Al igual que ocurría con las relaciones de **Oficina** las de **Proveedor** son 1:N por lo que situar la PFK en el lado de la N a parte de las ventajas mencionadas nos evita lidiar con soluciones complejas poco recomendables derivadas de querer situar la PK en el lado del 1.

9.1.1.2.3 PK en las relaciones N:M.

Para transmitir la PK en este tipo de relaciones utilizamos una tabla intermedia que almacene y enlace las PK de unas tablas con las de otras tal como es habitual. Cabe destacar una ventaja notable de esta solución y es que nos permite almacenar atributos de la relación como explicaremos en el apartado 9.1.2 de este documento.

9.1.1.2.4 PFK en **Petición de Trabajo.**

Hemos decidido que la tabla**Petición de Trabajo** contenga como PFK las PK de las tablas con las que se relaciona de forma N:1 para simplificar la búsqueda en la base de tatos. En estas relaciones será la tabla **Petición de Trabajo** la que está en el lado de la N y la que por tanto absorbe las PK, en este caso de las tablas **Técnico Informático** y **Cliente** (también **Oficina**, pero es ya se ha explicado).

Con esta configuración nos será fácil tanto buscar el **Cliente** y el **Técnico Informático** asignados a una petición como comprobar que la dirección del técnico encaja con la del parte.

Finalmente, las tablas con las que **Petición de Trabajo** se relaciona de forma 1:1 tendrán ellas la PK de la **Petición de Trabajo**. Esto lo realizamos pues la cardinalidad mínima es 0, de modo que comprobar si existe o no un **Parte de Trabajo**, **Factura** o **Presupuesto** consistirá en buscar y fallar sobre un índice en la PK. Haciendo esto también nos evitamos la existencia de nulos ya que si no creamos un **Presupuesto** por ejemplo este simplemente no existirá sin que haga falta almacenar un nulo en el **Parte de Trabajo**.

9.1.1.3 Respecto de los índices.

9.1.2 Atributos adicionales a los del modelo Entidad Relación.

9.2 Paso a script de la Base de Datos.

9.3 Elementos adicionales para almacenar los datos.