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Об’єктом розробки є створення електронної бібліотеки для курсу «Обчислювальна геометрія».

Метою роботи було дослідження алгоритмів побудови опуклої оболонки, знаходження найкоротшого шляху на місцевості з перешкодами та оптимальної тріангуляції.

Для розробки використовувалась Eclipse IDE For Enterprise Java Developers 2019-12, база даних PostgreSQL 12.1, HTTP клієнт Postman для тестування та хмарна PaaS-платформа Heroku. Мова програмування – Java.

У ході роботи були вивчені певні алгоритми обчислювальної геометрії а також був створений програмний продукт «Електронна бібліотека для курсу Обчислювальна Геометрія», який дозволяє переглядати опис алгоритму, відео-демонстрацію, а також підтримує операції додавання, видалення та зміни алгоритму.

За методами розробки та інструментальними засобами робота велась спільно з вивченням архітектури та шаблонів проектування.

Програмний продукт «Електронна бібліотека для курсу «Обчислювальна Геометрія»» може використовуватися під час вивчення курсу Обчислювальна Геометрія студентами вищих навчальних закладів.

У наступних версіях продукту планується додати інтернаціоналізацію та можливість реєстрації акаунту при додаванні коментарів.
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# Вступ

**Оцінка сучасного стану об’єкта дослідження або розробки.** Необхідність досягнення успіху в сучасному світі диктує серйозні вимоги до якості та швидкості навчання. Підвищення ефективності навчання в сучасних умовах вимагає якісного підходу до подачі матеріалу. У наш час це неможливо без побудови інформаційної системи та, що містить такий матеріал і дозволяє працювати з нею з використанням сучасних засобів роботи з інформацією. Максимально ефективною буде система, що дозволяє здійснювати повний цикл роботи з інформацією, а саме перегляд і пошук інформації, можливість обговорення з колегами та її візуалізація. На відміну від неорганізованого збереження різних програм для перегляду алгоритмів на диску, система має дозволяти побудувати чітку структуру алгоритмів, поділену на категорії, орієнтуватися та шукати у якій стає максимально швидко та просто.

Крім того, важливі питання інформаційної безпеки, які неможливо вирішити при хаотичному збереженні алгоритмів. По-перше, запуск різних програм, які написані різними користувачами є небезпечним та часто й неможливим для роботи у сучасних мережах. В кращому випадку їх не дозволить запустити антивірус, в гіршому – вони призведуть до проблем в роботі операційної системи, і в результаті це призведе до того, що користувачі відмовляться працювати з такими програмами. По-друге, система має дозволяти змінювати інформацію лише тим, хто має дозвіл на такі дії, що й досягається за рахунок сучасних засобів автентифікації та авторизації.

**Актуальність роботи та підстави для її виконання.** При виконанні практичних та лабораторних робіт з курсу «Обчислювальна геометрія» студенти часто не розуміють, як саме має бути виконана робота та на що слід звернути увагу. Крім того, засвоєння будь-якого матеріалу краще за все відбувається при наявності наочних прикладів та розумінні в яких прикладних сферах це може бути застосовано. Тому було вирішено створити електронну бібліотеку, у якій буде зібрано основні алгоритми цього курсу з детальним описом та прикладами використання.

**Мета й завдання роботи.** Метою даної роботи було створення програмного продукту, який дає можливість читати, додавати нові та змінювати вже існуючі алгоритми. Для досягнення цієї мети були поставлені такі задачі.

* Дослідити та структурувати певний набір алгоритмів з області «Обчислювальної геометрії».
* Визначитися зі стеком технологій, які будуть використовуватися при розробці продукту.
* Створити ER-діаграму класів та відповідну їй базу даних.
* Знайти підходящу платформу для розгортання і тестування програми.

**Об’єкт, методи і засоби розроблення.** Об’єктом розроблення програмного засобу є електронна бібліотека для вивчення алгоритмів обчислювальної геометрії.

Розробці програмного продукту передувало дослідження алгоритмів побудови опуклих оболонок, знаходження оптимальних шляхів на місцевості з перешкодами та діаграм Вороного.

**Можливі сфери застосування.** Програмний продукт «Електронна бібліотека алгоритмів для курсу Обчислювальна Геометрія» може застосовуватися в навчальному процесі під час вивчення курсу Обчислювальна Геометрія та схожих з ним.

**Взаємозв’язок з іншими роботами.** За методами розробки та інструментальними засобами робота виконувалась сумісно з вивченням певних алгоритмів обчислювальної геометрії.

# Технології

## Фреймворки Spring 5 та Spring Boot 2

Фреймворк (framework – конструкція, структура) – програмне середовище спеціального призначення, каркас, який використовується для того, щоб істотно полегшити процес об’єднання певних компонент при написанні програм; основа, що дозволяє додавати компоненти в залежності від потреб.

Spring Framework або просто Spring – один із найбільш популярних фреймворків з відкритим кодом для створення проектів на Java. Він призначений для написання будь-якого додатку (наприклад, автономних, веб-застосунків або корпоративних Java Enterprize (JEE) застосунків) на відміну від багатьох інших каркасів, зокрема від каркаса Apache Struts, який призначений лише для створення веб-проектів.

### Основи

#### Історія та розвиток Spring Framework

У жовтні 2002 року Род Джонсон (Rod Jonson) випустив книгу під назвою “Expert One-on-One J2EE Design and Development”. Там описувалося розробка програм на Java Enterprize, та водночас вказувалося на кілька основних недоліків фреймворків Java EE та Enterprize Java Beans (EJB). У своїй книзі Род Джонсон запропонував простіше рішення, яке базувалося на звичайних Java класах (POJO – Plain Old Java Objects) та впровадженню залежностей (Dependency Injection - DI).

“Expert One-on-One J2EE Design and Development” одразу стала бестселером, і що не менш цікаво, через двадцять років після першої публікації принципи, які описані у цій книзі, залишаються актуальними в розробці високоякісних застосунків на Java.

Скоро після виходу книги, у лютому 2003 року, розробники Юрген Хойлер (Juergen Hoeller), Ян Кероф (Yann Caroff) та Род Джонсон вирішили створити проект з відкритим кодом, і вже в червні 2003 року була випущена версія Spring 0.9 під ліцензією Apache 2.0 license. З того часу почався бурхливий розвиток фреймворку.

У жовтні 2006 року була випущена версія Spring 2.0 і до того часу кількість завантажень перевищило відмітку в один мільйон, а у грудні 2009 з’явилася версія Spring 3.0.

У грудні 2013 року Pivotal Inc. анонсувала випуск Spring 4.0, і ця подія стала важливим кроком у розвитку фреймворку. Ця версія охоплювала повну підтримку Java 8, сторонніх бібліотек таких як Groovy 1.8+, Ehcache 2.1+, Hibernate 3.6+), Java EE7, Websockets тощо. Нарешті у 2018 році була випущена версія Spring 5.0, яка включала у себе підтримку Java EE8 та інтеграцію з бібліотеками Reactor 3.1, Junit 5 та підтримку мови Kotlin.

#### Поява Spring Boot Framework

У жовтні 2012 року Майк Янгстром (Mike Youngstrom) запропонував спростити архітектуру веб проекту шляхом конфігурації служб веб контейнера всередині Spring Container та їх завантаження прямо з методу main(). Ця пропозиція призвела до появи Spring Boot 1.0.0 в квітні 2014 року. Простота цього рішення призвела до того, що фреймворк був сприйнятий програмістами та швидко став знаходити застосування серед Java розробників. Spring Boot вважається найшвидшим та найпростішим шляхом для розробки REST мікросервісів. У ньому також наявна підтримка Docker контейнерів.

#### Архітектура Spring

Фреймворк Spring версії 5.0.0.RELEASE складається з двадцяти одного модуля, кожен з яких по суті є звичайним архівним jar-файлом, і які за основними функціями можуть бути розділені на сім основних груп:

1. Основний контейнер (Core Container)
   1. Модуль Core забезпечує основні частини платформи, включаючи інверсію управління (Inversion of Control - IoC) та впровадження залежностей (DI)
   2. Модуль Bean представляє BeanFactory, що являє собою складну реалізацію шаблону Фабрика
   3. Модуль Context – його основою є модулі Core та Bean, та представляє собою середовище для доступу до будь-яких визначених та налаштованих об’єктів. Інтерфейс ApplicationContext є координаційним центром даного модуля.
   4. Модуль SpEL представляє мову виразів для запитів та маніпулювання графом об’єктів під час виконання.
2. Доступ до даних/інтеграція (Data Access/Integration)
   1. Модуль JDBC – представляє рівень абстракції JDBC, який усуває необхідність для розробника вручну прописувати код, пов’язаний з встановленням з’єднання з базою даних.
   2. Модуль ORM – забезпечує інтеграцію з такими популярними ORM-бібліотеками як Hibernate, JDO, JPA.
   3. Модуль OXM – відповідає за зв’язок Об’єкт/XML – XMLBeans.
   4. Модуль JMS(Java Messaging Service) – відповідає за створення, передачу та отримання повідомлень.
   5. Модуль Transactions – підтримує управління транзакціями для класів, які реалізують певні методи.
3. Веб
   1. Модуль Web містить основні класи для застосування Spring у веб-проектах, у тому числі класи для автоматичного завантаження контексту, вивантаження файлів та ряд корисних класів для виконання таких повторюваних завдань, як витяг цілочисельних значень із строки запиту.
   2. Модуль Web-reactive містить базові інтерфейси та класи для моделі реактивного веб-програмування в Spring.
   3. Модуль Web-MVC містить всі класи для каркаса по проектному шаблону MVC.
   4. Модуль Web-Socket забезпечує підтримку двосторонніх зв’язків на основі WebSocket між клієнтом та сервером.
4. Модуль АОП забезпечує реалізацію аспектно-орієнтованого програмування, тобто парадигми, основаної на ідеї розділення функціональності для покращення розбиття програми на модулі.
5. Модуль Instrumentation забезпечує підтримку інструментарію класу та реалізації завантажувача класів.
6. Модуль Обміну Повідомленнями забезпечує підтримку STOMP в якості суб-протоколу WebSocket для використання в проектах.
7. Модуль Test підтримує тестування компонентів Spring за допомогою каркасів Junit та TestNG.

#### Інверсія Управління та Впровадження Залежностей

Ядро каркаса Spring засновано на принципі інверсії управління, коли створення об’єктів та управління ними здійснюється зовнішнім чином.

Як приклад можна розглянути клас A, який залежить від екземпляра класу B. Традиційно екземпляр класу В можна отримати шляхом операції new або якогось фабричного класу. Згідно з принципом інверсії управління екземпляр класу В надається класу А під час виконання програми деяким зовнішнім процесом.

Основою Spring фреймворка є контейнер інверсії управління, який налаштовує та керує Java об’єктами за допомогою рефлексії. Крім того, контейнер регулює життєвий цикл об’єктів: створює ці об’єкти, викликає методи для ініціалізації та конфігурує їх шляхом зв’язування між собою.

Об’єкти, створені контейнером, ще називаються керованими об’єктами або бінами. Контейнер може бути налаштований використовуючи XML-файли, анотації або конфігураційні класи.

Об’єкти можуть бути отримані шляхом пошуку чи впровадження залежностей. Пошук залежностей – це шаблон програмування, коли викликаючий об’єкт посилає контейнеру об’єктів запит для знаходження об’єкта, базуючись на певному імені або типі. Впровадження залежностей – це інший патерн, в якому контейнер передає екземпляри об’єктів по їх імені іншим об’єктам за допомогою конструктора або фабричного метода.

Розробники фреймворку стверджують, що Spring контейнер дозволяє створювати потужні програмні рішення так як програміст не прямо створює об’єкти, а описує як вони мають бути створені шляхом їх визначення в конфігураційних файлах. Подібно до цього, сервіси та компоненти також не викликаються безпосередньо; замість цього файли налаштувань визначають які сервіси та компоненти будуть викликані. Тобто контейнер інверсії управління спрямований на полегшення підтримки та тестування проекту.

#### Переваги впровадження залежностей в порівнянні з традиційним підходом

* До числа найголовніших переваг можна віднести можливість значного скорочення об’єму коду, який мав би бути написаний для зв’язування компонент програми.
* Впровадження залежностей також може значною мірою спростити конфігурацію програм, оскільки для налаштування класів, що впроваджуються в інші класи, можна обирати різні варіанти. Крім того, також спрощується заміна однієї реалізації залежності на іншу.
* При традиційному підході до управління залежностями спільних служб (наприклад для підключення до джерела даних чи обробки транзакцій) екземпляри залежностей отримуються там, де вони потрібні (зазвичай в залежному класі). Це призводить до розповсюдження залежностей серед багатьох класів в програмі, що може утруднити їх зміну. Але якщо застосувати впровадження залежностей, то вся інформація про спільні залежності зберігається єдиному місці, що значно спрощує управління ними та зменшує ризик помилок.
* Коли класи проектуються для впровадження залежностей стає можливим проста заміна залежностей. Це особливо зручно при тестуванні класів. Наприклад, потрібно протестувати об’єкт предметної області, що виконує складну обробку, використовуючи при цьому клас DAO для доступу до інформації, що зберігається в реляційній базі даних. При тестуванні програміста не цікавить перевірка об’єкта DAO, оскільки треба протестувати об’єкт предметної області на різних наборах даних. При традиційному підході тестування доволі ускладнюється, оскільки неможливо замінити реалізацію об’єкта DAO, реалізацією, яка б імітувала тестові дані. Але використовуючи впровадження залежностей можна імітувати реалізацію об’єкта DAO, який би повертав тестові дані.
* В цілому, проектування для впровадження залежностей означає проектування на рівні інтерфейсів. Типова програма, яка орієнтована на впровадження залежностей побудована таким чином, що спочатку всі його основні компоненти були визначені як інтерфейси а вже потім конкретні реалізації мають бути створені та зв’язані разом за допомогою контейнера впровадження залежностей. Застосувати таке проектне рішення в мові Java можна було й до виникнення фреймворку Spring, але з його застосуванням програміст отримує цілий ряд можливостей для впровадження залежностей та може сконцентруватися на побудові логіки програми, а не на самому каркасі, що підтримує впровадження залежностей.

Отже, як можна побачити технологія впровадження залежностей надає немало переваг, однак є й певні недоліки. В основному, вони пов’язані з тим, що у програмістів, що недостатньо добре орієнтуються в коді, можуть виникнути проблеми розуміння яка саме реалізація прив’язана до конкретного об’єкту. Але, як правило, така проблема виникає лише через брак досвіду з подібними технологіями. Крім того, перелічені вище плюси значно перебільшують цей невеликий недолік, хоч про нього не треба забувати при проектування програмної архітектури.

#### Різниця між Spring та Spring Boot

Як було сказано, фреймворк Spring Boot з’явився для того, щоб полегшити створення веб-проектів на Spring, уникаючи написання шаблонних налаштувань. Нижче я наведу найголовніші відмінності між Spring та Spring Boot.

|  |  |
| --- | --- |
| Spring | Spring Boot |
| Spring широко використовуваний фреймворк Java EE для створення додатків | Фреймворк Spring Boot використовується для написання REST APIs |
| Націлений на те, щоб спростити розробку на Java EE | Головною метою є зменшення об’єму коду та спрощення розробки Web застосунків |
| Основною особливістю є впровадження залежностей | Особливістю є наявність автоконфігурації; фреймворк автоматично налаштовує необхідні класи |
| Для тестування проекту необхідно безпосередньо встановлювати сервер | Містить вбудований сервер, наприклад Jetty та Tomcat |
| Не підтримує бази даних, що зберігаються в пам’яті | Пропонує декілька плагінів для роботи з базами даних, що зберігаються в пам’яті, таких як H2 |
| Програмісти вручну визначають залежності в файлі pom.xml | Були створені спеціальні starters, які відповідають за скачування необхідних jar-залежностей. |

### Патерн Model-View-Controller (MVC)

#### Основні поняття

Model-View-Controller (Модель-Вид-Контролер) – схема розділення даних програми, користувацького інтерфейсу та управляючої логіки на три окремих компоненти: модель, представлення та контролер – таким чином, що модифікація кожної з компонент може відбуватися незалежно.

* Модель – представляє дані та методи роботи з ними: запити до бази даних, перевірка на коректність. Модель не залежить від представлення (не знає як візуалізувати дані) і контролера (не має точок взаємозв’язку з користувачем), а просто надає доступ до даних та керуванню ними.
* Представлення відповідає за відображення даних моделі користувачу, при цьому реагуючи на зміни моделі, але не обробляє введені користувачем дані.
* Контролер забезпечує зв’язок між користувачем та системою. Контролює та направляє дані від користувача до системи і навпаки. Використовує модель та представлення для реалізації необхідної дії.

Основна мета застосування цього шаблону полягає у відокремленні бізнес-логіки (моделі) від її візуалізації (представлення). За рахунок такого розділення збільшується можливість повторного використання коду. Найбільш корисно застосування даної концепції в тих випадках, коли користувач має бачити ті самі дані одночасно в різних контекстах та/або з різних точок зору. Також виконуються такі задачі:

1. До однієї моделі можна підключити декілька видів, при цьому не чіпаючи реалізацію моделі. Наприклад одні й ті самі дані можуть бути представлені у вигляді таблиці, гістограми та кругової діаграми.
2. Не змінюючи реалізацію видів можна змінити реакцію на дії користувача – для цього достатньо використати інший контролер.
3. Ряд розробників спеціалізується тільки в одній з областей: або розробляють графічний інтерфейс або бізнес-логіку. Тому є можливість досягти того, що програмісти, які займаються розробкою бізнес-логіки, взагалі не будуть знати проте, яке представлення буде використовуватися.

#### Використання у веб-додатках

Не дивлячись на те, що на початку свого існування патерн використовувався для написання десктопних програм, MVC став широко використовуваний у проектуванні веб-додатків у багатьох мовах програмування. Крім того, декілька веб-фреймворків були створені на основі цього шаблона. Ці програмні фреймворки різняться у своїх інтерпретаціях, в основному тим, як функції MVC розподілені між сервером та клієнтом.

Частина веб MVC фреймворків використовують підхід тонкого клієнта, коли майже вся логіка моделі, представлення та контролера розміщується на сервері. Це відображено у таких фреймворках як Django, Rails, Spring та ASP.NET MVC. При цьому підході клієнт надсилає запит контролеру а потім отримує веб-сторінку або інший документ (наприклад JSON). В іншому випадку такі фреймворки як Angular, JavaScriptMVC та Backbone дозволяють компонентам MVC виконуватися частково на стороні клієнта.

#### Архітектура Spring MVC

Фреймворк Spring MVC забезпечує архітектуру патерна MVC за допомогою слабо зв’язаних готових компонентів. Вся логіка роботи Spring MVC побудована навколо DispatcherServlet – реалізації шаблона Front Controller, який приймає та обробляє усі HTTP-запити та відповіді на них.

Архітектура Spring Web MVC зображена на малюнку, а нижче буде наведено короткий опис того, що на ньому зображено.

![https://habrastorage.org/web/2b0/909/5f3/2b09095f35224d0c96cc02d9fc471051.png](data:image/png;base64,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)

1. Взаємодія між компонентами, зображеними на малюнку, починається з моменту, коли DispatcherServlet отримує запит від клієнта.
2. Після отримання HTTP-запиту DispatcherServlet звертається до інтерфейса HandlerMapping, що визначає який Контролер має викликатися, після чого відправляє запит до потрібного Контролера.
3. Контролер приймає запит та викликає відповідний службовий метод, що оснований на GET чи POST. Метод, що був викликаний, визначає дані, що основані на певній бізнес-логікі та повертає DispatcherServlet ім’я Виду.
4. За допомогою інтерфейсу ViewResolver DispatcherServlet визначає який Вид потрібно використати на основі отриманого імені.
5. Після того, як Вид був створений, DispatcherServlet відправляє дані Моделі у вигляді атрибутів до Виду, який врешті-решт відображується у браузері.

Всі вищезгадані компоненти, а саме HandlerMapping, Controller та ViewResolver є частинами інтерфейсу WebApplicationContext, який наслідується від інтерфейсу ApplicationContext, з деякими додатковими особливостями, що необхідні для створення веб-додатків.

### REST веб-сервіси

#### Основні принципи

Веб-сервіс (веб-служба) – це система, що доступна в інтернет-просторі і працює на основі спеціальної програми, ідентифікація якої здійснюється за допомогою URL-строки. Веб-служби можуть взаємодіяти одна з одною та зі сторонніми програмами за допомогою повідомлень, що основуються на певних протоколах (SOAP, XML, REST тощо).

Simple Object Access Protocol (SOAP) – вважається основним підходом при написанні веб-сервісів. SOAP – це протокол, який дозволяє відправляти та отримувати повідомлення, використовуючи в якості основи мову розмітки XML. Однак в останні роки Representational State Transfer (REST) став достатньо популярною альтернативою традиційним SOAP веб-сервісам. Термін REST був вперше введений у 2000 році Роєм Філдінгом (Roy Fielding), одним з авторів протоколу HTTP. Він також описав шість основних принципів, які стосуються архітектури RESTful веб-сервісів.

1. Уніфікований інтерфейс: Основою REST є ресурси, які ідентифікуються за допомогою Uniform Resource Identifiers (URI). Концептуально ресурси відокремлюються від їх представлення (тобто від формату, в якому вони передаються клієнту). REST не передбачає якогось конкретного формату але зазвичай це XML та JSON. Іншою особливістю REST сервісів є те, що взаємодія з клієнтами відбувається використовуючи гіпермедії (hypermedia), які надаються серверною частиною додатку. Це означає, що
2. Клієнт-сервер: Клієнт-серверна модель дає можливість розділити обов’язки клієнта (взаємодія з користувачем) від обов’язків сервера (збереження даних, масштабуємість). Таке розмежування дозволяє розробляти клієнтську та серверну частини абсолютно незалежно одне від одного, що допомагає зменшити складність та покращити продуктивність.
3. Відсутність стану: Жодний стан клієнта не зберігається на сервері, вся інформація, яка необхідна для виконання операцій зберігається у запитах (як частина URL, тіло запиту (request body) або HTTP заголовок)
4. Кешування: REST-сервіси мають надавати можливість кешування. Сервери можуть вказувати як та скільки зберігати відповіді. Клієнти можуть використовувати кешованих дані замість того, щоб звертатися до сервера.
5. Система наявності слоїв: Зазвичай клієнту неможливо точно визначити, чи він взаємодіє напряму з сервером чи з проміжним вузлом, у зв’язку з ієрархічною структурою мережі. Тоді застосування проміжних серверів надає можливість підвищити масштабуємість за рахунок балансування навантажень і розподіленого кешування.
6. Код за вимогою: Цей принцип є опціональним. Під ним мається на увазі, що REST може дозволити розширити функціональність клієнта за рахунок завантаження коду з сервера у вигляді аплетів або сценарієв.

#### HTTP-методи

HTTP (HyperText Transfer Protocol – протокол передачі гіпертексту) – протокол прикладного рівня передачі даних спочатку – у вигляді гіпертекстових документів у форматі HTML, зараз використовується для передачі довільних даних.

Стандарт HTTP пропонує вісім HTTP-методів, які дозволяють клієнтам маніпулювати та взаємодіяти з ресурсами. Найбільш поширеними методами є GET, POST, PUT та DELETE.

HTTP-метод вважається безпечним, якщо він не викликає ніяких змін на стороні сервера. Такі методи (наприклад HEAD або GET) використовуються лише для отримання інформації або ресурсів від сервера. Тим не менш, це не є гарантією того, що кожен раз будуть повертатися одні й ті самі дані.

Операція вважається ідемпотентною, якщо вона призводить до одного й того стану сервера, незалежно від того скільки разів ця операція застосовувалась. HTTP-методи GET, HEAD, PUT та DELETE вважаються ідемпотентними, гарантуючи те, що клієнти можуть повторювати запит та очікувати одного й того ж самого ефекту, щ був досягнутий при першому запиті. Наприклад, якщо користувач видаляє ресурс, то у разі успішного виконання запиту, ресурс більше не існує на сервері, звідси випливає, що всі наступні спроби видалити цей самий ресурс призведуть до того самого стану сервера.

На відміну від цього, POST метод не є ні безпечним ні ідемпотентним. У разі успішного виконання запиту сервер створить новий ресурс стільки разів скільки POSTзапитів прийде на нього.

## Робота з базами даних та бібліотека Hibernate

#### Основні поняття

Майже кожна програма потребує можливість збереження даних в якомусь інформаційному сховищі. Найбільш широковживаним та зручним таким сховищем є реляційна база даних.

JDBC (Java DataBase Connectivity) - це технологія, яка забезпечує доступ Java API до реляційних баз даних, тому Java-програми можуть виконувати SQL-запити та взаємодіяти з БД, які підтримують SQL.

JDBC є достатньо гнучкою технологією та дозволяє створювати програми, які не залежать від конкретної платформи та можуть взіємодіяти з різними СУБД без яких-небудь змін у програмному коді. Серед плюсів JDBC є проста та зрозуміла обробка SQL-запитів та зрозумілий синтаксис. Тим не менш існує ряд суттєвих мінусів таких як складність використання у великих проектах, велика кількість коду та складна реалізація концепції MVC.

При створенні програми на Java та її інтеграції з БД необхідно розуміти, що існує суттєва різниця між об’єктною та реляційною моделями. СУБД дає інформацію у вигляді таблиць, в той час як Java – у вигляді деякого графу об’єктів.

ORM (Object-Relational Mapping – об’єктно реляційний зв’язок) – технологія програмування, яка створена для того, щоб забезпечити перетворення даних при їх обміні між реляційною БД та Java. Серед переваг ORM у порівнянні з JDBC можна виділити наступне:

* Пришвидшення розробки програми
* Відокремлення SQL запитів від об’єктно-орієнтованої моделі
* Управління транзакціями
* Підтримка багатопоточності

Серед усіх ORM бібліотек, які доступні з відкритим кодом, Hibernate вважається найбільш вдалою зважаючи на її функціональні можливості, що включають підхід, який заснований на POJO об’єктах, простоту розробки та підтримку визначень складних відношень.

Співставлення Java класів з таблицями БД здійснюється за допомогою конфігураційних XML-файлів або Java анотацій і допомагає встановити зв’язок між двома таблицями. Зв’язок може бути одним з наступних варіантів: один-до-одного, багато-до-одного/один-до-багатьох та багато-до-багатьох.

#### Рівень доступу до даних

У багаторівневій архітектурі розробки програмного забезпечення рівень, який надає доступ до даних, що зберігаються у сховищі називається рівнем доступу до даних (persistence layer). У архітектурі Spring фреймворк цей рівень поділяється на три частини: модель, рівень доступу до об’єктів (Data Access Object – DAO) та службовий рівень.

* Модель представляє ключові сутності у програмі, визначаючи яким чином вони співвідносяться одне з одним. Кожна сутність визначає кілька властивостей, якими описуються їх властивості та зв’язок з іншими сутностями. Зазвичай, кожна Модель співставляється з таблицею у БД, але це не обов’язково.
* Рівень DAO визначає методи для збереження та отримання Моделей. Ціль шаблона DAO полягає у абстрагуванні технології збереження та того, як саме дані зберігаються чи завантажуються від самої Моделі. Ключова перевага патерна DAO це відділення низькорівневих деталей від іншої частини програми за допомогою набору методів. Якщо зміниться технологія доступу до даних то всі необхідні зміни будуть полягати у створенні нової реалізації DAO, який імплементує той самий інтерфейс.

# Практична частина

## Дослідження алгоритмів

Моєю першочерговою задачею було дослідження та структурування алгоритмів з курсу Обчислювальна Геометрія. На початку я отримала набір звітів лабораторних робіт студентів попередніх років. Необхідно було їх розібрати, згрупувати відповідно до теми, виділити найголовніші моменти та врешті-решт створити певний підсумок.
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