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**LocalDate**

LocalDate is an immutable class (present in java.time package) that represents a date with default format "**yyyy-MM-dd"** (year-month-day). We can access other date fields, such as day-of-year, day-of-week and week-of-year from this class . For example, the value "4th Jan 2007" can be stored in a LocalDate in the default format (2007-01-04).

This class does not store or represent a time or time-zone.

**LocalDate Methods**

This class consists of default methods such as minusDays, minusMonths, minusYears, now, plusDays etc which help us in various scenarios where date is concerned.

Now, we will see the implementation of some most used methods of LocalDate Class.

1. LocalDate today = LocalDate.now(); *// now() returns the current date from system clock*
2. System.out.println(today); *// output will be today's date*
4. LocalDate dateObj = LocalDate.of(1997, 8, 29); *// of() returns the instance of LocalDate*
5. *//with specified arguements*
6. System.out.println(dateObj); *// output : 1997-08-29*

Consider a scenario where we want to display the date (given above) i.e. 1997-08-29 in format of dd/MM/yy (i.e. 29/08/97). In that case what can we do ?

To solve this problem Java provides us with a different class which is used for parsing dates in different formats. This class is called  as DateTimeFormatter (present in java.time package). Implementation of the same is given below.

1. LocalDate dateObj = LocalDate.of(1997, 8, 29);
3. DateTimeFormatter df = DateTimeFormatter.ofPattern("dd/MM/yy"); *//ofPattern() creates a formatter using the specified pattern.*
5. System.out.println(df.format(dateObj)); *//output 29/08/97*

LocalDate provides methods with which we can manipulate the date, for example plusYears() - which returns a copy of LocalDate with the specified number of years added, similarly minusDays(), minusWeeks(), etc.

1. LocalDate newDate = LocalDate.now();
2. newDate = newDate.plusDays(34);
3. System.out.println(newDate); *// 2020-04-09*
5. newDate = newDate.plusYears(45); *// 2065-04-09*
7. newDate = newDate.minusWeeks(87); *// 2063-08-09*

Now we will see some of the methods which will allow us to get the difference between two dates.

1. LocalDate today = LocalDate.now();
2. LocalDate newDateObj = today.minusWeeks(39);
3. System.out.println(ChronoUnit.DAYS.between(newDateObj,today)); *//273*
4. *//between() calculates the amount of time between specified date objects*
5. System.out.println(ChronoUnit.MONTHS.between(newDateObj,today)); *//8*
6. *//compareTo() compares this date with specified date*
7. System.out.println(newDateObj.compareTo(today)); *//-1*

Java8 provides us ChronoUnit which is an enum, it is standard set of date periods units. This set of units provide unit-based access to manipulate a date, time or date-time. In example given above we are calculating difference between two date objects in Days and Months.

Method description of some methods is given below:

| **LocalDate Methods** | |
| --- | --- |
| **Method** | **Description** |
| **LocalDate now()** | **The current system clock date is returned.** |
| **LocalDate plusDays(long daysToAdd)** | **A LocalDate with the number of days added as specified is returned.** |
| **LocalDate plusMonths(long monthsToAdd)** | **A LocalDate with the number of months added as specified is returned.** |
| **LocalDate minusMonths(long monthsToSubtract)** | **A LocalDate with the number of months subtracted as specified is returned.** |
| **LocalDate minusDays(long daysToSubtract)** | **A LocalDate with the number of days subtracted as specified is returned.** |
| **boolean equals(Object obj)** | **Checks equality of two dates.** |
| **int compareTo(ChronoLocalDate other)** | **Compares the given date to another date.**  **Returns 0, 1, -1 based on the equality of the specified dates.** |
| **int get(TemporalField field)** | **Fetches the value of the specified field from the given date as an integer.** |
| **String format(DateTimeFormatter formatter)** | **Formats the given date according to the given formatter.** |

Now as you are well aware with Java LocalDate , there is similar class called as LocalTime which provides methods to manipulate time. We will discuss it in next module.

# **LocalTime**

LocalTime is a class that represents time with a default format of "hour-minute-second" (hh-mm-ss.zzz). It is immutable by nature. Time is represented to the precision of nanosecond. For example, the value "09:11:44.140" can be stored in a LocalTime in the default format.

LocalDate Class is present in java.time package.

**LocalTime Methods**

This class consists of default methods such as minusHours, minusMinutes, of, now, plusHours etc which help us in various scenarios where time is concerned.

Now we will see the implementation of some most used methods.

1. LocalTime currentTime = LocalTime.now();
2. System.out.println(currentTime); *// will display current time eg. 15:44:44.932359900*
4. LocalTime newTimeObj = LocalTime.of(9, 45, 59);
5. System.out.println(newTimeObj); *//09:45:59*
7. DateTimeFormatter df = DateTimeFormatter.ofPattern("h:mm:ss");
8. System.out.println(df.format(currentTime)); *//will give output in specified format eg.3:44:44*

As we have seen ChronoUnit and DateTimeFormatter in LocalDate, we will try methods related to those classes in tryout.

To access the fields (hour, minute, etc.) we use get method. Implementation of the same is given below.

1. LocalTime newTimeObj = LocalTime.of(9, 45, 59);
3. int hour = newTimeObj.getHour();
4. int second = newTimeObj.getSecond();
5. int minute = newTimeObj.getMinute();
6. System.out.println(hour+":"+second+":"+minute); *//9:45:59*

Rest of the methods we will learn in tryout.

Description of some methods, of the LocalTime class, is given below.

| ****LocalTime Methods**** | |
| --- | --- |
| ****Method**** | ****Description**** |
| **LocalTime now()** | **The current system clock time is returned.** |
| **LocalTime of(int hour, int minute, int second)** | **According to the values of hours, minutes and seconds a LocalTime is returned.** |
| **LocalTime plusHours(long hoursToAdd)** | **A LocalTime with number of hours added as specified is returned.** |
| **LocalTime plusMinutes(long minutesToAdd)** | **A LocalTime with number of minutes added as specified is returned.** |
| **LocalTime minusHours(long hoursToSubtract)** | **A LocalTime with number of hours subtracted as specified is returned.** |
| **LocalTime minusMinutes(long minutesToSubtract)** | **A LocalTime with number of minutes subtracted as specified is returned.** |
| **int get(TemporalField field)** | **Fetches the value of the specified field from the given time as an integer.** |
| **String format(DateTimeFormatter formatter)** | **Formats the given time using the specified formatter.** |

# LocalDateTime

LocalDateTime is an immutable class that represents a date-time, with the default format as "yyyy-MM-dd-HH-mm-ss.zzz" year-month-day-hour-minute-second. Other date and time fields, such as day-of-year, day-of-week and week-of-year, can also be accessed.

Time is represented to nanosecond precision. For example, the value "2nd October 2007 at 13:45.30.123456789" can be stored in a LocalDateTime.

This class does not store or represent a date or time-zone.

LocalDateTime Class is present in java.time package with the method declaration as shown below:

**LocalDateTime Methods**

This class consists of default methods such as minusDays, minusMonths, minusYears, now, plusDays etc which help us in various scenarios where date is concerned.

We will see the implementation of some methods.

1. LocalDateTime currentDate = LocalDateTime.now();
2. System.out.println(currentDate); *// output in default format eg. 2020-03-06T16:25:10.257251100*
4. System.out.println(currentDate.getDayOfWeek()); *// will give today's day eg. FRIDAY*

If we want to display DateTime in specific format we use DateTimeFormatter and format method, as shown.

1. LocalDateTime currentDate = LocalDateTime.now();
2. System.out.println(currentDate);
4. DateTimeFormatter df = DateTimeFormatter.ofPattern("dd/MM/yyyy/ hh:mm:ss a"); *// a is used to display 12 hr clock*
5. System.out.println(df.format(currentDate)); *//output in specified format eg. 06/03/2020/ 04:32:35 PM*

Now, consider a situation where it is required to display the day, can we do it using DateTimeFormatter class?

1. DateTimeFormatter df = DateTimeFormatter.ofPattern("eeee dd/MM/yyyy/ hh:mm:ss a");
2. System.out.println(df.format(currentDate));
3. *//output :- Friday 06/03/2020/ 04:50:54 PM*
5. DateTimeFormatter dfNew = DateTimeFormatter.ofPattern("eee dd/MM/yyyy/ hh:mm:ss a");
6. System.out.println(df.format(currentDate));
7. *//output :- Fri 06/03/2020/ 04:50:54 PM*

As we can see we used modified the pattern with eeee or eee which displays the day of the date.

"eee” – Displays starting three letters of Day of the week such as “Mon”, “Tue”, etc.  
“eeee” – Displays the full name of the Day of the week such as “Monday”, “Tuesday” etc.

Can we try "ee" ?

Let's find it's solution in tryout.

Create an age calculator that determines the age from a given date, up to the day precision.

Use the **LocalDate** class.

**Sample:**

**Input:**

            "2/11/1991"

**Output:**

              Date: 02-11-1991

              You are 22 years, 7 months and 11 days old.

Note: Check the project using SonarLint to maintain the coding standards. Ignore the violations which occur due to "System.out" statements.