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**Tutorial 01 Python Overview**

1. Complete the following Python function, minmax(data)such that it takes a sequence of one or more numbers, and returns the smallest and largest numbers, in the form of a tuple of length two.

(**NOTE**: Do not use the built-in min or max in implementing your solution.)

|  |
| --- |
| **def** minmax(data):  small = big = data[0]  **for i in range(len(data)):**  **if data[i] < small :**  small = data[i]  **elif data [i] > big:**  big = data[i]    **return (small, big)** |

1. Write a short Python function sum\_of\_squares(n) that takes a positive integer n and returns the sum of the squares of all the positive integers smaller than or equal to n.

Def sum\_of\_squares(n):

Sum = 0

For x in range(0, n+1, 2):

Sq = x\*\*2 # x\*x  
 sum = sum + sq

1. Modify the sum\_of\_squares(n) function written for Qn. 2 such that it now takes a positive integer n and returns the sum of the squares of all the odd positive integers smaller than or equal to n.

(**NOTE**: Do not use the modulus operator in implementing your solution.)

1. What parameters should be sent to the range constructor, to produce a range with values:
   1. 50, 60, 70, 80 range(50, 80+1, 10)
   2. 8, 6, 4, 2, 0, -2, -4, -6, -8 range(8, -8-1, -2)

1. Write a short Python function num\_vowels(text) that counts the number of vowels in a given character string.

Def num\_vowel(text):

Num = 0

Vowels = {‘a’, ‘e’, ‘I’, ‘o’, ‘u’}

Text = text.lower()

For c in text:

If c in vowels:

Num = num + 1

1. Write a Python program that repeatedly reads lines from standard input until an EOFError is raised, and then outputs those lines in reverse order.

Def read\_and\_print\_reverse ():

Inputs = []

While True:

Try:

L = input(“>”)

Inputs = [l] + inputs

Except EoFError:

Break

For I in inputs:

Print(i)

(**NOTE**: A user can indicate end of input by typing ctrl-D).

(**HINTS**: You will need to use the try and except blocks to capture the exception. Use a list to store all the lines then try using the built-in reverse() function to reverse the order.)
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![](data:image/jpeg;base64,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)

Sample Output:

Enter a line (ctrl-D to stop): This is line 1 Enter a line (ctrl-D to stop): This is line 2

Enter a line (ctrl-D to stop): This is line 3

Enter a line (ctrl-D to stop): ^D

This is line 3

This is line 2

This is line 1

Process finished with exit code 0

7. Write a Python function that takes a sequence of numbers and determines if all the numbers are different from each other, i.e. they are distinct.

(**HINT**: The simple solution just checks each number against every other one, but there are more efficient solutions around. For now, just implement the simple solution but make sure you don’t compare a number to itself.)

Def isdistinct(seq):

Distinct = True

For I in range(o, len(seq)):

For I in range(0, len(seq)):

If (i!=j) and (seq[i] == seq [j]):

Distinct = false

Break

Return distinct

***-- End of Tutorial --***
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