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软件部署是整个软件工程的生命周期中必不可少的一环，在现有常见软件工程架构下，C/S模型下无论是客户端还是服务端的应用code都需要进行从开发环境到生产环境的迁移工作，而这一工作就是我们一般说的“部署”。

部署是一个从编码开始到真实用户在生产环境中与系统交互结束的过程。 如果这个过程是完全自动化的——也就是说，如果没有人为干预——那么它被称为持续部署。 如果该过程在将系统（部分）投入生产之前是自动化的，并且此最后步骤需要人工干预（可能是由于法规或政策），则该过程称为持续交付。

为了加快发布速度，我们需要引入部署管道的概念：工具和活动的序列，从您将代码签入版本控制系统开始，到您的应用程序部署完成以供用户发送请求时结束。在这些点之间，一系列工具集成并自动测试新提交的代码，测试集成代码的功能，并测试应用程序的负载性能、安全性和许可证合规性等问题。

部署管道中的每个阶段都发生在为支持阶段隔离和执行适合该阶段的操作而建立的环境中。主要环境如下：

代码是在单个模块的开发环境中开发的，并在其中进行独立的单元测试。 一旦通过测试并经过适当的审查，代码将提交给版本控制系统，该系统会触发集成环境中的构建活动。

集成环境构建用户服务的可执行版本。 持续集成服务器编译您的新代码或更改的代码，以及用户服务其他部分的最新兼容代码版本，并为用户服务构建一个可执行映像。 集成环境中的测试包括来自各种模块的单元测试（现在针对构建的系统运行）以及专门为整个系统设计的集成测试。 当各种测试通过后，构建的服务将被提升到暂存环境。

暂存环境测试整个系统的各种质量。这些包括性能测试、安全测试、许可证一致性检查，以及可能的用户测试。 对于嵌入式系统，这是物理环境模拟器（向系统提供合成输入）的地方。 通过所有暂存环境测试（可能包括现场测试）的应用程序被部署到生产环境，使用蓝/绿模型或滚动升级。 在某些情况下，部分部署用于质量控制或测试市场对提议的更改或提供的反应。

一旦进入生产环境，服务就会受到密切监控，直到各方对其质量有一定程度的信心。 在这一点上，它被认为是系统的正常部分，并与系统的其他部分一样受到关注。

在每个环境中执行一组不同的测试，将测试范围从开发环境中单个模块的单元测试扩展到集成环境中构成您的服务的所有组件的功能测试，并以广泛的质量测试结束在暂存环境和生产环境中的使用监控。

但并非一切都按计划进行。 如果开发者在软件进入其生产环境后发现问题，通常需要在解决缺陷时回滚到以前的版本。

架构选择会影响可部署性。 例如，通过采用微服务架构模式（参见第 5.6 节），负责微服务的每个团队都可以做出自己的技术选择； 这消除了以前在集成时发现的不兼容问题（例如，选择使用哪个版本的库不兼容）。 由于微服务是独立的服务，这样的选择不会造成问题。

同样，持续部署的心态迫使开发者在开发过程的早期考虑测试基础设施。 这是必要的，因为为持续部署而设计需要持续的自动化测试。 此外，能够回滚或禁用功能的需求导致了有关机制的架构决策，例如功能切换和接口的向后兼容性。 这些决定最好尽早做出。

有关于持续部署和自动化测试，这点我略有体会，此前我在工程实习时亦或是在独自完成项目时，就有遇到类似的场景，需要我去编写jest单元测试进行自动化提测，持续部署需要我预定义shell命令去实现，在本次我们组的软件工程大实验项目中，我也将会将我之前学到的自动化测试和持续部署方面的知识和用法用于我们的小组作业，打造更为自动化、智能化的软件工程开发体验。