Instituto Tecnológico de Costa Rica

Escuela de Ingeniería en Computación

IC-4700 Lenguajes de Programación

Tarea Programada 2: Aplicación de Recetas

Prof. Andréi Fuentes L.

Estudiantes:

Susana Cob García 2017136954

Alejandro Tapia Álvarez 2017116952

07/06/19

Tabla de contenido

**Descripción del programa3**

**Diseño del programa3**

**Restricciones en la aplicación5**

**Referencias Bibliográficas5**

1. Descripción del programa

Este proyecto consiste en crear una aplicación móvil que se comunique con una API y la API se comunique con una base de conocimientos escrita en Prolog. La aplicación móvil puede realizar consultas a la API de datos almacenados en la base de conocimientos o puede insertar datos en la base de conocimientos (siempre a través de la API).

La aplicación debe ser dirigida a usuarios Android y debe tener las siguientes funcionalidades:

* Crear cuenta
* Iniciar/Cerrar Sesión
* Ver recetas en una lista
* Mostrar la información de una receta (nombre, tipo, ingredientes, instrucciones y fotos).
* Agregar nueva receta (nombre, tipo, ingredientes, instrucciones y fotos).

La API debe ser escrita en Ruby o Python y debe correr sobre AWS o Heroku (en nuestro caso, utilizamos Python y Heroku). Se deben manejar tokens como método de autenticación. La API debe tener los siguientes endpoints:

* Crear cuenta
* Iniciar Sesión
* Obtener lista de recetas
* Obtener información de una receta
* Agregar una receta
* Buscar recetas por nombre, por tipo o por ingrediente.

La base de conocimientos debe ser implementada en Prolog y esta almacena las recetas. Los usuarios se almacenan con SQL (PostgreSQL).

1. Diseño del programa

Para crear el API al que la aplicación se va a conectar, utilizamos la librería de Python "Flask". Esta es una librería que facilita la creación de aplicaciones con múltiples "rutas" para ejecutar diferentes procedimientos dependiendo de la ruta y que los que llamen a esas rutas puedan obtener resultados en formato JSON.

*Tokens*

Para la creación de tokens se usa la librería JWT, la cual permite cifrar un diccionario con datos como el usuario, la fecha actual y el tiempo que el token se mantendrá activo. Esta librería también lo guarda hasta que se termine el periodo de actividad y permite convertir ese cifrado a texto en UTF-8 para que las aplicaciones lo puedan usar.

*Cifrado de contraseñas*

Para el cifrado de contraseñas, se utiliza la librería “cryptography”, que permite cifrar texto con una llave dada al principio del código.

*Corrimiento del API*

El API corre en Heroku, lo cual facilitó el uso de una base de datos y la configuración sencilla de los permisos para AWS, no obstante, trajo ciertos problemas con respecto al uso de Prolog.

*Base de datos de usuarios*

Para la base de datos, Heroku facilita el uso de bases de datos, implementada con PostgreSQL, e incluso hace la conexión entre el API y la base de datos relativamente sencilla. Para hacer las llamadas a la base de datos se usa la librería “psycopg2”, la cual es usada en la página de Heroku para ejemplos de conexión a bases de datos. Esta base de datos se llama cada vez que se registra un usuario para guardar sus datos o cada vez que se ejecuta un Log In, para comprobar que el usuario exista y que la contraseña corresponda con el usuario dado.

*Base de conocimientos*

La base de conocimientos se guarda en el servicio S3 de AWS, y la obtiene la aplicación por medio de la librería “boto3”, una librería oficial de Amazon para conectarse a S3. A la hora de ejecutar procedimientos en Prolog, nos dimos cuenta de que Heroku no permitía la instalación de un lenguaje de programación que no fuera el que se está usando para la aplicación, por lo que comenzamos a utilizar los servicios de Azure para correr una máquina virtual en línea, y conectarnos a ella a través de la librería “paramiko” para correr métodos escritos en Python y realizar consultas en Prolog. Estas consultas se realizan con la librería “pyswip”.

*Paramiko*

Paramiko funciona conectándose al servidor dado por medio de la dirección de IP público del servidor, un usuario y una contraseña, y una vez establecida la conexión, llama a la terminal del servidor. Por esta razón, resulta casi imposible enviar comandos con caracteres reservados de una terminal de Linux. Para el “!” que se encuentra en la base de conocimientos, se sustituye por su valor en hexadecimal \x21 y se pueda realizarse la operación sin problemas. Esto también implica que en las recetas no pueden ir muchos de los caracteres reservados en terminal. También se elimina cualquier espacio, ya que, a la hora de llamar a Python en la terminal, cada espacio que exista lo tomará como un argumento nuevo.

*Pyswip*

Pyswip es una librería que permite crear su propia base de conocimientos dentro de Python, y realizar consultas con SWI-Prolog. Algo a tomar en cuenta con esta librería es que los hechos (o cualquier línea que se inserte en general) se deben insertar uno por uno sin puntos al final ni saltos de línea, por lo que antes de insertar la base de conocimientos a Pyswip se realiza un “split” del string que recibe, para que se divida por cada punto y salto de línea, y cada elemento de la lista creada sea una línea a insertar.

*Android Studio*

Respecto a Android Studio, no hubo muchos problemas, ya que hemos trabajado en esta plataforma anteriormente. Para comunicar la aplicación con la API se utiliza OKHTTP.

1. Restricciones en la aplicación

A la hora de usar la aplicación se deben tomar en cuenta los siguientes detalles:

* No se permiten caracteres especiales para cualquier input del usuario (es decir, cualquier carácter diferente a letras, números o espacios), excepto el @ a la hora de registrarse/iniciar sesión con el correo.
* Se deben tomar en cuenta los espacios y mayúsculas a la hora de agregar/buscar una receta. Por ejemplo: Si la receta se registró como ‘Arroz con Pollo ’, la receta será guardada en la base de conocimientos como ‘arroz\_con\_Pollo\_’. Por lo tanto, si, más tarde, el usuario desea buscar esa receta, debe buscarla como ‘arroz con Pollo ’ o ‘Arroz con Pollo ’ (con el espacio al final y las mayúsculas en letras diferentes a la primera). Las mayúsculas no se cambian (excepto la primera letra, por Prolog) para mantenerlas a como el usuario decidió registrarlas.
* La primera consulta que realiza la aplicación a la API es posible que dure un poco más de lo esperado (por lo que, las consultas tienen un Time Out de 40 segundos, a pesar de que, aproximadamente, lo que dura la primera consulta son unos 15 segundos).
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