**Python Ágazati**

**Python érzékeny kis és nagy betűkre, tehát a print() működik de a Print() nem, úgyhogy valami beépített függvény nagy kezdőbetűvel van írva az valószínűleg csak word faszsága**

**Változó**: egy szó amihez hozzákötsz egy értéket

pl:

a = 5

4 alap fajtája van: int (egész szám), float (tört szám), str (szöveg) bool (True/False)

lehet a fajták között váltogatni az int(x) float(x) és str(x) függvényekkel

pl:

a = float("45") -> a = 45.0

Ha a változó fajtája nem egyezik pl ha szöveget akarsz összeadni számmal akkor kifagy a program és TypeErrort fogsz kapni, ilyenkor kell a szöveget intre váltani

**print()**

Kiírja az értéket amit beírsz neki a képernyőre

**input()**

Bekér egy szöveget

pl:

x = input(">")

ha ide beírod hogy 5 akkor visszakapod hogy "5", mint szöveg

x = int(input(">"))

ha ide beírod hogy 5 akkor visszakapod hogy 5, mint szám mert az int() automatikusan átváltja szövegből számba

**Modulo (maradék)**

z = x % y

Így a z értéke az a maradék lesz amit akkor kapnál ha elosztanád x-et y-vel, pl ha x=10 és y=3 akkor z =1

**Egész számos osztás:**

z = x // y

Így a z értéke az az x és az y hányadosa maradék nélkül pl ha x= 10 és y=3 akkor z=3

**Hatvány**

X\*\*Y

**Strip:**

Akkor kell ha egy txtből olvasol be szöveget és a végén ott marad a “\n”, ami a sortörést jelenti, a strip() az annyit csinál hogy bekér egy szöveget és visszaadja azt ‘\n’ nélkül

Pl

X = “asd\n”

X = strip(x)

Ilyenkor x=“asd”

**x.Replace(y, z)**

Az x-ben kicserél minden y-t z-re

Tehát

X = “palacsinta”

X = x.replace(“a”,”.”)

Ilyenkor x = “p.l.csint.”

**F string:**

Olyan szöveg amibe vannak beleszúrva értékek pl:

X = 5

Y = 2

Szoveg = f”az első szám {x}, a második {y}”

Ilyenkor a szoveg=”Az első szám 5, a második 2”

**If** (elágazás):

Megnézi hogy az érték vagy művelet amit kapott az igaz-e

műveletek: ==, >, >=, <, <=, != (nem egyenlő)

ilyenkor figyelni kell h 2 =t rakj mert ha 1et raksz akkor azt hiszi hogy változót akarsz definiálni és kifagy

A művelet után kell : és a következő sort beljebb kell kezdeni

Pl:

X = 5

If x == 5:

Print(“az x értéke 5”)

Ilyenkor kiprinteli, mert az x == 5 művelet igaz

**Else:**

Ha a fölötte lévő if érték nem igaz akkor ez fog helyette lefutni

X = 10

If x == 5:

Print(“az x értéke 5”)

Else:

Print(“Kys”)

Ilyenkor azt fogja kiprintelni hogy Kys

**Elif:**

Ha több if elágazást akarsz létrehozni és azt akarod hogy az else akkor fusson le ha mindegyik hamis akkor ezt kell használnod

Pl:

If x == 1:

Print(“a”)

Elif x == 2:

Print(“b”)

Elif x == 3:

Print(“c”)

Else:

Print(“d”)

Ez azért kell mert másképp python csak az utolsó ifhez kapcsolná hozzá az elset, tehát ha x= 1 akkor kiírná azt is hogy a meg azt is hogy d

**And/or:**

Akkor használjuk ha az if-be komplexebb műveletet írunk

Pl

If x == 1 and y == 2:

Print(“:)”)

Itt csak akkor fut le ha az x=1 és y=2

If x == 1 or y == 2:

Print(“:)”)

Itt csak akkor fut le ha az x=1 vagy y=2, tehát ha x=5 és y=2 akkor is lefut

**While** (while ciklus)

Addig fut amíg a művelet igaz

Pl:

szoveg = “”

While szoveg != “kilepes”:

Szoveg = input(“>”)

Ez most addig fog futni amíg be nem írod a > után hogy kilepes

Jegyzet:

Mode = “0”

While mode == “0”:

Input(“Válasszon egy módot: ”)

While mode == "1”:

Input(“Choose a mode: ”)

Ha az első inputhoz beírod hogy 1, akkor át fog váltani a másikra, mert mode=1,de ha a choose a modehoz beírod hogy 0, akkor nem fog visszamenni az elsőre mert python nem futtatja le visszamenőlegesen

Ha ezt helyesen szeretnéd megcsinálni akkor:

mode = "0"  
while mode == "0" or mode == "1":  
 if mode == "0":  
 mode = input("Válasszon egy módot: ")  
 if mode == "1":  
 mode = input("Choose a mode: ")

Ez mostmár működne, mert ha a choose a modenak beírod hogy 0, akkor újraindul a while loop és megint magyar lesz

(Ennyi valószínűleg elég lesz az 1. feladathoz)

**Lista**

Egy komplex változó típus ami értékek sorozatát tartalmazza

Pl:

X = 10

Lista = [1,”kys”,3.14,x]

**Lista függvények**

**Lista.Append(x)**

Hozzáad valamit a listához

Pl:

Lista = []

Lista.append(1)

Lista.append(4)

Lista.append(3)

Ilyenkor lista = [1,4,3]

**Lista.Remove(x)**

Kivesz valamit a listából

Pl:

lista = [1,4,3]

Lista.remove(3)

Ilyenkor list = [1, 4]

**Lista[i] (indexelés)**

Kiadja a listából az i. értéket, úgy hogy 0-tól kezdi a számolást

Pl:

Lista = [1,4,3]

X = lista[1]

Ilyenkor x= 4, mert a lista 0. értéke 1, a 1. 4, a 2. pedig 3

Lista = [1,4,3]

Lista[2] = 0

**Lista.index(x)**

Visszaadja x indexét a listában,

Lista = [1,4,3]

X = lista.index(4)

Ilyenkor x = 1

**Lista.Pop(i)**

Kivesz valahonnan valamit a listából

Pl:

Lista = [1,4,3]

Lista.pop(2)

Lista = [1,4]

**Lista.Clear()**

Kitöröl mindent a listából

**Lista = [\*szoveg]**

Itt a szoveg minden egyes karakterét beleteszi egy listába külön értékként

**Szoveg.Strip(x):**

A szoveget elválassza ott ahol x van és listát csinál belőle.

Az x itt alapjáraton space

Pl:

X = “K ys”

X = x.split()

Ilyenkor az x=['K’, ‘ys’]

X = “kayas”

X = x.split(‘a’)

Ilyenkor x=['k’,’y’,’s’]

**“”.join(lista)**

Ilyenkor a listából stringet csinál, úgy hogy azzal köti őket össze ami az idézőjelben van

Pl:

Lista = [1, 4, 3]

X = “&”.join(lista)

Ilyenkor x=”1&4&3”

**Len(lista/szoveg)**

Visszaadja a lista/szoveg értékét:

(a szöveg esetén a spaceket is beleszámolja)

Pl

Lista = [1,4,3]

Szoveg = “HEAVY METAL DARKLORD CRASHER”

X = len(lista)

Y = len(Szoveg)

Itt az x=3 és y=28

**For** x in lista (for ciklus):

Végigmegy a listán és lefuttatja annyiszor a kódot annyiszor amennyi érték van a listában, úgy hogy az x mindig a mostani érték lesz

Itt az x olyan mint egy változó tehát ha mondjuk numnak vagy a-nak nevezed el akkor ugyan úgy működik

Pl:

Lista = [1,4,3]

For x in lista:

Print(x)

Így először ki fogja írni hogy 1, aztán 4, aztán 3

**Continue**

Mindent amit ezalatt van azt átlép és átmegy a következő értékre

Pl:

Lista = [1,4,3]

For x in lista:

If x == 4:

continue

Print(x)

Itt most csak az 1-et és a 3-at fogja kiprintelni, mert ha az x=4 akkor egyből továbblép és nem éri el a printet

**Break**

Átlépi az egész for/while ciklus többi részét

Pl:

Lista = [1,4,3]

For x in lista:

If x == 4:

break

Print(x)

Ilyenkor csak az 1-et fogja kiprintelni mert a 4 már nem éri el a printet, a 3 pedig le sem fut

**Range(x,y)**

Ez csinál egy intervallumot x és y között, úgy hogy x beleszámít de y nem

Ha csak x-et adsz meg akkor 0 és x között fogja számítani

Pl:

For i in range(1,5):

Print(i)

Ez kiírja a számokat 1-4-ig

Ez csak fornál működik tehát ha beírod hogy

X = range(4)

Akkor x nem =[0,1,2,3] hanem range(4)

Ha listát akarsz belőle csinálni akkor

Lista = []

For i in range(4):

Lista.append(i)

Ilyenkor lista=[0,1,2,3]

**X (not) in lista/szoveg/range**

Megnézi hogy x benne e van listában/szövegben

Pl

X = int(input(“Adjon meg egy számot:”))

Lista = [1,4,3]

If x in lista:

Print(“x benne van a listában”)

Ilyenkor ha az x 1, 4, vagy 3 akkor printel

**For i,x in Enumerate(lista)**

Úgy megy végig egy listán hogy az i az x indexe

Pl:

Lista = [1, 4, 3]

For i,x in enumerate(lista):

Print(f”a lista {i}. Tagja {x}”)

Ez most ki fogja írni hogy:

A lista 0. tagja 1

A lista 1. tagja 4

A lista 2. tagja 3

**Függvények (Def):**

Olyan programsorok amiket többször is le akarsz futtatni

Pl

Def fuggveny():

Print(“Csináld ezt”)

Print(“Csináld azt”)

For i in range(10):

Fuggveny()

Ez most 10x kiírja hogy csináld ezt meg h csináld azt,

A függvénybe tudsz bekérni egy változót is

Def fuggveny(x):

Print(“a”\*x)

Kys(50)

Ilyenkor kiírja 50szer hogy a

**Return**

Ha vissza szeretnél kapni valami értéket a függvényből akkor a return kulcsszót kell használni

Pl:

Def negyzet(x):

Return x\*\*2

A = negyzet(5)

Ilyenkor a=25

+A return levágja a függvény alját, ugyan úgy mint a break

Note: A globális változók és a függvényben lévő változók külön vannak tehát

Pl

A = 10

Func change\_a():

A = 5

Change\_a()

Ilyenkor az a értéke 10 marad, mert a change\_a()ban lévő a és a globális a két külön változó

Ábra:

![](data:image/png;base64,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)

**Import random**

Ha random számot akarsz generálni akkor a kód legtetején be kell hívnod a random modult ezzel a kóddal

**Random.randint(x,y)**

Generál egy random számot x és y között úgy hogy y már nincs benne

Pl:

X = random.randint(0,11)

Ilyenkor az x lehet akármi 0 és 10 között

(Ennyi valószínűleg elég lesz a 2 feladathoz)

**Szótár:**

Egy olyan lista amiben az indexek helyett kulcsok vannak

Pl:

Szamok = {

“x” : 5,

“y” : 10,

“z” : 15

}

Itt ha beírnád hogy szamok[“y”] akkor 10-et kapnál vissza

Itt append helyett [] van

Pl:

Szamok = {

“x” = 5,

“y” = 10,

“z” = 15

}

Szamok[“w”] = 20

Ilyenkor szamok = {

“x” = 5,

“y” = 10,

“z” = 15

“w” = 20

}

Ez azért más mintha azt írnád hogy

X = 5

Y = 10

Z = 15

Mert ha külön változókkal csinálod akkor jobban fut a program és átláthatóbb, de a szótárba tudsz létrehozni új kulcsokat miközben fut a program ez azért kell mert pl egy játék esetén nem kell külön beírogatni hogy enemyhp1 = 0, enemyhp2 = 0, hanem csak

Enemyhps = {}

For i in range(0,100):

Enemyhps[f“Enemy{i}”] = 100

Enemyhps[“Enemy51”] -= 70

Ilyenkor van egy szótárad amiben benne van Enemy0-Enemy99 hpja, és az enemy51-nek sebeztünk 70-et tehát csak 30 hpja maradt

**Szótár.erase(x)**

Ilyenkor kiveszi az x kulcsot a szótárból tehát

szamok = {

“x” = 5,

“y” = 10,

“z” = 15}

Szamok.erase(“z”)

Ilyenkor szamok = {

“x” = 5,

“y” = 10

}

**Szótár.keys() / Szótár.values()**

A szótár.keys() visszaadja a szótár kulcsait, a szótár.values(), pedig a szótár értékeit egy listában

szamok = {

“x” = 5,

“y” = 10,

“z” = 15

}

Kulcs = szamok.keys()

Ertek = szamok.values()

Ilyenkor a kulcs [“x”,”y”,"z”] a ertek meg [5,10,15]

**Txt beolvasás**

With open(“txtneve.txt”,encoding=”utf-8”) as f:

X = f.readlines()

Ez most beolvassa a txtneve.txt-t f-ként és lementi a sorait egy listába amiben minden sor egy str aminek a végére került egy ‘\n’ a sortörések miatt (strippel le tudod szedni).