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Install all required packages

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.4 v stringr 1.4.0  
## v tidyr 1.1.3 v forcats 0.5.1  
## v readr 2.0.1

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(readxl)  
library(lubridate)

##   
## Attaching package: 'lubridate'

## The following objects are masked from 'package:base':  
##   
## date, intersect, setdiff, union

Then we import the data set

#import the data  
df <- read\_excel("C:/Users/khiem.phung/Downloads/Test\_Data\_Skill.xlsx",   
 sheet = "Data")

SQL Test

1.

###SQL test  
#first two services and the date   
df\_first2 <- df %>%  
 select(User\_id,Serviceid,Date) %>%  
 group\_by(User\_id) %>%  
 arrange(Date) %>%  
 group\_by(User\_id) %>%  
 slice(1:2)

#last service and the date  
df\_last <- df %>%  
 select(User\_id,Serviceid,Date) %>%  
 group\_by(User\_id) %>%  
 arrange(desc(Date)) %>%  
 group\_by(User\_id) %>%  
 slice(1)

#distinct serviceid that users use  
df\_service <- df %>%  
 distinct(User\_id,Serviceid,Date) %>%  
 group\_by(User\_id) %>%  
 count()

Present the results in SQL format

#put data in wide format  
df\_first\_wide <- df\_first2 %>%  
 merge(df\_first2[-1,], by = 'User\_id') %>%  
 group\_by(User\_id) %>%  
 slice(1)  
  
#merge all tables together   
df\_sql <- df\_first\_wide %>%  
 inner\_join(df\_last, by = 'User\_id') %>%  
 inner\_join(df\_service, by = 'User\_id')  
  
#rename the columns   
df\_sql <- df\_sql %>%  
 rename(FirstServiceid = Serviceid.x,  
 FirstServiceDate = Date.x,  
 SecondServiceid = Serviceid.y,  
 SecondServiceDate = Date.y,  
 LastServiceid = Serviceid,  
 LastServiceDate = Date,  
 TotalService = n)  
  
#reorder columns   
df\_sql <- df\_sql[c(1,2,4,3,5,6,7,8)]  
df\_sql

## # A tibble: 44 x 8  
## # Groups: User\_id [44]  
## User\_id FirstServiceid SecondServiceid FirstServiceDate   
## <dbl> <dbl> <dbl> <dttm>   
## 1 2464231 18 667 2018-01-07 00:00:00  
## 2 3676235 273 273 2018-01-05 00:00:00  
## 3 4958104 946 946 2018-01-22 00:00:00  
## 4 11642209 20 20 2018-01-01 00:00:00  
## 5 18246539 984 984 2018-03-22 00:00:00  
## 6 20831230 667 667 2018-01-01 00:00:00  
## 7 21307673 1014 1014 2018-01-03 00:00:00  
## 8 25674126 1136 1136 2018-01-02 00:00:00  
## 9 30456022 481 481 2018-01-03 00:00:00  
## 10 31485023 1014 1014 2018-01-03 00:00:00  
## # ... with 34 more rows, and 4 more variables: SecondServiceDate <dttm>,  
## # LastServiceid <dbl>, LastServiceDate <dttm>, TotalService <int>

Analysis Test

1.

#duplicate to a new df   
df\_sql2 <- df\_sql  
#create customer's age column  
df\_sql2$Customer\_age <- (df\_sql$LastServiceDate  
 - df\_sql$FirstServiceDate)  
df\_sql2$Customer\_age <- time\_length(df\_sql2$Customer\_age,  
 unit = 'days')  
  
#create table with user id and their age   
df\_age <- df\_sql2 %>%  
 select(User\_id, Customer\_age)  
#join that table with the original table to get user id, their age, and all  
#service ids they use  
df\_age <- df\_age %>%  
 inner\_join(df, by = 'User\_id')  
  
#select only age groups and all service id used   
df\_age2 <- df\_age %>%  
 ungroup(User\_id) %>%  
 select(Customer\_age, Serviceid) %>%  
 distinct()  
  
#initially visualize the clusters using scatterplot  
ggplot(df\_age2, aes(x = Customer\_age,  
 y = Serviceid)) +  
 geom\_point()
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Based on the plot, we can see that the service ids are clustered in three main groups:

- Customers with age less than 3 months.

- Customers with age from 3 months to a year.

- Customers with age over a year,

We then find all the service ids based on those groups.

* Service ids of customers with age less than 3 months:

#print out serviceid with customer age < 92  
df\_age2 %>%  
 group\_by(Customer\_age) %>%  
 filter(Customer\_age < 92) %>%  
 ungroup(Customer\_age) %>%  
 select(Serviceid)

## # A tibble: 55 x 1  
## Serviceid  
## <dbl>  
## 1 984  
## 2 269  
## 3 666  
## 4 326  
## 5 667  
## 6 11  
## 7 333  
## 8 1366  
## 9 481  
## 10 18  
## # ... with 45 more rows

* Service ids of customers with age between 3 months and a year

#print out serviceid with customer age > 90 and < 365  
df\_age2 %>%  
 group\_by(Customer\_age) %>%  
 filter(Customer\_age > 90, Customer\_age < 365) %>%  
 ungroup(Customer\_age) %>%  
 select(Serviceid)

## # A tibble: 246 x 1  
## Serviceid  
## <dbl>  
## 1 18  
## 2 667  
## 3 333  
## 4 1366  
## 5 268  
## 6 3995  
## 7 4095  
## 8 982  
## 9 363  
## 10 1186  
## # ... with 236 more rows

* Service ids of customers with age over a year

#print out serviceid with customer age > 365  
df\_age2 %>%  
 group\_by(Customer\_age) %>%  
 filter(Customer\_age > 365) %>%  
 ungroup(Customer\_age) %>%  
 select(Serviceid)

## # A tibble: 7 x 1  
## Serviceid  
## <dbl>  
## 1 2  
## 2 19  
## 3 981  
## 4 487  
## 5 1014  
## 6 271  
## 7 398

1. Cross-sales service

Call the required library.

library(plyr)

## ------------------------------------------------------------------------------

## You have loaded plyr after dplyr - this is likely to cause problems.  
## If you need functions from both plyr and dplyr, please load plyr first, then dplyr:  
## library(plyr); library(dplyr)

## ------------------------------------------------------------------------------

##   
## Attaching package: 'plyr'

## The following object is masked from 'package:purrr':  
##   
## compact

## The following objects are masked from 'package:dplyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

library(arules)

## Loading required package: Matrix

##   
## Attaching package: 'Matrix'

## The following objects are masked from 'package:tidyr':  
##   
## expand, pack, unpack

##   
## Attaching package: 'arules'

## The following object is masked from 'package:dplyr':  
##   
## recode

## The following objects are masked from 'package:base':  
##   
## abbreviate, write

library(arulesViz)

First, we have to group all the Service ids customers used by User id and date.

#get transaction data by putting all service ids on one row, grouped by  
#users and the date users used those services  
df\_transaction <- ddply(df,c('User\_id','Date'),  
 function(df1)paste(df1$Serviceid,  
 collapse = ','))  
#select on the service column   
df\_transaction <- df\_transaction %>%  
 select(V1)

This would be called the basket format. For analysis, we will store this transaction data to .csv file and load it back to convert it into an object of the transaction class.

#store the data to a csv file   
write.csv(df\_transaction,  
'C:/Users/khiem.phung/Downloads/basket\_transaction.csv',  
quote = FALSE, row.names = FALSE)  
  
#load the data into transaction class  
tr <- read.transactions('C:/Users/khiem.phung/Downloads/basket\_transaction.csv',  
 format = 'basket', sep=',')

## Warning in asMethod(object): removing duplicated items in transactions

We can see the top 10 service used by customers.

#see the service with most frequent appearance   
itemFrequencyPlot(tr,topN=10,type="absolute")

![](data:image/png;base64,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)

This plot shows that Service id of 981, 667, and 1014 were used the most by customers. Thus, one thing that we can do is to focus more on these services for development and analysis in the future.

We then proceed to mine the rules using the ARRIORI algorithm.

#mine the rules using the APRIORI algorithm  
association.rules <- apriori(tr,   
 parameter = list(supp=0.001, conf=0.8))

## Apriori  
##   
## Parameter specification:  
## confidence minval smax arem aval originalSupport maxtime support minlen  
## 0.8 0.1 1 none FALSE TRUE 5 0.001 1  
## maxlen target ext  
## 10 rules TRUE  
##   
## Algorithmic control:  
## filter tree heap memopt load sort verbose  
## 0.1 TRUE TRUE FALSE TRUE 2 TRUE  
##   
## Absolute minimum support count: 0   
##   
## set item appearances ...[0 item(s)] done [0.00s].  
## set transactions ...[80 item(s), 563 transaction(s)] done [0.00s].  
## sorting and recoding items ... [80 item(s)] done [0.00s].  
## creating transaction tree ... done [0.00s].  
## checking subsets of size 1 2 3 4 5 6 7 8 done [0.00s].  
## writing ... [2756 rule(s)] done [0.00s].  
## creating S4 object ... done [0.00s].

summary(association.rules)

## set of 2756 rules  
##   
## rule length distribution (lhs + rhs):sizes  
## 2 3 4 5 6 7 8   
## 76 570 946 754 326 77 7   
##   
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 2.000 4.000 4.000 4.342 5.000 8.000   
##   
## summary of quality measures:  
## support confidence coverage lift   
## Min. :0.001776 Min. :0.8000 Min. :0.001776 Min. : 2.906   
## 1st Qu.:0.001776 1st Qu.:1.0000 1st Qu.:0.001776 1st Qu.: 4.653   
## Median :0.001776 Median :1.0000 Median :0.001776 Median : 8.043   
## Mean :0.003264 Mean :0.9978 Mean :0.003312 Mean : 32.066   
## 3rd Qu.:0.001776 3rd Qu.:1.0000 3rd Qu.:0.001776 3rd Qu.: 9.877   
## Max. :0.198934 Max. :1.0000 Max. :0.216696 Max. :563.000   
## count   
## Min. : 1.000   
## 1st Qu.: 1.000   
## Median : 1.000   
## Mean : 1.837   
## 3rd Qu.: 1.000   
## Max. :112.000   
##   
## mining info:  
## data ntransactions support confidence  
## tr 563 0.001 0.8

#sort the rules by count   
association.rules <- sort(association.rules, by="count", decreasing=TRUE)

The apriori will take tr as the transaction object on which mining is to be applied. parameter will allow you to set min\_sup and min\_confidence. The default values for parameter are minimum support of 0.1, the minimum confidence of 0.8.

Since there is a total of 2756 rules, we will look at the top 10 rules.

#print top 10 rules  
inspect(association.rules[1:10])

## lhs rhs support confidence coverage lift count  
## [1] {333} => {667} 0.19893428 1.0000000 0.19893428 4.614754 112   
## [2] {667} => {333} 0.19893428 0.9180328 0.21669627 4.614754 112   
## [3] {982} => {268} 0.11367673 0.9846154 0.11545293 8.033891 64   
## [4] {268} => {982} 0.11367673 0.9275362 0.12255773 8.033891 64   
## [5] {326} => {666} 0.10124334 1.0000000 0.10124334 9.542373 57   
## [6] {666} => {326} 0.10124334 0.9661017 0.10479574 9.542373 57   
## [7] {271} => {981} 0.10124334 0.8142857 0.12433393 2.957696 57   
## [8] {18,982} => {268} 0.07460036 0.9767442 0.07637655 7.969666 42   
## [9] {18,268} => {982} 0.07460036 1.0000000 0.07460036 8.661538 42   
## [10] {13,333} => {667} 0.07282416 1.0000000 0.07282416 4.614754 41

Using the above output, we can identify the cross sales items as:

- 100% of customers who used service 333 would also use service 667, based on 112 counts.

- 98% of customers who used service 982 would also use service 268, based on 64 counts.

- 100% of customers who used service 326 would also use service 666, based on 57 counts.

We could present our analysis in a visually appealing manner by drawing a chart of connected items.

#visualize the rules   
plot(association.rules[1:10],method="graph",   
 shading = NA)

![](data:image/png;base64,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)

Bonus question: One thing that we as service providers could analyze is when the customers were using the services, and by how much. We then could count total number of distinct services used each date.

##Bonus question  
detach("package:plyr", unload=TRUE)  
#count number of service ids used each date   
df\_date <- df %>%  
 distinct(Date, Serviceid) %>%  
 group\_by(Date) %>%  
 count()  
  
#visualize the findings  
ggplot(df\_date, aes(x = Date, y = n)) +  
 geom\_point()
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We noticed that most of the services are used in 2018. Thus, we can remove those used in 2017 for a better view.

#filter the date to 2018  
df\_date\_2018 <- df\_date %>%  
 filter(Date > '2017-12-31')  
  
#visualize the new series   
ggplot(df\_date\_2018, aes(x = Date, y = n)) +  
 geom\_line()
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Now that we have a time series of all services used by customers from Jan 2018 to July 2018. With this, we can analyze whether or not this has seasonality, as well as the trend of services used if any. From that, we can also predict the number of services used in upcoming days.