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***Hash Table Implementation Documentation***

* *Algorithm Description*

In our task we used ADT (abstract Data Types) which implement what method should be implemented by our program. The main logic is concentrate in hashtable.h where I declare hashtable std::string table[TABLE\_SIZE]; with static value of ten element static const int TABLE\_SIZE = 10;.

* *Data Structure used*

The data structure we used for this task is a hash table with linear probing, which helps to resolve a collision when putting an element in the array. We put in static fixed-size array, which can't change and we make ten empty elements. A hash table, also called a hash map, stores key-value pairs or just keys, like in our tasks and uses a hash function to fit the index using the sum of the ASCII value of the string modulo. Example. ASCII value / 10 and we take modulo value (%) from this and show a place in array. Also, linear probing is used when the place after counting modulo is full, and we need to search the next place to put the value, most of the time just the next index in the array.

* *Test complexity analysis*
* *Space Complexity*
* *Source Code*