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# **Цель работы**

Получить знания и практические навыки по разработке и реализации рекурсивных процессов.

**Задание.**

Разработать и протестировать рекурсивные функции в соответствии с задачами варианта. Составить отчет.

Требования к выполнению первой задачи варианта:

* приведите итерационный алгоритм решения задачи
* реализуйте алгоритм в виде функции и отладьте его
* определите теоретическую сложность алгоритма
* реализуйте и отладьте рекурсивную функцию решения задачи
* определите глубину рекурсии, изменяя исходные данные
* определите сложность рекурсивного алгоритма, используя метод подстановки и дерево рекурсии
* приведите для одного из значений схему рекурсивных вызовов
* разработайте программу, демонстрирующую выполнение обеих функций, и покажите результаты тестирования.

Требования к выполнению второй задачи варианта:

* рекурсивную функцию для обработки списковой структуры согласно варианту. Информационная часть узла – простого типа – целого;
* определите глубину рекурсии
* определите теоретическую сложность алгоритма
* разработайте программу, демонстрирующую работу функций и покажите результаты тестов.

Требования к упражнениям:

Вариант №9. Условие задания:

|  |  |
| --- | --- |
| Упражнение 1 | 1 Бинарный поиск элемента в массиве  2 Создание двунаправленного списка. |

# **Решение**

В данной практической работе была описана структуры node и list. Эти структуры выполняют функции узла в списке и самого списка – набора узлов соответственно.

Сведения по двунаправленному динамическому списку

Двунаправленный список – это совокупность узлов. Узел в односвязном динамическом списке – это его часть. В узле хранится информация о нем самом (какие-то данные, переменные), информация о следующем узле и о предыдущем узле (указатель на следующий узел. Указатель на следующий узел у последнего объекта равен нулевому указателю, у первого указатель на предыдущий равен нулевому указателю). Добавление элемента происходит в конце списка(push\_back).

В данной задаче нужно было спроектировать и отладить метод рекуррентного ввода двунаправленного списка. Сложность создания двунаправленного линейного списка из n элементов - O(n), так как для каждого элемента выполняется постоянное число элементарных операций.

Рекурсивный алгоритм – алгоритм, в процессе выполнения которого он вызывает сам себя. У рекурсивного алгоритма обязательно должна присутствовать точка выхода. У рекурсивного алгоритма есть прямой и обратный ход. Прямым ходом называется последовательность рекуррентных вызовов алгоритма самого себя, а обратных ходом называется “сборка” от результата последнего вызова рекурсии к самому первому

В данной задаче нужно было спроектировать и отладить алгоритм бинарного поиска как инерционный, так и рекурсивный.

Теоретическая сложность бинарного поиска составляет O(log2n). Это

связано с тем, что на каждой итерации пространство поиска сужается

примерно наполовину. Таким образом, в худшем случае нам потребуется

log2n итераций, чтобы сузить массив от полного размера n до одного

элемента.

Сложность log2n предполагает, что входной массив отсортирован —

бинарный поиск работает только с отсортированными массивами.

Рекуррентное соотношение задается формулой: T(n) = a\*T(n/b)+O(1),

где a>=1, b>1. Для бинарного поиска выполняется только одна из двух

подзадач, т.е. a=1 и b=2. Получаем формулу T(n)=T(n/2)+O(1).

Оценив сложность методом подстановки, так же получаем O(log2n):

T(n)=T(n/2)+O(1)=T(n/4)+O(1)+O(1)=T(n/8)+O(1)+O(1)+O(1)=…

…=T(1)+O(log2n)

Предположим, что задан массив из 9 элементов: 1, 3, 4, 6, 8, 9, 22, 34, 78. Нужно найти позицию элемента со значением 3, тогда схема рекуррентных вызовов будет выглядеть следующим образом

![](data:image/png;base64,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)  
Рисунок 1 Схема рекурсивных вызовов функции бинарного поиска

Для решения упражнения были описаны несколько структур и написано несколько функций: структура node, реализующая узел списка.

|  |
| --- |
| struct node  {  char data;  node\* nextNodePtr;  node\* prevNodePtr;  node(char userData)  {  data = userData;  nextNodePtr = nullptr;  prevNodePtr = nullptr;  }  }; |

Также была описана структура list, реализующая однонаправленный динамический список. List имеет методы: Empty() – проверка на пустой список, PushBack – добавление элемента в конец списка, ShowList() – вывод спика на экран.

|  |
| --- |
| struct list  {  node\* head;  node\* tail;  list()  {  head = nullptr;  tail = nullptr;  }  void PushFront(char userDataAdd)  {  node\* add = new node(userDataAdd);  if (head == nullptr)  {  head = add;  return;  }  else if (tail == nullptr)  {  node\* temp = head;  head = add;  head->nextNodePtr = temp;  temp->prevNodePtr = head;  tail = temp;  return;  }  else  {  node\* temp = head;  head = add;  head->nextNodePtr = temp;  temp->prevNodePtr = add;  }  }  void PushBack(char userDataAdd)  {  node\* add = new node(userDataAdd);  if (tail == nullptr)  {  tail = add;  return;  }  else if (head == nullptr)  {  node\* temp = tail;  tail = add;  tail->prevNodePtr = temp;  temp->nextNodePtr = tail;  head = temp;  return;  }  else  {  node\* temp = tail;  tail = add;  tail->prevNodePtr = temp;  temp->nextNodePtr = add;  }  }  void ShowList()  {  node\* temp = head;  while (temp != nullptr)  {  std::cout << temp->data;  temp = temp->nextNodePtr;  }  }  }; |

Функция inputArray() имеет 2 парамер: array – указатель на массив целочисленных значений и его длинна.

Эта функция реализует запись массива пользователем.

|  |
| --- |
| void inputArray(int\* array, int n)  {  for (int i = 0; i < n; i++)  {  std::cin >> array[i];  }  } |

Функция showArray() имеет все параметры функции inputArray().

Функция выводит введенный массив на экран.

|  |
| --- |
| void showArray(int\* array, int n)  {  for (int i = 0; i < n; i++) std::cout << array[i] << ' ';  } |

Функция sortByChoise() имеет такие же параметры как и функция inputArray().

Функция реализует сортировку введенного массива.

|  |
| --- |
| void sortByChoise(int\* array, int n)  {  for (int i = 0; i < n; i++)  {  int min = i;  for (int j = i + 1; j < n; j++)  {  if (array[j] < array[i])  {  min = j;  std::swap(array[j], array[i]);  }  }  }  } |
|  |

Функция rescueBinar() имеет такие же параметры как и функция inputArray().

Функция реализует бинарную сортировку массива, выполнена рекурентно.

|  |
| --- |
| int recurseBinar(int\* array, int left, int rigth, int answer)  {  int mid = (left + rigth) / 2;  if (array[mid] == answer) return(mid);  if (array[mid] > answer) recurseBinar(array, left, mid - 1, answer);  else recurseBinar(array, mid + 1, rigth, answer);  } |

При запуске программы пользователь увидит начальный интерфейс программы
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Рисунок 2. Интерфейс программы

# **4. Тестирование**

Протестируем работу программы. Для этого введем 1 – работа с массивом и тест бинарного поиска. Длаее введем 2 и 1. Так мы запишем предложение в виде двусвязного списка добавляя все элементы в конец массива слова в конец списка. Далее слова введем 2, но теперь выберем 2 как режим заполнения двусвязного списка и предложение запишется “наоборот”.
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Рисунок 3. Проверка работы программы c функциями бинарного поиска

Вывод и поиск индекса искомого элемента работает корректно как в случае с итерационным алгоритмом, так и в случае с рекурсивным.

Далее проверим работу программы с двунаправленным списком.

![](data:image/png;base64,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)

Рисунок 4. Проверка работы программы с двунаправленным списком.

Как видно, корректно проработали записи как с функцией PushFront так и с PushBack

Все функции и методы работают корректно.

# **5. Выводы**

В результате выполнения работы я:

# 1. Научился программировать автоматическое тестирование более

# сложных программ

# 2. Научился реализовывать рекурсивные алгоритмы и познакомился с

# управлением двунаправленного линейного списка.

# **6. Исходный код программы**

|  |
| --- |
| #include <iostream>  int recurseBinar(int\* array, int left, int rigth, int answer)  {  int mid = (left + rigth) / 2;  if (array[mid] == answer) return(mid);  if (left == rigth) return (-1);  if (array[mid] > answer) recurseBinar(array, left, mid - 1, answer);  else recurseBinar(array, mid + 1, rigth, answer);  };  void sortByChoise(int\* array, int n)  {  for (int i = 0; i < n; i++)  {  int min = i;  for (int j = i + 1; j < n; j++)  {  if (array[j] < array[i])  {  min = j;  std::swap(array[j], array[i]);  }  }  }  }  void inputArray(int\* array, int n)  {  for (int i = 0; i < n; i++)  {  std::cin >> array[i];  }  }  void showArray(int\* array, int n)  {  for (int i = 0; i < n; i++) std::cout << array[i] << ' ';  }  void rescueBinarIter(int\* array, int answer, int length)  {  int left = 0;  int right = length - 1;  int mid;  bool find = false;  while ((left <= right) && (find == false))  {  mid = (left + right) / 2;  if (array[mid] == answer)  {  find = true;  }  if (array[mid] > answer)  {  right = mid - 1;  }  else  {  left = mid + 1;  }  }  if (find)  {  std::cout << "index of targer by iter: " << mid << std::endl;  }  else  {  std::cout << "No" << std::endl;  }  }  struct node  {  char data;  node\* nextNodePtr;  node\* prevNodePtr;  node(char userData)  {  data = userData;  nextNodePtr = nullptr;  prevNodePtr = nullptr;  }  };  struct list  {  node\* head;  node\* tail;  list()  {  head = nullptr;  tail = nullptr;  }  list PushFront(char userDataAdd)  {  node\* add = new node(userDataAdd);  if (head == nullptr)  {  head = add;  return(\*this);  }  else if (tail == nullptr)  {  node\* temp = head;  head = add;  head->nextNodePtr = temp;  temp->prevNodePtr = head;  tail = temp;  return(\*this);  }  else  {  node\* temp = head;  head = add;  head->nextNodePtr = temp;  temp->prevNodePtr = add;  return(\*this);  }  }  list PushBack(char userDataAdd)  {  node\* add = new node(userDataAdd);  if (tail == nullptr)  {  tail = add;  return(\*this);  }  else if (head == nullptr)  {  node\* temp = tail;  tail = add;  tail->prevNodePtr = temp;  temp->nextNodePtr = tail;  head = temp;  return(\*this);  }  else  {  node\* temp = tail;  tail = add;  tail->prevNodePtr = temp;  temp->nextNodePtr = add;  return(\*this);  }  }  void ShowList()  {  node\* temp = head;  while (temp != nullptr)  {  std::cout << temp->data;  temp = temp->nextNodePtr;  }  }  };  list RecursePushBack(list Sentence)  {  char buff;  std::cin >> buff;  if (buff == '.')  {  Sentence.PushBack('.');  return (Sentence);  }  else  {  RecursePushBack(Sentence.PushBack(buff));  }  }  list RecursePushFront(list Sentence)  {  char buff;  std::cin >> buff;  if (buff == '.')  {  Sentence.PushBack('.');  return (Sentence);  }  else  {  RecursePushFront(Sentence.PushFront(buff));  }  }  int main()  {  int length;  int searchTarget;  int control;  do  {  std::cout << "enter control" << std::endl;  std::cout << "1 - binar rescue" << std::endl;  std::cout << "2 - twoway list" << std::endl;  std::cin >> control;  switch (control)  {  case 1:  {  std::cout << "Enter len ";  std::cin >> length;  int\* array = new int[length];  inputArray(array, length);  sortByChoise(array, length);  std::cout << "Sorted array = ";  showArray(array, length);  std::cout << std::endl;  std::cout << "Enter Target ";  std::cin >> searchTarget;  if (recurseBinar(array, 0, length - 1, searchTarget) == -1)  {  std::cout << "No" << std::endl;  }  else  {  std::cout << "index of target by rec: " << recurseBinar(array, 0, length - 1, searchTarget) << std::endl;  }  rescueBinarIter(array, searchTarget, length);  break;  }  case 2:  {  list Sentence;  char buff;  int controlBackFront;  std::cout << "Front - 1 back - 2" << std::endl;  std::cin >> controlBackFront;  if (controlBackFront == 1)  {  Sentence = RecursePushFront(Sentence);  }  if (controlBackFront == 2)  {  Sentence = RecursePushBack(Sentence);  }  Sentence.ShowList();  std::cout << std::endl;  }  }  } while (control == 1 || control == 2);  } |