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ЗАДАНИЯ

Вам необходимо разработать приложение, которое считывает данные из исходного источника (например, файл, база данных или сетевой ресурс), применяет к ним различные операции с использованием Stream API, и сохраняет результаты в новый источник данных.

1. Создайте аннотацию @DataProcessor, которая будет использоваться для пометки методов обработки данных.
2. Создайте класс DataManager, который будет отвечать за многопоточную обработку данных. Этот класс должен иметь методы:

* registerDataProcessor(Object processor): Регистрирует объект- обработчик данных с аннотацией @DataProcessor.
* loadData(String source): Загружает данные из исходного источника.
* processData(): Запускает многопоточную обработку данных, применяя методы с аннотацией @DataProcessor с использованием Stream API.
* saveData(String destination): Сохраняет обработанные данные в новый источник.

1. Создайте несколько классов, представляющих различные обработчики данных, и пометьте их аннотацией @DataProcessor. Например, можно создать классы для фильтрации, трансформации и агрегации данных.
2. Используйте многопоточность из java.util.concurrent для эффективной обработки данных параллельно.
3. Протестируйте ваше приложение, загрузив данные из исходного источника, применив различные обработчики с помощью Stream API, и сохраните результаты в новый источник.

ХОД РАБОТЫ.

Часть 1.

Создаём аннотацию DataProcessor. Аннотация будем применяться к методам и использоваться во время выполнения программы.

import java.lang.annotation.ElementType;

import java.lang.annotation.Retention;

import java.lang.annotation.RetentionPolicy;

import java.lang.annotation.Target;

@Retention(RetentionPolicy.RUNTIME)

//указываем уровень сохранения аннотации. В данном случае

//мы указываем, что она будем использоваться во время

//выполнения программы

@Target(ElementType.METHOD)

//Место применение аннотации, в нашем случае она будем

//применять к методам

public @interface DataProcessor {

}

// с помощью @interface создаются пользовательские

//аннотации в java

Часть 2.

Создаём DataManager, который будет реализовывать много поточную обработку данных. У него будут методы для: добавления обработчик данных, загрузки данных из источника(из файла), многопоточной обработки данных с помощью обработчиков данных, получения аннотированного метода для обработки, применения этого аннотированного метода, и сохранение результатов в отдельные файлы.

import java.io.IOException;

import java.lang.reflect.Method;

import java.nio.file.Files;

import java.nio.file.Paths;

import java.util.ArrayList;

import java.util.List;

import java.util.concurrent.CompletableFuture;

import java.util.concurrent.ExecutorService;

import java.util.concurrent.Executors;

import java.util.concurrent.TimeUnit;

import java.util.stream.Collectors;

import java.util.stream.Stream;

public class DataManager {

    private List<Object> dataProcessors = new ArrayList<>();

    //массив для хранения обработчиков данных

    private List<Integer> inputData = new ArrayList<>();

    //Массив для сохранения входных данных

    private List<List<Integer>> processorResults = new ArrayList<>();

    //Массив для сохранения результатов работы различными обработчиками данных

    public void registerDataProcessor(Object processor) {

        //метод для добавления обработчика данных в список

        dataProcessors.add(processor);

    }

    public void loadData(String source) throws IOException {

        // Чтение данных из файла

        //Paths.get(source) создаёт из строки путь к файлу

        //Files.readAllLines чтение всех строк из файла

        //и возвращение их в виде списк строк

        List<String> lines = Files.readAllLines(Paths.get(source));

        // lines.stream() преобразование списка строк в поток строк

        //.flatMap метод используется для объединения всех потоков

        //слов в один общий поток

        //line -> Stream.of(line.split("\\s+")) для каждой строки line

        //метод split разбивает строку, использую пробле как разделитель

        //Stream.of мы передаем массив строк, полученный после разибения и создаём поток слов

        //.map(Integer::parseInt) к каждому элементу потока мы применяем выражение

        //Integer::parseInt сокращённый синтаксис для передачи метода как параметра

        //мы ссылаемся на статический метод

        //в конце преобразуем в список

        inputData = lines.stream()

                .flatMap(line -> Stream.of(line.split("\\s+")))

                .map(Integer::parseInt)

                .toList();

    }

    public void processData() {

        // Определяем количество потоков, в нашем случае оно соответствует количеству обработчиков данных

        int numberOfThreads = 3;

        //создаём сервис для управления потоками

        ExecutorService executorService = Executors.newFixedThreadPool(numberOfThreads);

        List<CompletableFuture<List<Integer>>> futures = new ArrayList<>();

        //список, в котором находяться задачи. Каждая задача представляет собой результат

        // в виде списка интов.

        for (Object processor : dataProcessors) {

            CompletableFuture<List<Integer>> future = CompletableFuture.supplyAsync(() -> processWithProcessor(processor), executorService);

            futures.add(future);

        }

        //Итерируемся по всем обработчикам данных

        //CompletableFuture.supplyAsync создаёт и возвращает CompletableFuture, который будет выполнен в отдельном поток

        //() -> processWithProcessor(processor) лямбда выражение не принимает аргументы

        // в теле лямбда выражения мы вызывает метод, для работы с данными

        CompletableFuture<Void> combinedFuture = CompletableFuture.allOf(futures.toArray(new CompletableFuture[0]));

        // создаём объект типа CompletableFuture<Void>, когда завершаются все поток.

        //массив futures преобразуется в массив типа CompletableFuture, указано в скобках. [0] пустой массив, в нашем случае используем как шаблон

        //метод AllOf ожидает завершения всех потоков. он создает новые CompletableFuture, передавая ему все остальные после завершения работы CompletableFuture

        try {

            combinedFuture.get();

            //метод блокирует текущий поток, ожидая завершенеия всех асинхронных задач в этой переменно

        } catch (Exception e) {

            e.printStackTrace();

        } finally {

            executorService.shutdown();

            //сервис больше не принимает новые задачи и завершает предыдщуеи

        }

        // Получаем результаты из CompletableFuture

        processorResults = futures.stream() //преобразует список в поток объектов

                .map(CompletableFuture::join)

                //преобразуем каждый элемент при помощи метода .join, т.е. преобразует в поток результатов каждой задачи

                .collect(Collectors.toList());

                //сбор результатов из поток в список

    }

    private List<Integer> processWithProcessor(Object processor) {

        List<Integer> result = new ArrayList<>();

        //создаём объект, в котором будем хранить результат обработки данных

        for (Method method : processor.getClass().getDeclaredMethods()) {

            //итерируемся по методам в процессоре

            if (method.isAnnotationPresent(DataProcessor.class)) {

                //проверка, явялется ли текущий метод аннотированным согласна DataProccesor

                processWithMethod(processor, method, inputData, result);

                //вызов метода для обработки данных

            }

        }

        return result;

    }

    private void processWithMethod(Object processor, Method method, List<Integer> input, List<Integer> result) {

        try {

            method.invoke(processor, input, result);

            //вызов метода обработчика данных

        } catch (Exception e) {

            e.printStackTrace();

        }

    }

    public void saveResults(String destination) {

        for (int i = 0; i < processorResults.size(); i++) {

            //итерация по объектам массива

            List<Integer> result = processorResults.get(i);

            //получаем результат обработки данных для текущего процесса

            try {

                Files.write(Paths.get(destination + "\_result" + i + ".txt"), result.stream().map(Object::toString).toList());

                //запись в файл.

            } catch (IOException e) {

                e.printStackTrace();

            }

        }

    }

}

Часть 3.

Обработчик данных, который агрегирует весь массив и возвращает количество элементов:

import java.util.List;

public class CountDataProccessor {

    @DataProcessor

    public static void countNumbers(List<Integer> input, List<Integer> output) {

        output.add(input.size());

    }

}

Обработчик данных, который фильтрует данные и оставляет только те, что подходят по шаблону:

import java.util.List;

public class FilterDataProccesor {

    @DataProcessor

    public static void filterNumbers(List<Integer> input, List<Integer> output) {

        output.addAll(input.stream().filter(num -> num > 5).toList());

        //возвращем число, если оно больше 5

    }

}

Обработчик данных для трансформации данных:

import java.util.List;

public class SquareDataProcessor {

    @DataProcessor

    public static void squareNumbers(List<Integer> input, List<Integer> output) {

        output.addAll(input.stream().map(num -> num \* num).toList());

        //возводим в квадрат.

    }

}

Часть 4.

Программа для тестирования приложения. Мы создаём менеджер обработчиков данных, добавляем в него обработчики, открываем файл, выполняем обработку и сохраняем результаты.

import java.io.IOException;

public class Main {

    public static void main(String[] args) {

        DataManager dataManager = new DataManager();

        // добавляем обработчики данных

        dataManager.registerDataProcessor(new FilterDataProccesor());

        dataManager.registerDataProcessor(new SquareDataProcessor());

        dataManager.registerDataProcessor(new CountDataProccessor());

        // Загружаем данные из файла

        try {

            dataManager.loadData("input.txt");

        } catch (IOException e) {

            e.printStackTrace();

            // Дополнительная обработка исключения по вашему усмотрению

        }

        // Обрабатываем данные

        dataManager.processData();

        // Сохраняем обработанные данные в новый файл

        dataManager.saveResults("output.txt");

    }

}

Пример входных данных:
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Выходные файлы:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALkAAAD9CAYAAADgZNYmAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAnQSURBVHhe7d09ctxGEIZhUrlypQ7tcqjUZ9IBFOsAPpNShS47VKpcB1izJbaq1Rr8LoDp+fg+Va0FMAB2dvlxOCBI6vHdx8+3B0Dc7TnoFDVMbcnsq6d/AGmEHPIIOeQ9PpXNbx7+/uu371ueff3w5nkJqOH1+y/PSw8PrczOaU7in0L+yzaK6lU5j1x4AgEhhzxCDnmEHPIIOeQRcsgj5JB3eMj/+e/f2cL5bjf79jAiiZtBprV9a82dZ64t1tr9zqr4/HE5bnO5zWuuLdba/bzm9p9rK3UziJG7NsvR4+Pjj/qeq+tMPaf36wyHh/zP3//4qbayFxvL5XXj663HXC6vG1/Pj9HSPkvtmbV7ubhtantcj/K6ifvHxyVLxy21L8lBt+WzAm5KXXj6C7cX3HrRU2+Eb8/tR53H5DZ7jB/kVvuU1uuceu1+7rw9LkdLfZk6Lmod7/1bOv9afs54vrOUu/Bc+4Ljm9N6o/K67dOydB431Za3z50jau2z5riWtX1b6+jXWsGtyoWnmVqPy1va8npcXmqL1WpzeVtcb1Vrn6zVFtdz+9Ly1LqJ23x7a5vJ2+L6lorHxuWpKn3h6YVlNip6RWeOlj1GYst0fF5b/p7zc5x+4em11dyL3vKG7D3P0nNYe4+AZFveiyged+VrnTrXmUEvdeFp7IX6i81vhre13iQ/Jj768p7ztHhbPNYe8zFL52g9r7E2r9Z65NuXXkM+1o8zU/0wvo897n2tLXPPOdd2j1IhtxcZK8rbY3vcbnw9bzd5e2yf2m6W2lzcr2WqzY+Lx7e2mbyt1ZaXja+3tkexvdXm4n6VlRvJVdgIlwt9EPKT+CgXC33IhZwwIWMkhzxCDnmEHPJsAnt7x1/QwgAO/wtaFFW5uv7sClANIYe8H3NyQBlzckq6mK5AHiGHPEIOeYQc8gg55BHyF+rTp0/PS/ouC3nrN/hjneXID+bcudY+T8Vwtfpk22K1TG3P1u53lstC3voN/lio5+3bt99qdJM/hXi0PFpvDXYeDeKbb22t9dYxrba953K5zS3tE9uj/Jy+XzxHPrbV5udxcd2X43HGt8XjTOtcLUv75PNepfwdz6c361vNrftyXm+15fal/afaYq09bu4cXrZP63xT58n7Tm1fe3zrfGu2TZ2zdeyVNcyFZxwB7h0NjjzXFDvv0wd3csRb0urXWX09yr2v+SzyF54VHBVOD1AOUcVwVfqE5MJzIBacWJFvqxT0KrqP5GvFD97cB3LNB/mocy0de3Tw7jnPlmNzn/21+PIU3+/I13yEy767cq/8pvmb7rzd3+DWByW25e3R1nOZ2OZymx/jvD2L543yc7SeOx+XnzseM3d83GaWjnO5zdZb579a+e+uHFlPb3hzO6Vbw3x3RZGNcLlwDkZySrpe3Ejea06IfpiuQB6/rQ95w3wLsQf+VJ6OF3XhuaV6/DeP1PHFnBzyCDnkEXLIGyLkFS4A+V/cxlU+5FUCzv/iNq7SIbeAx/9doAcPOMZVOuS9Ax4xXRkXF54r5OkKQR8LIV+B6crYCDnkEfIV4vSEqcp4Sofcvrvi30KMy1fyqYqF2wPO9GU8/IDWRD19UjW3U2MV0xXII+SQR8ghz66gbE7ObwY19LjQxTm48KSki+kK5BFyyCPkkEfIIa90yP1WerylfrXcBy+Mo2zILUj+89tePcKV+2CFsZQNedUw+ScfxsGcHPKGCXmFEZRRfExDhLzHXBw6yofcA84ojr1Kh7xKwDG2siGPUxRb9uqh1/PiGGVDbqN3q3ro+dy43xAXnsA9CDnkEXLII+SQR8ghj5BDHiGHPEIOeYQc8sqGPN7K731bvVJfsF3ZkMdb+Va9wmXPW6Uv2IfpCuQR8hXiyM0oPp7SIbdAedk0oYc4RfF+9OoL9ikdcg+Uh6yHHG5fxziYrqxg4XZxGWMg5JBXNuQ+LfDqNYLGKUrvvmCfsiG3IMXqqVJfsB3TFcgj5JBHyCGPkEMeIYc8Qg55hBzyCDnkEXLIKx9yv5XeU7yl37sv2I6RfIGHOt7SJ+hjKR1yC1OFnxWJfeBnV8ZTNuSMljhK6ZG84qjJJ994Soa8yjTFWD+sP15MV8ZTerriFdd7sGB7YTwlQx5D5cGKyz3ZJ1qFfmC90nPyKvyrCAEf0xAh7x0s/ypCwMfESA55hBzyCDnkEXLII+SQR8ghj5BDHiGHPEIOeWVDHm+le/U21Ydq/cTPSo/k8XZ671vqS+Gt0Ee0MV1ZwQI+FeDcZsuM5rUQ8hW2jNAEvJ7SIbfAeFXn/WTKUk/ZkFtYYlUOuofbCvUwXTkA4a5tiJBXHsXzVxmmLPWUDbmFxcv0DE7sR1yOprajv2Hm5D3lvuT+zLWhP+bkkEfIIY+QQx4hhzxCDnmEHPIIOeQRcsgj5JBXPuR+u7zCLfOlPnBbv6bSIbfQVLldTsDHVTbkHvAKlvpSqa/4FdOVFZYCTMBrG2q60jPoGFfpkDNC4gjlpyvAvcpPVxxTFexVNuQ+VbFwe8B7TV9iH+KyW2pHX+Xn5LF6yf3IfVlqR1/MySGPkEMeIYc8Qg55hBzyCDnkEXLII+SQR8ghr2zI/fZ4rp6mnr9SH/GrsiGvdqt8LuC5nwS9lmGmKx6mHuaeu1efsB5z8hUI8tiGCHnPUXyrkfr6UjCSH4i5eE3lQz7KyOgBZxSvh5H8AAS8ttIhr/Ll3/rhfYnLJi/ndvRXOuQ2MlYYHb0fsVyrzQp1MF2BPEIOeYQc8gg55BHyGV8/vPlWvrznETXc3n38bN/zoijJYiSfcc9ozEheByGf8fr9l+el7e45Fsci5DMYyTWUDnm8Td7jVnkejVt9mOojI3kdZUNugcm3ymOIrhBH46nnnuojI3kdTFdm+Gjsn3BbMJLXUX664q4exY2PxlsDbhjJ6ygb8vjl30fSPWG7x9rR2Pvo/TSM5HWUnpPHcPv6ldaOxt5H76dhJK+j9HTFQuPi8lXuGY0ZyevgwnPGPaMxI3kdpefkPkXxuno099HYnz8vG1/38j4yktdRfroS62o+Gud+xL5MbWckr4Ppygzm5BoI+Qzm5BoI+QxGcg2EfIaNxj4i731EDTd+M4hSLkZyyHvFl1WoYySHPEIOeaVDnm+ZA3uUDbmHOt4uJ+jYo/RIHn8WJC4DWzAnh7xhQs5UBXuVDblNT/yC04rpCvYqPyf3AvYaarpC2LFH6ZAzXcERmK5A3jDTFWAvQg55hBzyCDnkEXLII+SQR8ghj5BDHiGHvFf8pSeoYySHPEIOeYQc8gg55BFyyCPkkEfIIY+QQx4hhzxCDnmEHPIIOeQRcsgj5JBHyCGPkEMeIYc8Qg5xDw//AwxmlhIToNF9AAAAAElFTkSuQmCC)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKkAAAFWCAYAAAASZr1XAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAyxSURBVHhe7dxNkqTIEYbhau21nytIprvpAFrPyXQFmbScrfZzgFa5dbnJxzt+gCTDP+B9zMIKCCAD4ssgSbL728fHx/fPAsj69vd//kZIIY2RFNI+B9GPP31NA7IIKeQRUsj79vuvv/CZFFL+/I//fk39+Ez68RVSCkWi5Dzat09c7iGPkEIeIYU8Qgp5hBTyCCnkEVLIOxzSf/3n38OC9/v+3b5KfICrfZlvWsv3ltF+RnWxbF3vXSW+fpyOxbXqrIzqYtm6npfR+qO6U7/MZ+TUZjmw8u2b/RpzPXvdH1n8oyNtOhzSv/3lr38oe/lJ9OLyvPH51t9cXJ43Pp//RrN1ZvWZ1XtxcVlveZyP8ryJ6zsLggelF4q8XdzezOpnclBtem9ATcmNkzfcT2TWOxBfnuvP2o/JdfY3dlKrvqd1nL1j933n5XE62tuWltb23r4z9m98n3F/e5XdOG1tcDy41oHmeVunZbYf16vLy0f7iFrrbNmuZWvbtjr7WN+m4sbJ9Obj9J66PB+nZ3WxtOpcXhbnW6W1Ttaqi/O5fjady946l5fF+T0lbhune+WtN05eMGejkpfo7NHqRybq2OvHY7LpQ22qHknd3ro8747U+fRo3v/m5aPSWqe1LJZYn6dNr86nY8nLt87737x8TxltM6o7dSR9lbXzR1t/HkG8rjWy+Dbxr08f2U+L18Vt7W/eZraP1usaq/PSmo98+ewYWttu4dvF19h7rC29YzejupaSkFojY4ny8lgflxufz8tNXh7re8vNrM7F9Vp6db5d3L61zORlrbo8HeVlrXlfNlo3rlehbCS9CxthcsG5COmLfJSJBee6bEgJw3MwkkIeIYU8Qgp5/A8mkJP/BxO7+yCkkGUh5XIPeYQU8vjvyCGPz6SQx+Ue8ggp5BFSyCOkkEdIIY+Q3twdfoR9+ldQs38xeuR/O9nCOuOs35iO9rX1dc5szytiO44eV/Ux2x5v8T3pmSdIucP2iu1otcmWOdVjtj2+dSTdO3LGk2biQeeT4POtbVp1R/flcp2brRPro/yavl7cR962Vef7cXHep+N2prXfvMzk7Vx+vay1r6NsT+1WFPCD9QNszeeTM6ozZ+wr2rrdaB/O1jF5f2bPPvPy3ja97c2euiP7f4XcjVM8yFcP+Mx99dh+rXOsHNFq17vaepZXj3kvOxunvtIrN06td2Jcluu31rmj+4p6+zW9/fWM9hXl/ZrRa8X53nS2t86Wmbh8tI9X2B5PDekreifDl+X6rXXu6L6i3n5Nb389vX3NtjNxvbxNr2607711tszE5aN9vML2eGpIeyPplhuofOCt+S115ux97a3L67W01rFlZs+2edr06nr7zXWj7Xp1eb2z2B5/HJUIO9AoH7TX2/J8glysy8ujvfsysc7lOt/GeX0W9xvl12i9dt4uv3bcZuv2cVlvO5frbH60/1fYnn5uwQ3kk47rIqQLjEYizBFSyLttSHEf/AoK8vjXopDH5f7T77/+8jUFRYT0k4U0/v9D0MJnUsgjpJBHSCFPKqQqNzCtJ0SoIxNSAooeiZCq3F3zKFWTREhVvv4hoJq4cYI8Qgp5hBTyCCnkSTy7b339tPJmyr9d4Bf0mviBySeVr8DQxuUe8ggp5BFSyOMz6SeV3w2gjZBCHpd7yCOkkEdIIY+QQp7EjVN+HFn5KNLbwuNQHeUjqf8aPpbWM3Q8V3lIlUYsf8NAC59JvzB665ILaeVoxiiqSSqkVaMZl3lt1jMS1zkPaEVYRm8OwltPIqSVAW1hZNUi8RWUs2kvgJMYSYERvoKCPEIKeYQU8ggp5BFSyCOkkEdIIY+QQh4hhbzyJ075EWjlM3OltuD/5B6LWlAqwuEB9dfO86jD5T6IgSScOggp5EmE1C6tXlRGML/co54lgs+kX2IwrQ1Kb5on43IfWCC9QAch7WAU1VF+uc+f/SqDkS/30FAeUmCGyz3kEVLII6SQR0ghj5BCHiGFPEIKeYQU8ggp5MmE1B5J5kekVUbt8HaqtPUJGEmTWUD9V1I8219HIqTe+dVG7VBp4xOVh3Q0cq22JYTWXi9YQ2IkvcoI5aOpF4K6RmlIvdOv4kptvROJy72XOA+40pDGS6ePUnFaTXzz8EZax9Igc7at4ysD2gpebE+uV30z3Y1USIEWibt7YISQQh4hhTxCCnmEFPIIKeQRUsgjpJBHSCGv/InT7FHkSqPHnkrtfBqJkCp0dqsdcZlKO5+Iy/0XAqiLkEKeDR9Sn0lVRrR8eVdt5xOUhzRT+OzngRy1Q6GdT8HlPtkSUKwlFdJ8SV1ta0Cr2/k01hulZzx3eNUI1guet0elnU9UHlJghs+kkEdIIY+QQh4hhTxCCnmEFPIIKeQRUsgjpJAn88QpPnaseOS49bFndTufSCKk1vFqHd5qk2I7n6D8cn+VjiegdWQ+k1oIvCi7SjvvxIaG0rPtnR1HKVtWMWrF4OXXV2rn00iMpCodbe3wEgPrCGQNvoKCPImQxlGrNYKpuEo778auX+VnO3d4xWV1SxsU2vlEEiEFRvhMCnmEFPIIKeQRUsgjpJBHSCGPkEIeIYU8Qgp55U+ces/Aqx45ent4LKpD8rGohUEtpHn5KMw4l9zlvjqgo9eOdYRzHT6TfvGREXqkQlo5ipo9r02o12Ek/bTlzWH1tp4XLvfr2JmWGBIqO95eu2fUJsK6BiFt2NIWArqOxOV+NJIpsXZ6IaDryIykQA83TpBHSCGPkEIeIYU8Qgp5hBTyCCnkEVLII6SQJ/HEKT8WrXzkGNvSaofX81h0nfKQtp6DVz0b3/K6hHQ9LvdftgaUcK4nEVIfnUycrmCv7yWqbteT2bAgcfY9BFUjVev1bZnP96bxfuUjqXW4d7oVn6/QCx6hrCVxuY8BUA2Dv3n8DRSn8V7cOAUxdHHa3jixxGV4PzvL5cNBHpGqOn9rO2w9ArqOREiBES73kEdIIY+QQh4hhTxCCnmEFPIIKeQRUsgjpJDHY9GAx6KaykPqwfBOz/OrtILXW2YI6ToSl/vY4cqd3wot3o/PpIGPkiZOOwJaQy6krXCsYAG0Yq/vIyah1GC9UJOKIAbTg7I6IN4Gf908H1W078lkPpN6qRRfnxDqkLzcExBElga5y32V2A6T25LrDW+o95MIKTDCV1CQR0ghj5BCHiGFPEIKeYQU8ggp5BFSyCOkkLf0iVPvufzsceRqR9updhx3sWwkzR2YWYcqdOqr7VQ5jjtZEtLeyGRynU3PgvIur7RT6TjuZklIex3fUtmxZ7aTgJ5H5sbJOtXKnqBUmLXzKsdxJRIh9U69QkBH7bzKcVyNREiv0qmzdhLO9ygPqXWsjUBO9VI5a+dVjuOK7Cy+/RN+7DwXOzDXV3Xuq+1UOY67sbP4c88AQmTu7oEeQgp5hBTyCCnkEVLII6SQR0ghj5BCHiGFvKUhbT12jGb1q/TaYctj6RnVYb9lIZ11nErH9tphy+1ZfCytdVWO406WhNQ7uGdWv8qoHVvap3Icd7MkpLOOU+nYV9tBQN+DG6eDGDXXIaQHWECxDiHdyQPKKLoOId2BgNaws/32a1fr8hg7ela/yqgdrTqjeBx3Y2ewffYBEVzuIY+QQh4hhTxCCnmEFPIIKeQRUsgjpJBHSCFvaUh7jxZteSzVRm2YtVHlGO5kWUh7HWfL7fl2LJWdTMD0LAmpB7Glt7zCqJ3m1XocsySkV+m4WQBHZvU4Tu7GSXk0mrWLUfQ9pEKqOhrN3jjKb6w7sDO7LBmjzvSAKnR2bqe3rcXWm9XjNRIhVQqo6bXTvVqPfexMvj2kHsLIO7FVZyo6edTOiJCuZWfy7SEFXiF3dw9khBTyCCnkEVLII6SQR0ghj5BCHiGFPEIKeUufOLUeF+ZHkQqPE0ePNWN7r3Asd2BncUlIvQNnHTcKyAqjdo7alrfberyYW3K5rw7eVrMQzo4h1hPO8ywJ6VU6bEs7LaxesIbEjVPseOVAe/u8jII6qsM+EiHd2vHVrH093nYvo3WxD19BncjfaAT0XIR0hzjKz0Z8RtPz2Fl8+/W11aHegbmusmNH7TSztsZ6AnoeO5M/9wwghMs95BFSyCOkkEdIIY+QQh4hhTxCCnmEFPIIKeQtDWnrsaOzulE9nmtZSAkgjloSUgvo6AcXs3o825KQzgIKjEjcODGKYqQ0pFzmsYUlZNn1NodydKknvHClIc0YWdGy7O7eR804DWyxdCQFjpC4uwdGCCnkEVLII6SQR0ghj5BCHiGFPEIKeYQU8ggp5BFSyCOkkEdIIY+QQh4hhTxCCnmEFPIIKeQRUsgjpJBHSCHu4+N/IZr4BdOt4lIAAAAASUVORK5CYII=)

![](data:image/png;base64,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)