ASSIGNMENT-1

NAME:K.R.Vishnu Chaithanya

REG\_NO:192372057

SUB\_CODE:CSA0674

SUB:DESIGN AND ANALYSIS OF ALGORITHM FOFR SIMPLIFICATION

1.Two Sum Given an array of integers nums and an integer target, return indices of the two numbers such that they add up to target. You may assume that each input would have exactly one solution, and you may not use the same element twice. You can return the answer in any order. Example 1: Input: nums = [2,7,11,15], target = 9 Output: [0,1] Explanation: Because nums[0] + nums[1] == 9, we return [0, 1]. Example 2: Input: nums = [3,2,4], target = 6 Output: [1,2] Example 3: Input: nums = [3,3], target = 6 Output: [0,1] Constraints: ● 2 <= nums.length <= 104 ● -109 <= nums[i] <= 109 ● -109 <= target <= 109 ● Only one valid answer exists

Code:

def two\_sum(nums, target):

num\_to\_index = {}

for index, num in enumerate(nums):

complement = target - num

if complement in num\_to\_index:

return [num\_to\_index[complement], index]

num\_to\_index[num] = index

print(two\_sum([2, 7, 11, 15], 9))

print(two\_sum([3, 2, 4], 6))

print(two\_sum([3, 3], 6))

output:
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1. Add Two Numbers You are given two non-empty linked lists representing two non-negative integers. The digits are stored in reverse order, and each of their nodes contains a single digit. Add the two numbers and return the sum as a linked list. You may assume the two numbers do not contain any leading zero, except the number 0 itself. Example 1: Input: l1 = [2,4,3], l2 = [5,6,4] Output: [7,0,8] Explanation: 342 + 465 = 807. Example 2: Input: l1 = [0], l2 = [0] Output: [0] Example 3: Input: l1 = [9,9,9,9,9,9,9], l2 = [9,9,9,9] Output: [8,9,9,9,0,0,0,1] Constraints: ● The number of nodes in each linked list is in the range [1, 100]. ● 0 <= Node.val <= 9 ● It is guaranteed that the list represents a number that does not have leading zeros.

Code:

class ListNode:

def \_\_init\_\_(self, val=0, next=None):

self.val = val

self.next = next

def add\_two\_numbers(l1, l2):

dummy\_head = ListNode()

current = dummy\_head

carry = 0

while l1 or l2 or carry:

val1 = l1.val if l1 else 0

val2 = l2.val if l2 else 0

total = val1 + val2 + carry

carry = total // 10

new\_digit = total % 10

current.next = ListNode(new\_digit)

current = current.next

if l1:

l1 = l1.next

if l2:

l2 = l2.next

return dummy\_head.next

def create\_linked\_list(nums):

dummy\_head = ListNode()

current = dummy\_head

for num in nums:

current.next = ListNode(num)

current = current.next

return dummy\_head.next

def print\_linked\_list(node):

while node:

print(node.val, end=" -> " if node.next else "\n")

node = node.next

l1 = create\_linked\_list([2, 4, 3])

l2 = create\_linked\_list([5, 6, 4])

result = add\_two\_numbers(l1, l2)

print\_linked\_list(result)

l1 = create\_linked\_list([0])

l2 = create\_linked\_list([0])

result = add\_two\_numbers(l1, l2)

print\_linked\_list(result)

l1 = create\_linked\_list([9, 9, 9, 9, 9, 9, 9])

l2 = create\_linked\_list([9, 9, 9, 9])

result = add\_two\_numbers(l1, l2)

print\_linked\_list(result)

output:
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1. Longest Substring without Repeating Characters Given a string s, find the length of the longest substring without repeating characters. Example 1: Input: s = "abcabcbb" Output: 3 Explanation: The answer is "abc", with the length of 3. Example 2: Input: s = "bbbbb" Output: 1 Explanation: The answer is "b", with the length of 1. Example 3: Input: s = "pwwkew" Output: 3 Explanation: The answer is "wke", with the length of 3. Notice that the answer must be a substring, "pwke" is a subsequence and not a substring. Constraints: ● 0 <= s.length <= 5 \* 104 ● s consists of English letters, digits, symbols and spaces.

Code:

def length\_of\_longest\_substring(s):

char\_index = {}

max\_length = 0

left = 0

for right, char in enumerate(s):

if char in char\_index and char\_index[char] >= left:

left = char\_index[char] + 1

char\_index[char] = right

max\_length = max(max\_length, right - left + 1)

return max\_length

print(length\_of\_longest\_substring("abcabcbb"))

print(length\_of\_longest\_substring("bbbbb"))

print(length\_of\_longest\_substring("pwwkew"))

output:
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1. Median of Two Sorted Arrays Given two sorted arrays nums1 and nums2 of size m and n respectively, return the median of the two sorted arrays. The overall run time complexity should be O(log (m+n)). Example 1: Input: nums1 = [1,3], nums2 = [2] Output: 2.00000 Explanation: merged array = [1,2,3] and median is 2. Example 2: Input: nums1 = [1,2], nums2 = [3,4] Output: 2.50000 Explanation: merged array = [1,2,3,4] and median is (2 + 3) / 2 = 2.5. Constraints: ● nums1.length == m ● nums2.length == n ● 0 <= m <= 1000 ● 0 <= n <= 1000 ● 1 <= m + n <= 2000 ● -106 <= nums1[i], nums2[i] <= 106

Code:

def find\_median\_sorted\_arrays(nums1, nums2):

combined = nums1 + nums2

combined.sort()

length = len(combined)

if length % 2 == 1:

return combined[length // 2]

else:

mid1 = combined[length // 2 - 1]

mid2 = combined[length // 2]

return (mid1 + mid2) / 2

print(find\_median\_sorted\_arrays([1, 3], [2]))

print(find\_median\_sorted\_arrays([1, 2], [3, 4]))

output:
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1. Longest Palindromic Substring Given a string s, return the longest palindromic substring in s. Example 1: Input: s = "babad" Output: "bab" Explanation: "aba" is also a valid answer. Example 2: Input: s = "cbbd" Output: "bb" Constraints: ● 1 <= s.length <= 1000 ● s consist of only digits and English letters.

Code:

def longest\_palindromic\_substring(s):

if not s:

return ""

start, end = 0, 0

for i in range(len(s)):

len1 = expand\_around\_center(s, i, i)

len2 = expand\_around\_center(s, i, i + 1)

max\_len = max(len1, len2)

if max\_len > end - start:

start = i - (max\_len - 1) // 2

end = i + max\_len // 2

return s[start:end + 1]

def expand\_around\_center(s, left, right):

while left >= 0 and right < len(s) and s[left] == s[right]:

left -= 1

right += 1

return right - left - 1

print(longest\_palindromic\_substring("babad"))

print(longest\_palindromic\_substring("cbbd"))

output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdUAAAB5CAYAAABvELvWAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABOcSURBVHhe7d0NUBRXggfwf84Tjce48SOmELFEzjVwURM8dy7lwW0JtVmk1kCynKwKZchO1NNgViERSATcgF6BZA81omwMAc2hrqJcAXEDaoGUGVHjR5RsiOJJkEuiJpehkgjn5l53v3E+QJ2BBgfz/1WN0/3mVdPTH/Pv9/rN+MA4/8d/QD+Z8lggzn7UKOeIiIjuL38jn4mIiKiXBl6ozstF/YmDqC+IkQVERESegS1VIiIinTBUiYiIdMJQJSIi0onnjP6dEoN1L0UhZPJoGB4crJXd7ITlUi02rMxCaYtWpN5TXRkMnK/FqWHBMPp5w2uQKLe0wVyWD9N/mLV6CleXSUREpAPPaamevQAM6sSp/SVYGjcLU6fPh2nbWSAgDKl/SIZRVrMyBD2JiRdF3WdF3bgclF4ywBifhsJ4H1lDcHOZREREveHx31PN3HUQ0QGXUTZ9IdKVAtlSNVwzI/0XKShTawl+idi5JwqBV2pgisqCXXu1iy7LJCIi0oHH31O9cL1dTjnquNJkC1RFSz4+Vrpz/SZhtlZyW7dbJhERUW94VKgGxqZhZ1U5jh87iDMntEfSDG/5qqMb31vklM2FL5WwHAyDXb+uO8skIiLqDY8JVeOrRShJDkPAjXN4Jy8Fc6cr90BnIbfB9VblT4YOkVMaPZZJRETkKg8J1WDMNY6H180m7H0xBRtKzbDeeR0zvPtW5ZChBjllM9qgjPDthEW9oer+MomIiHrDQ0I1AAYlI7+14DP7r7n4JWDaeDntxGvsJETLaZVfIh71E88tTahUC9xfJhERUW94SKjuxrELnYBhCiJTwuArSnxnxCBvw1xMe1Cr0cUoI5IKEmBUgjQoAqm/D0fgoHaY926TI397sEwiIqJe8Jh7qoUZm1F54QYCotNQdeIgqjbFIfB/9mFV+WVZw14nTv9pN049HIVNew7iTEkyYidYYC7Ogqm4TdZxd5lERES9w/9PlYiISCce01IlIiIa6BiqREREOmGoEhER6YShSkREpBOGKhERkU4YqkRERDphqBIREemEoUpERKQThioREZFOGKpEREQ6YagSERHphKFKRESkE4YqERGRTjwmVDOV/8LtRBEy5fxtzctF/YmDqC+IkQVERESegS1VIiIinTBUiYiIdMJQJSIi0omHhepgjF6zBYcOK/dXxePYAdTvSkOsn3zZ3t/9AzbtKcfxY7Lu4R0oXG6ULxIREfU/DwtVH4TM7MT7eYswdfp8mDYexTd+YUj6QzJCZA0rQ9CTmHixBEufnYWpcTkovWSAMT4NhfE+sgYREVH/8rju38b3spBd3iSm2mAuzsDWhq/gNSEcL5i012+5dhJbk3fD3CKmz1ch+7VqNN70hvGZBLC9SkRE94KHhWobWmvb5LSm7INmWDAYE5+IkiWajitNKJPTqpZ8fKwErN8kzNZKiIiI+pWHhWonLGY5aVX3Fb4RT0OGjdTmpRvfW+SUzYUv28W/g2FgU5WIiO4Bj+v+7WLsYDlxdz8ZOkROERER9T8PC9VuWpkB3hgunm58e12bl4YMNcgpm9EGJYC7ae0SERH1Aw8LVR/4hjqO3o3+J38YRFBe/HCfLNF4jZ2EaDmt8kvEo8pXb1qaUKmVEBER9SuP6/4NfGYt1s2ZJKZ8YIzPwAszRqDjUjW2Fmqv3zLKiKSCBBiVIA2KQOrvwxE4qB3mvdvAhioREd0LnhWqV2qx4f0bMK7YgjMndqBw2ZMY3lKD3JdyUCeraDpx+k+7cerhKGxSfoi/JBmxEywwF2fBVOw4epiIiKi/PDDO//Ef5HSfm/JYIM5+1CjniIiI7i+eP/qXiIhogGCoEhER6YShSkREpBOGKhERkU4YqkRERDphqBIREemEoUpERKQThioREZFOGKpEREQ6YagSERHphKFKRESkE4YqERGRThiqREREOmGoEhER6YShSkREpBOGKhERkU4YqkRERDphqBIREemEoUpERKQThioREZFOGKpEREQ6YagSERHphKFKRESkE4YqERGRThiqREREOmGoEhER6YShSkREpBOGKhERkU4YqkRERDphqBIREemEoUpERKQThioREZFOGKpEREQ6YagSERHphKFKRPQj4Dv2ETlFfYmhSkREpBOGKhERkU4YqkRERDphqBIREemEoUpERKQThqonm5eL+hMHsT9dzlOfSt11EGeOFiHTKAuIhMw94rgQ56H1wfOR7oSh2lNBUVj31g7UH7U74Y4dwPGaHch7TtYZIOILyh0+NBweh3MRL+vRPeQXhqT8IsfjTTyOHynHoYIlmCarkRSaiJIqx+P6+LvJPdpO6c/OwtS4FKyqbpMlRLfHUO0B319noOqtRMwOAk7tyMHc6eKkm74ISzdX48NL53HqbVlxQLmMMvV9OD1+noRiWWPgWYKdx8pROE/O3kX2v4r3++RCpJtlgccIRub6lxE/cyQu7rUeb/NhemUb9p5sw2efmXFa1iSFDzKXR2HaKAsqMxfJY1mcn29s7/l2Om9G5bedcobo9hiq7vKLQcayUPgqIfTKfCzdWIVG9YUm1L2dA9PzWQM4hO4zsQEYN0hOD2hheDxgMDrO7kNcjvV4a4O5ejuyExch7vWTaglZ/TPGjhJP37bhfHmTViTOT3MDW5rU9xiqbjIuiYLRALQeykd6rSy8LR/MTtmIQ4dtXVD1VVuw7tc+8nUb36eU7qoDtq6qmiKsmzhUvuooZPla7K+x1T1zeAcKV4aJoO9LorW0S/mbouUX77j+If++Q12PQ29EyBKN6+spttNKp7ricfzIDuRFyypIxn5RVl8QI+dt1Htet7qpY1D453Lsz0lA9FQfGOAN40rbMs+cKEKmWs9KW+6t1+/U3R20AHl7ynH8mKx7VPyd/CUIkS9rtOVVrYnCul12dUWLuarAua7+tK585/co3O7+vHIbo2RPl9sY9SWJTl2lruwjjav73fepJdhkvz2Vh9imh4oSES7raCYhds0Wh/Oou1sttnufS9RzFIZgJFnrK8ftrR4LV48lIvcxVN00+++VQGlD4/67tw7i8zeKAB2PL6pll11cDio+V4J2i2Mw+S1BXkYUpnk1oTh1vtpVlfVeO0Kig0QoODK+WoQ34oMx/NxOmKLEMqOSkNsAPDHvZbyZ3pcjbE4ifeVOnP5OhFTCSsT7yeLQDKSGi/fSUoPVv6uShe6tZ3R2LtbMM2L4pQqkL1be/yzM/d027D14BHVlspLLdsP0izl4OnkbDCOVrdcO83ql+8/6WAjHXMnB00rX4OrdOG2RRd0xig/itxIQOuwc3lmqrON8mDafhNeMGLyxJ7lLWPpGJiLk/+qQtVD5m4uQ/t51PCzqrnG68HDNR/jsGuA1JQqFpkmyTAd+CSh5M1Ec09/DvDVFO0bFfkovrkXF+2J7yGoKV/eR6/t9Ada9FoOQhz6R23MWIhZnYEPFJ/i0uQnVspbCmC2OscgJ+KbW7lZL3k7UXrqMZruK6r1P9fXNMCv70nISueq88pgD07taPaK+5DGh6jzCzvlx66pSXnF3V0d72K7SXV6my2Iwdox4srTh1N3uuxnT8JuZI9QuuxWvyy6781XIXrgZdddEMC1IhPUCf/aKcAR6deJ06TLkHlC6qJpQlrMMRaec7+EswLJfjodXSy1WJW6DuUUUtZxEcfJ2mK8Nhn9kApK0in2jZRtWbT0Ji2gBLEqLES2PCGx6NRS+HZdRlpeFOlnNrfUU2+mFp3zgdakKq57PR5nsomus3Y7s1Zvhdqb2SBPqKq7ieznXHdML4fD3akPt2hRsUNexDebiDPx2bxO8JkRgWbJj6x3fnUfpKzkoO6/MiP25ukS8d2DU1DDEqhXcIY6b7Sdx7aY4bhZvwfH/2ojM54wIlK/2lCljLqYZxEXHhvlY8bZZO0bFfirbmIXsYruuUpf3kTvHpw+GPyhOpSaz3J5Aa0MtCl9PginTdnGmmKxeHF1FY6HdrZbSbVjxvNgXyt8YYAbGZx31lMeEqu0qs/vHzMW7tYrvJmFmN6/bHraWiMvL7AO+kUFqd9eFs9vQqhVJVTBfbBefrj9FeKRWYhw/QvzbhouF2rxVYbPdB5si/nFMFB9E15o/gGOmV+HjKyKAB/lgsouDcroaj2gXTsbW4vXY0tAOw4zf4o/7liBkVCeaK5y6wt1YT+t2av4wx6muJ4nBzwIGizd0GdVOXf6tOZ+iWTwHPhGlFVhd+W+nD/waXFVaT4NEi1MrcEtrcRIWvLYbZrH9vMYGIXrZWuw80ptuf/mevv4ENXdpwbm8j9w6PrXWt2FGnNZVHySLu1FzQTkPfBC+VVxMiFZwz96v57jfPuvIEbt/+0jYGK3r8RunXFQUt10X/47AuCeUOdH6VQZVWK7igjJr7+JVOPRI+o9Wu4NHhaZ1CT/TFPEB2Svdj/7tejK2oXixaHV9PRi+ft6iJb4T/+Y8UMaN9bRupy8uavOeaQLU1bRcR6VWYOcSvlB20iMBDi1Qy/VLcko/rQc2w/SrpxCxWLQOGy7D4uUD47w0bM/pSZeyfE9ff45SreC2XN5Hbh2fovW9fh8aLd7wn7UAmSXiAm5XBl4ULWJnrTm52FAvTqQx4mJieS6qxMVEyatRvW6pE/UFdv+65QiufS2eDD4Ist5T7E83tafm8q7hpz366b6RUXwgD9MmvUaNx0Rt0sZT1vM+1dqwG+mLF2Jmkgil70SI/UtU33b7u8rN/d56IB9zfz4fqwpr0fhFJwwBoTBlF2F/l7EBTShMnI9/jFO6nrWLiWnRidj551zbvf0BhN2/9zd2/7qlDbXNX4lnH/jHdr2itlejtka9MbybavE+I8W/4sr/U2XOGtSjEaDM2vMxOA5U+rAN18TTaJ97eYIYkfmydn+xrvoyOsaGYt2bTuvjxnrWqM08b4zpksyuCsNoh43UF2Rr1DASs7UCG7+fYpzy96/dvcWnu9p8VHzUDgwaDX95K+G2nI8l63t66JG73uN1eR/16PhsQ2VBBuZGiBZ4ag2aO+4wNuD8Pu1i4meLsKFBuYUSjOdWhMkX9dAfxxK7f+937P51U2XpB+LEBwIj7UbAdqP1vXNoFlfuAVMSnO4BRcA40Vt8CJ8Ty1LmbUE90aTM28RPckrkilqcV+5DPWq8Z0P+Q9YkInrCYLRW5GPpKyko/YtoYRjjHEczu7GerRXn1XvO/kGJLt0rMzw8wbGeXzDGKd3n3fjL/yphIPyt9tRzu1H3sfIhPh7hobJI8o0dr65PY8N2raBf+WDccHEswYKrFVpJx1+Vf0dirNO99S7HknhPxy50ilD1R8gcWXQbLu+jXh6frQeysOe0cpEwxOkCwJlouS6uU+9lez2oXKD2jDvHEpGrGKruMucgd2+TOgI26a0tdqMwJyEkcgFS0xO01oxSr+IyMCUKb66JgVEJ4KAIpBYpg3vaYd6ef2vUZGVeNRrFFfq02I1IUu8p+cC4OBfPBSsfmPbkKNBhwVi0Kw3xM7QPSt8ZoTAlr8XO/CXqfJ+ZsxZrIn3QcUmsx2plKEobcl/p5ms27qynOQv/WS8uKiZHYnuBCGw5YEWt+2oGkm61wLajTgQ4JoQgY7E2WMV3RgzyNohWs1ahC3P9ZdFy8sYTv0zEbHXdxHYN72bUrPgwDY8cDe1bwUMxJjIMIU4DZ4qzlPvIPghNyUXqHOVrLWJZ8Rn44zOT1O2xMaebm+d6iU1DSUEaXowN1Y4jQd0+Obl4ZrKI1IYKbNWKUSou5tT3/Gya3JaTEJ28EYtmOB9LQOHWanGBOAIhK4qw7tYAIHEcxyYgL32BOqdyeR+5sd9jM1DylvKerPtD256/maZccLbhlFqmSS0owqbkBQiXy9POoxCx3zvxWdMRrcwt7h9LgaFhmD1Muy/sNUxMh+r41Sa6rzwwzv/xH+R0n5vyWCDOfqQNih/olC+up74gWp1+3vCy/mrPzU50XDmK1VEZckCL8oX5lXjxV+LElZfeli+aUPdOLlaVWn/pRaP8+MO6lyIxbYx24nZ8fRnVm88hMCUCKJ+Fp+2+zd/d3+74rh1fHt2FiGT3W0zKDwYkdfOhq1K+66f8VKFfDArFBYFxmPJLUgsdRvv6xudi1/JgDDm7HU8vtI12dn09le2UiEWzg+H/kG1AS4dFbIOchVglW2Hwi8K69QkInyCXd7MdrSerUPnXCJiCPtHWU6t5S4gIlDVPB2HUg7KgowmlTy5Ctjoj3tNh+UMB3VIGb9m62NQfSsiw+/sd7WhuqMKWnM2ovDXSV/lhgQiMbtjcpctNue8VPUpuT1nmksg07E8Oha/4ULduR4VyjHxYvQ8Za/c5jDAPWS6CP9p2zN3pWFLfU0ocQiaPgMG67I5OWE6XiPXvwT4SXNrvkcnYuSIcAQa79yS257VPzdiyNgul6leRNKb8PVg4Q6yf3bBp5T2ZK0uQvb7GaXS9Qu5X3GFbu3ospRfhzJzxylS3lPvHDtvTg/mOfQStVz6Xc9RXGKpERD8CDNX+we5fIiIinTBUiYiIdMJQJSIi0glDlYiISCcMVSIiIp0wVImIiHTCUCUi+hHg12n6B0OViIhIJwxVIiIinTBUiYiIdMJQJSIi0glDlYiISCcMVSIiIp0wVImIiHTCUCUiItIJQ5WIiEgnDFUiIiKdMFSJiIh0wlAlIiLSCUOViIhIJwxVIiIiXQD/DyZ94nZi6210AAAAAElFTkSuQmCC)

1. Zigzag Conversion The string "PAYPALISHIRING" is written in a zigzag pattern on a given number of rows like this: (you may want to display this pattern in a fixed font for better legibility) P A H N A P L S I I G Y I R And then read line by line: "PAHNAPLSIIGYIR" Write the code that will take a string and make this conversion given a number of rows: string convert(string s, int numRows); Example 1: Input: s = "PAYPALISHIRING", numRows = 3 Output: "PAHNAPLSIIGYIR" Example 2: Input: s = "PAYPALISHIRING", numRows = 4 Output: "PINALSIGYAHRPI" Explanation: P I N A L S I G Y A H R P I Example 3: Input: s = "A", numRows = 1 Output: "A" Constraints: ● 1 <= s.length <= 1000 ● s consists of English letters (lower-case and upper-case), ',' and '.'. ● 1 <= numRows <= 1000

Code:

def convert(s, numRows):

if numRows == 1 or numRows >= len(s):

return s

rows = [''] \* numRows

current\_row = 0

going\_down = False

for char in s:

rows[current\_row] += char

if current\_row == 0 or current\_row == numRows - 1:

going\_down = not going\_down

current\_row += 1 if going\_down else -1

return ''.join(rows)

print(convert("PAYPALISHIRING", 3))

print(convert("PAYPALISHIRING", 4))

print(convert("A", 1))

output:

![](data:image/png;base64,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)

1. Reverse Integer Given a signed 32-bit integer x, return x with its digits reversed. If reversing x causes the value to go outside the signed 32-bit integer range [-231, 231 - 1], then return 0. Assume the environment does not allow you to store 64-bit integers (signed or unsigned). Example 1: Input: x = 123 Output: 321 Example 2: Input: x = -123 Output: -321 Example 3: Input: x = 120 Output: 21 Constraints: ● -231 <= x <= 231 – 1

Code:

def reverse(x):

INT\_MAX = 2\*\*31 - 1

INT\_MIN = -2\*\*31

sign = -1 if x < 0 else 1

x = abs(x)

reversed\_x = 0

while x != 0:

pop = x % 10

x //= 10

if (reversed\_x > INT\_MAX // 10) or (reversed\_x == INT\_MAX // 10 and pop > INT\_MAX % 10):

return 0

reversed\_x = reversed\_x \* 10 + pop

return sign \* reversed\_x

print(reverse(123))

print(reverse(-123))

print(reverse(120))

print(reverse(0))

output:
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1. String to Integer (atoi) Implement the myAtoi(string s) function, which converts a string to a 32-bit signed integer (similar to C/C++'s atoi function). The algorithm for myAtoi(string s) is as follows: 1. Read in and ignore any leading whitespace. 2. Check if the next character (if not already at the end of the string) is '-' or '+'. Read this character in if it is either. This determines if the final result is negative or positive respectively. Assume the result is positive if neither is present. 3. Read in next the characters until the next non-digit character or the end of the input is reached. The rest of the string is ignored. 4. Convert these digits into an integer (i.e. "123" -> 123, "0032" -> 32). If no digits were read, then the integer is 0. Change the sign as necessary (from step 2). 5. If the integer is out of the 32-bit signed integer range [-231, 231 - 1], then clamp the integer so that it remains in the range. Specifically, integers less than -231 should be clamped to -231, and integers greater than 231 - 1 should be clamped to 231 - 1. 6. Return the integer as the final result. Note: ● Only the space character ' ' is considered a whitespace character. ● Do not ignore any characters other than the leading whitespace or the rest of the string after the digits. Example 1: Input: s = "42" Output: 42 Explanation: The underlined characters are what is read in, the caret is the current reader position. Step 1: "42" (no characters read because there is no leading whitespace) ^ Step 2: "42" (no characters read because there is neither a '-' nor '+') ^ Step 3: "42" ("42" is read in) ^ The parsed integer is 42. Since 42 is in the range [-231, 231 - 1], the final result is 42. Example 2: Input: s = " -42" Output: -42 Explanation: Step 1: " -42" (leading whitespace is read and ignored) ^ Step 2: " -42" ('-' is read, so the result should be negative) ^ Step 3: " -42" ("42" is read in) ^ The parsed integer is -42. Since -42 is in the range [-231, 231 - 1], the final result is -42. Example 3: Input: s = "4193 with words" Output: 4193 Explanation: Step 1: "4193 with words" (no characters read because there is no leading whitespace) ^ Step 2: "4193 with words" (no characters read because there is neither a '-' nor '+') ^ Step 3: "4193 with words" ("4193" is read in; reading stops because the next character is a non digit) ^ The parsed integer is 4193. Since 4193 is in the range [-231, 231 - 1], the final result is 4193. Constraints: ● 0 <= s.length <= 200 ● s consists of English letters (lower-case and upper-case), digits (0-9), ' ', '+', '-', and '.'.

Code:

def myAtoi(s):

INT\_MAX = 2\*\*31 - 1

INT\_MIN = -2\*\*31

i = 0

n = len(s)

while i < n and s[i] == ' ':

i += 1

sign = 1

if i < n and (s[i] == '+' or s[i] == '-'):

sign = -1 if s[i] == '-' else 1

i += 1

result = 0

while i < n and s[i].isdigit():

digit = int(s[i])

if result > (INT\_MAX - digit) // 10:

return INT\_MAX if sign == 1 else INT\_MIN

result = result \* 10 + digit

i += 1

return sign \* result

print(myAtoi("42"))

print(myAtoi(" -42"))

print(myAtoi("4193 with words"))

output:
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1. Palindrome Number Given an integer x, return true if x is a palindrome, and false otherwise. Example 1: Input: x = 121 Output: true Explanation: 121 reads as 121 from left to right and from right to left. Example 2: Input: x = -121 Output: false Explanation: From left to right, it reads -121. From right to left, it becomes 121-. Therefore it is not a palindrome. Example 3: Input: x = 10 Output: false Explanation: Reads 01 from right to left. Therefore it is not a palindrome. Constraints: ● -231 <= x <= 231 – 1

Code:

def isPalindrome(x):

x\_str = str(x)

return x\_str == x\_str[::-1]

print(isPalindrome(121))

print(isPalindrome(-121))

print(isPalindrome(10))

output:
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1. Regular Expression Matching Given an input string s and a pattern p, implement regular expression matching with support for '.' and '\*' where: ● '.' Matches any single character. ● '\*' Matches zero or more of the preceding element. The matching should cover the entire input string (not partial). Example 1: Input: s = "aa", p = "a" Output: false Explanation: "a" does not match the entire string "aa". Example 2: Input: s = "aa", p = "a\*" Output: true Explanation: '\*' means zero or more of the preceding element, 'a'. Therefore, by repeating 'a' once, it becomes "aa". Example 3: Input: s = "ab", p = ".\*" Output: true Explanation: ".\*" means "zero or more (\*) of any character (.)". Constraints: ● 1 <= s.length <= 20 ● 1 <= p.length <= 30 ● s contains only lowercase English letters. ● p contains only lowercase English letters, '.', and '\*'. ● It is guaranteed for each appearance of the character '\*', there will be a previous valid character to match.

Code:

def isMatch(s: str, p: str) -> bool:

m, n = len(s), len(p)

dp = [[False] \* (n + 1) for \_ in range(m + 1)]

dp[0][0] = True

for i in range(1, n + 1):

if p[i - 1] == '\*':

dp[0][i] = dp[0][i - 2]

for i in range(1, m + 1):

for j in range(1, n + 1):

if p[j - 1] == '.' or p[j - 1] == s[i - 1]:

dp[i][j] = dp[i - 1][j - 1]

elif p[j - 1] == '\*':

dp[i][j] = dp[i][j - 2] or (dp[i - 1][j] and (p[j - 2] == '.' or p[j - 2] == s[i - 1]))

return dp[m][n]

print(isMatch("aa", "a"))

print(isMatch("aa", "a\*"))

print(isMatch("ab", ".\*"))

output:
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1. Regular Expression Matching Given an input string s and a pattern p, implement regular expression matching with support for '.' and '\*' where: ● '.' Matches any single character. ● '\*' Matches zero or more of the preceding element. The matching should cover the entire input string (not partial). Example 1: Input: s = "aa", p = "a" Output: false Explanation: "a" does not match the entire string "aa". Example 2: Input: s = "aa", p = "a\*" Output: true Explanation: '\*' means zero or more of the preceding element, 'a'. Therefore, by repeating 'a' once, it becomes "aa". Example 3: Input: s = "ab", p = ".\*" Output: true Explanation: ".\*" means "zero or more (\*) of any character (.)". Constraints: ● 1 <= s.length <= 20 ● 1 <= p.length <= 30 ● s contains only lowercase English letters. ● p contains only lowercase English letters, '.', and '\*'. ● It is guaranteed for each appearance of the character '\*', there will be a previous valid character to match.

Code:

def isMatch(s: str, p: str) -> bool:

dp = [[False] \* (len(p) + 1) for \_ in range(len(s) + 1)]

dp[0][0] = True

for j in range(1, len(p) + 1):

if p[j - 1] == '\*':

dp[0][j] = dp[0][j - 2]

for i in range(1, len(s) + 1):

for j in range(1, len(p) + 1):

if p[j - 1] == '.' or p[j - 1] == s[i - 1]:

dp[i][j] = dp[i - 1][j - 1]

elif p[j - 1] == '\*':

dp[i][j] = dp[i][j - 2] or (dp[i - 1][j] and (s[i - 1] == p[j - 2] or p[j - 2] == '.'))

return dp[len(s)][len(p)]

print(isMatch("aa", "a"))

print(isMatch("aa", "a\*"))

print(isMatch("ab", ".\*"))

output:

![](data:image/png;base64,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)