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##libraries  
library(SmartEDA)

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

library(tidygeocoder)

## Warning: package 'tidygeocoder' was built under R version 4.3.1

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(xts) #Load package

## Loading required package: zoo

##   
## Attaching package: 'zoo'

## The following objects are masked from 'package:base':  
##   
## as.Date, as.Date.numeric

##   
## ######################### Warning from 'xts' package ##########################  
## # #  
## # The dplyr lag() function breaks how base R's lag() function is supposed to #  
## # work, which breaks lag(my\_xts). Calls to lag(my\_xts) that you type or #  
## # source() into this session won't work correctly. #  
## # #  
## # Use stats::lag() to make sure you're not using dplyr::lag(), or you can add #  
## # conflictRules('dplyr', exclude = 'lag') to your .Rprofile to stop #  
## # dplyr from breaking base R's lag() function. #  
## # #  
## # Code in packages is not affected. It's protected by R's namespace mechanism #  
## # Set `options(xts.warn\_dplyr\_breaks\_lag = FALSE)` to suppress this warning. #  
## # #  
## ###############################################################################

##   
## Attaching package: 'xts'

## The following objects are masked from 'package:dplyr':  
##   
## first, last

library(sf)

## Warning: package 'sf' was built under R version 4.3.1

## Linking to GEOS 3.11.2, GDAL 3.6.2, PROJ 9.2.0; sf\_use\_s2() is TRUE

library(ggplot2)  
library(tidyverse)

## Warning: package 'tidyverse' was built under R version 4.3.1

## Warning: package 'readr' was built under R version 4.3.1

## Warning: package 'lubridate' was built under R version 4.3.1

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ lubridate 1.9.2 ✔ tibble 3.2.1  
## ✔ purrr 1.0.1 ✔ tidyr 1.3.0  
## ✔ readr 2.1.4

## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ xts::first() masks dplyr::first()  
## ✖ dplyr::lag() masks stats::lag()  
## ✖ xts::last() masks dplyr::last()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library(forecast)

## Warning: package 'forecast' was built under R version 4.3.1

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

library(rvest)

##   
## Attaching package: 'rvest'  
##   
## The following object is masked from 'package:readr':  
##   
## guess\_encoding

# Contents

### Cleaning and ETL

*Loading and unioning data*

* The shelter data is being pulled from the city of Toronto’s [Daily Shelter & Overnight Service Occuapncy & Capacity](https://open.toronto.ca/dataset/daily-shelter-overnight-service-occupancy-capacity/) dataset on Toronto’s open portal website.
* The dataset is split into 3 files,1 for each year. For the 2023 year file, the data source is updated daily.

##Loading data and cleaning date field for union  
   
shelter2021<-read.csv('C:\\Users\\User\\Desktop\\Big Data Analytics Program\\Project\\Tentative Project Datasets\\Shelter\\Daily Shelter Occupancy\\Current\\Daily shelter overnight occupancy (2021).csv')  
shelter2021$OCCUPANCY\_DATE<-as.Date(shelter2021$OCCUPANCY\_DATE, format = "%y-%m-%d")  
  
shelter2022<-read.csv('C:\\Users\\User\\Desktop\\Big Data Analytics Program\\Project\\Tentative Project Datasets\\Shelter\\Daily Shelter Occupancy\\Current\\Daily shelter overnight occupancy (2022).csv')  
shelter2022$OCCUPANCY\_DATE<-as.Date(shelter2022$OCCUPANCY\_DATE, format = "%y-%m-%d")  
  
shelter2023<-read.csv('C:\\Users\\User\\Desktop\\Big Data Analytics Program\\Project\\Tentative Project Datasets\\Shelter\\Daily Shelter Occupancy\\Current\\Daily shelter overnight occupancy (2023).csv')  
shelter2023$OCCUPANCY\_DATE<-as.Date(shelter2023$OCCUPANCY\_DATE, format = "%Y-%m-%d")  
  
#Union for complete dataset  
shltr<-rbind(shelter2021,shelter2022,shelter2023)

### Dimension Reduction

* The shelter(shltr) data source contains information for two exclusive types of shelter programs. Shelter programs are inclusively either room or bed based. For simplicity reasons of this analysis I wont to keep fields are that inclusive to both shelter types and transform the fields to accommodate both types.
* The following fields will be dropped or transformed.

| Field | Outcome | Reason |
| --- | --- | --- |
| LOCATION\_PROVINCE | Dropped | Single Value: ON |
| OCCUPANCY\_RATE | Calculated Field | Consolidates occupancy rates, inclusive of the capacity type. |
| OVER\_OCCUPIED | Calculated Field | Identifying if a shelter program is over occupied. |
| ADDRESS | Calculated Field | Concatenates LOCATION\_ADDRESS, LOCATION\_CITY, LOCATION\_PROVINCE |

##Creating OVER\_OCCUPIED field. Identifying programs that are over occupied exclusive of the capacity type  
shltr$OVER\_OCCUPIED<-ifelse(shltr$OCCUPANCY\_RATE\_ROOMS==100|shltr$OCCUPANCY\_RATE\_BEDS==100,1,0)  
shltr$OVER\_OCCUPIED<-ifelse(is.na(shltr$OVER\_OCCUPIED)==TRUE,0,1)  
  
##Creating ADDRESS field. It is a program's full address.   
shltr$ADDRESS<-paste(shltr$LOCATION\_ADDRESS,shltr$LOCATION\_CITY,shltr$LOCATION\_PROVINCE)  
  
##OCCUPANCY\_RATES. Creating one field for occupancy rates inclusive of capacity type  
shltr$OCCUPANCY\_RATE<-ifelse(is.na(shltr$OCCUPANCY\_RATE\_BEDS),shltr$OCCUPANCY\_RATE\_ROOMS,shltr$OCCUPANCY\_RATE\_BEDS)  
  
##Drop redundant fields  
shltr<-shltr[,c(1:20,33,34,35)]

*Dealing with Missing Values*

ExpData(shltr,type=2)

## Index Variable\_Name Variable\_Type Sample\_n Missing\_Count  
## 1 1 X\_id integer 121170 0  
## 2 2 OCCUPANCY\_DATE Date 121170 0  
## 3 3 ORGANIZATION\_ID integer 121170 0  
## 4 4 ORGANIZATION\_NAME character 121170 0  
## 5 5 SHELTER\_ID integer 121170 0  
## 6 6 SHELTER\_GROUP character 120954 216  
## 7 7 LOCATION\_ID integer 120724 446  
## 8 8 LOCATION\_NAME character 120249 921  
## 9 9 LOCATION\_ADDRESS character 117652 3518  
## 10 10 LOCATION\_POSTAL\_CODE character 117652 3518  
## 11 11 LOCATION\_CITY character 117638 3532  
## 12 12 LOCATION\_PROVINCE character 117638 3532  
## 13 13 PROGRAM\_ID integer 121170 0  
## 14 14 PROGRAM\_NAME character 121100 70  
## 15 15 SECTOR character 121170 0  
## 16 16 PROGRAM\_MODEL character 121168 2  
## 17 17 OVERNIGHT\_SERVICE\_TYPE character 121168 2  
## 18 18 PROGRAM\_AREA character 121168 2  
## 19 19 SERVICE\_USER\_COUNT integer 121170 0  
## 20 20 CAPACITY\_TYPE character 121170 0  
## 21 21 OVER\_OCCUPIED numeric 121170 0  
## 22 22 ADDRESS character 121170 0  
## 23 23 OCCUPANCY\_RATE numeric 121170 0  
## Per\_of\_Missing No\_of\_distinct\_values  
## 1 0.000 50944  
## 2 0.000 883  
## 3 0.000 35  
## 4 0.000 35  
## 5 0.000 69  
## 6 0.002 69  
## 7 0.004 130  
## 8 0.008 129  
## 9 0.029 124  
## 10 0.029 119  
## 11 0.029 7  
## 12 0.029 2  
## 13 0.000 200  
## 14 0.001 203  
## 15 0.000 5  
## 16 0.000 3  
## 17 0.000 8  
## 18 0.000 5  
## 19 0.000 531  
## 20 0.000 2  
## 21 0.000 2  
## 22 0.000 126  
## 23 0.000 1348

* The proportion of missing values is very small. Most of the missing values are for fields related to location. Since the fields that contain missing values are non-numerical I am going to convert all missing values to “unknown”.

#any missing values for measures?   
anyNA(shltr$OCCUPANCY\_RATE)

## [1] FALSE

anyNA(shltr$OVER\_OCCUPIED)

## [1] FALSE

#The only instances of missing values appear as blanks in location related fields. I am turning all blanks to NAs   
  
shltr[shltr==""]<-"Unknown"  
shltr[is.na(shltr)]<-"Unknown"

#Need to trim leading white spaces from city field  
shltr$LOCATION\_CITY<-trimws(shltr$LOCATION\_CITY)

* Dropping and consolidating redundant fields has taken the data source from 32 fields to 23.

*Additional geographic information*

* Part of my analysis will involve understanding shelter related metrics across different neighborhood.
* The following code brings in location related characteristics. The [census tract boundary file](https://www12.statcan.gc.ca/census-recensement/alternative_alternatif.cfm?l=eng&dispext=zip&teng=lct_000b21a_e.zip&k=%20%20%20%2013089&loc=//www12.statcan.gc.ca/census-recensement/2021/geo/sip-pis/boundary-limites/files-fichiers/lct_000b21a_e.zip) comes from statistics Canada and the city of Toronto’s [Neighbourhood file.](https://open.toronto.ca/dataset/neighbourhoods/)

##Creating a list of addresses for each shelter program. These addresses will be used to bring Census tract/neighbourhoods for each program.   
Addresses<-as.data.frame(unique(paste(shltr$LOCATION\_ADDRESS,shltr$LOCATION\_CITY,shltr$LOCATION\_PROVINCE)))  
#Cleaning Column Name  
colnames(Addresses)<-'Addresses'  
  
#Using the tidygeocoder package to bring in lat and longs to each address for neighbourhood identification  
lat\_longs<-Addresses %>%   
 geocode(Addresses)

## Passing 125 addresses to the Nominatim single address geocoder

## Query completed in: 127.1 seconds

#Removing postal codes that did not return a lat/long  
lat\_longs<-lat\_longs %>%  
 filter(is.na(lat)==FALSE & lat\_longs$Addresses!='')  
#Create a point geometric field using the st package  
lat\_longs<-lat\_longs %>% st\_as\_sf(coords=c('long','lat'))  
lat\_longs<-st\_set\_crs(lat\_longs,4326)  
  
#Raading the census tract boundary file from statistics canada.   
# Provide the link   
  
CT<-read\_sf("C:\\Users\\User\\Desktop\\CTest\\lct\_000a21a\_e.shp")  
#Filter for Ontario Province  
CT<-CT %>% filter(PRUID=='35')  
CT<-st\_transform(CT,crs=4326)  
  
#Toronto Neighbourhoods Profile. To identify a Toronto Neighbourhood map geometric point to the boundary file found on toronto open data portal  
TNei<-read\_sf('C:\\Users\\User\\Desktop\\Big Data Analytics Program\\Project\\Tentative Project Datasets\\Neighbourhoods\\Boundary File\\Neighbourhoods - 4326.shp')  
#Table identifying each CT Id for each shelter  
TorCTs<-st\_join(lat\_longs,CT)  
  
#Decide which fields to keep, bring neighbourhood information to address data source  
TorCTs<-st\_join(TorCTs,TNei)  
TorCTs<-TorCTs[,c(1,15,16)]  
  
##Bring Neighbourhood information to the shltr data set.   
shltr<-left\_join(shltr,TorCTs,by=c('ADDRESS' ='Addresses'))  
  
colnames(shltr)[c(24,25)]<-c('Neighbourhood','Improv\_Status\_Area')

## Exploratory Analysis

* Since the dataset captures information related to shelters each day I need to convert/create time series objects. For the purpose of clearer visualizations I am going to use xts objects as the time-series objects.

*Daily Shelter Intake Total*

* Daily intake totals at the overall level will be the first measure of interest.This will be the main measure used for the initial results and code.

#Defining the index for time for the time series object  
minDate<-min(shltr$OCCUPANCY\_DATE)  
maxDate<-max(shltr$OCCUPANCY\_DATE)  
indy<-seq(minDate,maxDate,by='day')  
  
##Daily Intakes Aggregated for the Toronto Region.   
NTakeShltr<-aggregate(SERVICE\_USER\_COUNT ~ OCCUPANCY\_DATE ,data=shltr,FUN=sum)  
colnames(NTakeShltr)[2]<-'TotalUsers'  
##Creating xts(time series) object  
NTakeShltrVec<-NTakeShltr$TotalUsers  
xtsNTakeShltr<-xts(NTakeShltrVec,order.by = indy)  
colnames(xtsNTakeShltr)<-'Total\_Intakes'

### Toronto’s Daily Shelter Intake Exploratory Analysis

print(summary(xtsNTakeShltr))

## Index Total\_Intakes   
## Min. :2021-01-01 Min. :5728   
## 1st Qu.:2021-08-09 1st Qu.:6426   
## Median :2022-03-18 Median :7799   
## Mean :2022-03-18 Mean :7498   
## 3rd Qu.:2022-10-24 3rd Qu.:8241   
## Max. :2023-06-02 Max. :9201

# Convert the xts object to a data frame  
TorNtakeShltrPlt <- data.frame(Date = index(xtsNTakeShltr), Value = coredata(xtsNTakeShltr))  
#Creating label to identify dates where we see the maximum shelter intakes  
max\_date <- index(xtsNTakeShltr)[which.max(coredata(xtsNTakeShltr))]  
#Creating label to identify dates where we see the minimum shelter intakes  
min\_date <- index(xtsNTakeShltr)[which.min(coredata(xtsNTakeShltr))]  
  
# Create the plot  
ggplot(data = TorNtakeShltrPlt, aes(x = Date, y = Total\_Intakes)) +  
 geom\_line()+  
#Adding max and min label dates   
 geom\_text(data = subset(TorNtakeShltrPlt, Date %in% c(max\_date, min\_date)),  
 aes(label = as.character(Date), vjust = ifelse(Date == max\_date, -0.5, 0.5)),  
 show.legend = FALSE)+  
#Adding points to id min and max dates   
 geom\_point(data = subset(TorNtakeShltrPlt, Date %in% c(max\_date, min\_date)),  
 aes(color = ifelse(Date == max\_date, "blue",'red')),  
 size = 3)+  
 labs(title = "Total Daily Shelter Intakes") +  
 xlab("Date") +  
 ylab("Value")+  
 theme(legend.position = 'none')
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* Looking at the visual we see a increasing trend. This shows that the trend in shelter intakes for the city of Toronto is a non-stationary process. The trend posses qualities of a random walk, there is not a consistent mean or variability. The visual also does not indicate seasonality.
* The lowest levels of intakes occurred on 2021-04-14 with 5728 intakes and the highest level of intakes on 2023-02-27 with 9201 intakes. The mean of the time series is 7498.12 however since this is non-stationary times eries it is not consistent throughout the trend.
* Since we have a random walk time series, it suggest that each observation is a random step or lag from the previous observations. This makes future values unpredictable and suggest that future values depend on current observations.

plot.ts(ts(diff(xtsNTakeShltr)))
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* Differencing (current values - the value directly before it) shows a stationary process.There are some spikes in the variability but we see more variability on the right side of the plot compared to the left.
* Differencing will be important because we need to remove the trend for statistical models.

### Multi-Variate Exploratory Analysis

*City*

#Pivoting of analysis  
CityNTakeTrend<-as.data.frame(xtabs(data=shltr,shltr$SERVICE\_USER\_COUNT ~ shltr$OCCUPANCY\_DATE + shltr$LOCATION\_CITY))  
colnames(CityNTakeTrend)<-c("OCCUPANCY\_DATE" ,"LOCATION\_CITY","SERVICE\_USER\_COUNT")  
#plot  
ggplot(CityNTakeTrend,aes(x=as.Date(OCCUPANCY\_DATE),y=SERVICE\_USER\_COUNT, color=LOCATION\_CITY))+  
 geom\_line()+  
 labs(x="Date",y="Total Intakes",color="Location City")
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* Toronto has the the most intakes consistently It is followed by North York and Scarborough. The trend in the Toronto shelter intakes looks very similar to the overall trend.

*Sector*

##Total Intakes by Sector  
SecNTake<-shltr %>%  
 group\_by(SECTOR) %>%   
 summarise(TOTAL\_INTAKES = sum(SERVICE\_USER\_COUNT))  
  
ggplot(SecNTake, aes(x = SECTOR, y=TOTAL\_INTAKES,fill=SECTOR))+  
 geom\_bar(stat='identity') +  
 geom\_text(aes(label=format(TOTAL\_INTAKES,scientific=FALSE)),vjust = -0.5 )+  
 labs(x='Sector', y = 'Total\_Intakes', fill='Sector')+  
 theme\_minimal()
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* Mixed Adult shelter programs have the most intakes.

#Pivoting of analysis  
SectNTakeTrend<-as.data.frame(xtabs(data=shltr,shltr$SERVICE\_USER\_COUNT ~ shltr$OCCUPANCY\_DATE + shltr$SECTOR))  
colnames(SectNTakeTrend)<-c("OCCUPANCY\_DATE" ,"SECTOR","SERVICE\_USER\_COUNT")  
#plot  
ggplot(SectNTakeTrend,aes(x=as.Date(OCCUPANCY\_DATE),y=SERVICE\_USER\_COUNT, color=SECTOR))+  
 geom\_line()+  
 labs(x="Date",y="Total Intakes",color="Sector")
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* Mixed Adults consistently have the most intakes however there has been a growing trend in families sector programs.
* All of the trends show random walk qualities.

*Neighbourhood Improvement Areas*

* Neighbourhood Improvement Areas are neighbourhoods that have several inequalities on several indicators of well-being.

##Pivoting  
ImpArea<-as.data.frame(xtabs(data=shltr, shltr$SERVICE\_USER\_COUNT ~ shltr$OCCUPANCY\_DATE + shltr$Improv\_Status\_Area))  
colnames(ImpArea)<-c('OCCUPANCY\_DATE','Improvement\_area\_status','SERVICE\_USER\_COUNT')  
  
#plot  
ggplot(ImpArea,aes(x=as.Date(OCCUPANCY\_DATE), y=SERVICE\_USER\_COUNT,color=Improvement\_area\_status))+  
 geom\_line()+  
 labs(x='Date', y='Total Intakes', color='Improvement\_area\_status')

![](data:image/png;base64,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)

* We see that the majority of shelter intakes actually come from programs that are not in a Neighbourhood Improvement Area or Emerging Neighbourhood.

#Day of the Week Analysis   
DayNTake<-aggregate(shltr$SERVICE\_USER\_COUNT ~ weekdays(shltr$OCCUPANCY\_DATE, abbreviate = TRUE ),  
 data = shltr,  
 FUN = sum)  
colnames(DayNTake)<-c('Day','TOTAL\_INTAKES')  
  
#Plot  
ggplot(DayNTake,aes(x=as.character(Day), y = TOTAL\_INTAKES, fill= Day))+  
 geom\_bar(stat='identity')+  
 geom\_text(aes(label=format(TOTAL\_INTAKES,scientific=FALSE)),vjust = -0.5 )+  
 labs(x = 'Day', y=NULL, fill='Day')+  
 scale\_x\_discrete(limits = unique(DayNTake$Day))+  
 theme\_minimal()+  
 theme(axis.text.y = element\_blank(),axis.ticks = element\_blank())
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* Looking at the daily breakdown we can see that distribution across the days of the week it is pretty even.

## Correlation

(acf(ts(xtsNTakeShltr)))
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##   
## Autocorrelations of series 'ts(xtsNTakeShltr)', by lag  
##   
## 0 1 2 3 4 5 6 7 8 9 10 11 12   
## 1.000 0.998 0.996 0.993 0.991 0.989 0.987 0.984 0.982 0.980 0.977 0.975 0.973   
## 13 14 15 16 17 18 19 20 21 22 23 24 25   
## 0.970 0.968 0.965 0.963 0.960 0.958 0.955 0.953 0.950 0.947 0.945 0.942 0.939   
## 26 27 28 29   
## 0.937 0.934 0.931 0.929

* Understanding the autocorrelation is key to analyzes and assessing the correlation between the time series at specific points and lagged values.
* Looking at the acf plot and outputs we see that there is significance of correlations between lag times 1 - 30. The correlogram shows that all the lags are positively correlated meaning that there is a positive relationship between current observations and lagged values at specific lags. Even though the lags are highly correlated the highest correlated lag is at lag 1. Looking at the acf also shows that there is no seasonality.

## Forecasting

* I am going to forecast the next 30 days using time-series forecast models.
* The models I am going to use and assess are going to be (1) naive (2)SES (3)ARIMA

##Creating test and training sets.  
#For forecasting I will convert my xts object to a ts object.   
tsNTake<-ts(xtsNTakeShltr)  
##Training is all the dates in the time series except the last 30 days (a month)  
trnNTake<-window(tsNTake,end = end(index(tsNTake)[1:(nrow(tsNTake)-31)]))  
##Test  
tstNTake<-window(tsNTake,start=c(end(tsNTake)[1] - 30, end(tsNTake)[2]))  
  
end(tstNTake)

## [1] 883 1

start(tstNTake)

## [1] 853 1

*Naive*

#Naive Test  
library(forecast)  
fcNaiNTake<-naive(trnNTake,h=30)  
end(trnNTake)

## [1] 852 1

autoplot(fcNaiNTake)+  
 autolayer(tstNTake,series='Test Date')
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*Simple Exponential Smoothing*

#Simple Exponential Smoothing   
fcSesNTake<-ses(trnNTake,h=30)  
autoplot(fcSesNTake)+  
 autolayer(tstNTake,series = "SES Test")
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*ARIMA*

ArNTakefit<-auto.arima(trnNTake)  
fcArNTake<-forecast(ArNTakefit,h=31)  
autoplot(fcArNTake)

![](data:image/png;base64,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)

* The auto.arima function selects the model given the time series. Here it selected a ARIMA(2,1,3) with a drift. Meaning that data has been differenced with a lag of 1, 2 past observations are regressed and 2 past errors are being used in the equation. Looking at the strong linear trend we see that a 1 difference is good enough to make transform the data to stationary. This difference suits the lag of 1 I noted in the acf function above.

## Evaluating model performance.

MapeARNTake<-accuracy(fcArNTake,tsNTake)[2,5]  
MapeSesNTake<-accuracy(fcSesNTake,tsNTake)[2,5]  
MapeNaiNTake<-accuracy(fcNaiNTake,tsNTake)[2,5]  
  
MapeValues<-c(accuracy(fcArNTake,tsNTake)[2,5],accuracy(fcSesNTake,tsNTake)[2,5],accuracy(fcNaiNTake,tsNTake)[2,5])  
  
barplot(MapeValues,names.arg = c('ARIMA Model','SES','Naive'))  
text(x = 1:length(MapeValues), y = MapeValues + 0.5, labels = MapeValues, pos = 3, cex = 0.8)
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* We can compare the accuracy/quality of the forecast using the MAPE test result. The ARIMA model has lowest value with accuracy(fcArNTake,tsNTake)[2,5] suggesting it has the Can compare MAPE, small value indicates a better forecast. We are interested in the test set error measures.
* The MAPE measures the average percentage difference between the predicted values of the forecast and the actual values. This gives us a idea of forecasts error.

checkresiduals(fcArNTake)

![](data:image/png;base64,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)

##   
## Ljung-Box test  
##   
## data: Residuals from ARIMA(2,1,3) with drift  
## Q\* = 6.2126, df = 5, p-value = 0.2861  
##   
## Model df: 5. Total lags used: 10

* The Ljung-Box test shows no significant autocorrelation. When looking at the ACF plot this is confirmed. The residuals also look like a white noise plot and the histogram shows a normal distribution of the residuals. These qualities indicate that the ARIMA model (2,1,3) is a good quality model for forecasting daily shelter intakes.

## Next Steps

* Below are a list of metrics that will be analyzed for final submission.

##Daily Count of programs operating   
OpenShltr<-aggregate(PROGRAM\_ID ~ OCCUPANCY\_DATE,data = shltr,FUN = length)  
colnames(OpenShltr)[2]<-'TotalOpenPrograms'  
  
##Over capacity programs   
OverCapShltr<-aggregate(OVER\_OCCUPIED ~ OCCUPANCY\_DATE ,data=shltr,FUN=sum)  
colnames(OverCapShltr)[2]<-'TotalOverCapacityShltrs'  
  
#Proportion of shltrs operating at over capacity  
OverCapPropShltr<-left\_join(OpenShltr,OverCapShltr,by = 'OCCUPANCY\_DATE')  
OverCapPropShltr$OverCapRate<-round((OverCapPropShltr$TotalOverCapacityShltrs/OverCapPropShltr$TotalOpenPrograms)\*100,digits = 2)  
OverCapPropShltr<-OverCapPropShltr[,c(1,4)]  
  
#Capacity Rates  
AvgOccPerShltr<-aggregate(OCCUPANCY\_RATE ~ OCCUPANCY\_DATE,data=shltr,FUN=mean)  
AvgOccPerShltr$OCCUPANCY\_RATE<-round(AvgOccPerShltr$OCCUPANCY\_RATE,digits = 2)

* I would like to understand the relationship and correlation between weather and shelter metrics. Below is a script that would bring in weather information to the shelter data source.

#Bring in weather info   
url<-"https://climate.weather.gc.ca/climate\_data/daily\_data\_e.html?hlyRange=2009-12-10%7C2023-05-14&dlyRange=2010-02-02%7C2023-05-13&mlyRange=%7C&StationID=48549&Prov=ON&urlExtension=\_e.html&searchType=stnName&optLimit=yearRange&StartYear=1840&EndYear=2023&selRowPerPage=25&Line=1&searchMethod=contains&txtStationName=Toronto+city+centre&timeframe=2&Day=14&"  
  
##Webscrapping values prior to 2023  
web\_tabledf2022<-NULL  
for (y in 2010:2022){  
 for (m in 1:12) {  
 urlperiod<-paste(url,'Year=',y,'&Month=',m,'#',sep='')  
 #print(urlperiod)  
 webpage<-read\_html(urlperiod)  
 web\_table<- webpage %>% html\_nodes('table')%>%.[1] %>%  
 html\_table() %>% .[[1]]  
 web\_table$Period<-paste(y,'-',m,sep='')  
 web\_table$address<-urlperiod  
 web\_tabledf2022<-rbind(web\_table,web\_tabledf2022)  
 }  
}  
  
  
  
##Websrapping values during 2023  
url<-"https://climate.weather.gc.ca/climate\_data/daily\_data\_e.html?hlyRange=2009-12-10%7C2023-05-14&dlyRange=2010-02-02%7C2023-05-13&mlyRange=%7C&StationID=48549&Prov=ON&urlExtension=\_e.html&searchType=stnName&optLimit=yearRange&StartYear=1840&EndYear=2023&selRowPerPage=25&Line=1&searchMethod=contains&txtStationName=Toronto+city+centre&timeframe=2&Day=14&Year=2023&Month="  
web\_tabledf2023<-NULL  
for (t in 1:6) {  
 urlperiod<-paste(url,t,'#',sep='')  
 #print(urlperiod)  
 webpage<-read\_html(urlperiod)  
 web\_table<- webpage %>% html\_nodes('table')%>%.[1] %>%  
 html\_table() %>% .[[1]]  
 web\_table$Period<-paste('2023-',t,sep='')  
 web\_table$address<-urlperiod  
 web\_tabledf2023<-rbind(web\_table,web\_tabledf2023)  
}  
  
weatherDF<-rbind(web\_tabledf2023,web\_tabledf2022)  
weatherDF<-weatherDF[!is.na(as.numeric(weatherDF$DAY)),]

## Warning in `[.tbl\_df`(weatherDF, !is.na(as.numeric(weatherDF$DAY)), ): NAs  
## introduced by coercion

#Clean date column  
#YYYY-MM-DD  
weatherDF$Full\_Date<-paste(weatherDF$Period,'-',weatherDF$DAY,sep='')  
weatherDF$Full\_Date<-as.Date(weatherDF$Full\_Date)  
##Convert columns to numeric  
weatherDF$`Max Temp Definition°C`<-as.numeric(weatherDF$`Max Temp Definition°C`)

## Warning: NAs introduced by coercion

weatherDF$`Min Temp Definition°C`<-as.numeric(weatherDF$`Min Temp Definition°C`)

## Warning: NAs introduced by coercion

weatherDF$`Mean Temp Definition°C`<-as.numeric(weatherDF$`Mean Temp Definition°C`)

## Warning: NAs introduced by coercion

weatherDF$`Total Precip Definitionmm`<-as.numeric(weatherDF$`Total Precip Definitionmm`)

## Warning: NAs introduced by coercion

##For missing values use the last value  
#Could sort first  
#The na.locf will fill na values with the value before it  
weatherDF$`Total Precip Definitionmm`<-na.locf(weatherDF$`Total Precip Definitionmm`)   
weatherDF$`Max Temp Definition°C`<-na.locf(weatherDF$`Max Temp Definition°C`)  
weatherDF$`Min Temp Definition°C`<-na.locf(weatherDF$`Min Temp Definition°C`)  
weatherDF$`Mean Temp Definition°C`<-na.locf(weatherDF$`Mean Temp Definition°C`)  
  
##Filter the weather data on dates to match the range of dates that are in the shltr dataset.   
weatherDF<-weatherDF%>%filter(between(weatherDF$Full\_Date,min(shltr$OCCUPANCY\_DATE),max(shltr$OCCUPANCY\_DATE)))  
  
shltr<-left\_join(shltr,weatherDF,by=c('OCCUPANCY\_DATE'='Full\_Date'))