**Slajd 1**

Przedstawienie tematu; prowadzący

**Slajd 2**

Spis treści;

**Slajd 3**

tekst na slajdzie;
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Metodą Monte Carlo można obliczyć pole figury zdefiniowanej nierównością:

czyli [koła](https://pl.wikipedia.org/wiki/Ko%C5%82o) o promieniu {\displaystyle R}R i środku w punkcie (0,0).

1. Losuje się {\displaystyle n}n punktów z opisanego na tym kole kwadratu – dla koła o {\displaystyle R=1}R=1 współrzędne wierzchołków (−1,−1), (−1,1), (1,1), (1,−1).
2. Po wylosowaniu każdego z tych punktów trzeba sprawdzić czy jego współrzędne spełniają powyższą nierówność (tj. czy punkt należy do koła).
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gdzie {\displaystyle P}P jest polem kwadratu opisanego na tym kole (dla {\displaystyle R=1} R=1 : P=4 {\displaystyle P=4}).

Metoda bywa stosowana również w biznesie, a szczególnie w zarządzaniu projektami do zarządzania ryzykiem. Pozwala ocenić przy jakim czasie trwania projektu lub wysokości budżetu, osiągnie się określony poziom ryzykowności.

Obrazki od lewej:

Błędy całkowania maleją odwrotnie proporcjonalnie do pierwiastka z liczby próbek, czyli 1/sqrN  
Całkowanie metodą Monte-Carlo działa na zasadzie porównywania losowych próbek z wartością funkcji  
Aproksymacja liczby pi

**Slajd 4**

Po 2 kropce:  
Co więcej, ponieważ rozmiar zmiennych reprezentujących wewnętrzny stan generatora jest ograniczony (zwykle decyzją programisty, do kilkudziesięciu lub kilkuset bitów; a rzadziej, po prostu rozmiarem pamięci komputera), i ponieważ w związku z tym może on znajdować się tylko w ograniczonej liczbie stanów, bez dostarczania nowych danych z zewnątrz musi po jakimś czasie dokonać pełnego cyklu i zacząć generować te same wartości. Teoretyczny limit długości cyklu wyrażony jest przez 2^{n}, gdzie n to liczba bitów przeznaczonych na przechowywanie stanu wewnętrznego. W praktyce, większość generatorów ma znacznie krótsze okresy

Szczególną klasę PRNG stanowią generatory uznane za bezpieczne do [zastosowań kryptograficznych](https://pl.wikipedia.org/wiki/Kryptologia). Kryptografia opiera się na generatorach liczb pseudolosowych przede wszystkim w celu tworzenia unikalnych kluczy stałych oraz sesyjnych. Ze względu na fakt, że bezpieczeństwo komunikacji zależy od jakości klucza, od [implementacji](https://pl.wikipedia.org/wiki/Implementacja_(informatyka)) PRNG stosowanych w takich celach oczekuje się między innymi, że:

* Generowane wartości będą każdorazowo praktycznie nieprzewidywalne dla osób postronnych (np. przez wykorzystanie odpowiednich źródeł danych przy tworzeniu ziarna).
* Nie będzie możliwe ustalenie ziarna lub stanu wewnętrznego generatora na podstawie obserwacji dowolnie długiego ciągu wygenerowanych bitów.
* Znajomość dowolnej liczby wcześniej wygenerowanych bitów nie będzie wystarczała, by odgadnąć dowolny przyszły bit z prawdopodobieństwem istotnie wyższym od {\displaystyle {\tfrac {1}{2}}.}
* Dla wszystkich możliwych wartości ziarna, zachowana będzie pewna minimalna, dopasowana do zastosowania długość cyklu PRNG (aby uniknąć ponownego wykorzystania takiego samego klucza).

![](data:image/png;base64,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)Uproszczony liniowy generator kongruencyjny (*Linear Congruential Generator*) określony jest [algorytmem](https://pl.wikipedia.org/wiki/Algorytm) ({\displaystyle a,} a,b{\displaystyle b,} i m){\displaystyle m} to odpowiednio dobrane znane stałe):

**Slajd 5**

przez [Makoto Matsumoto](https://pl.wikipedia.org/w/index.php?title=Makoto_Matsumoto&action=edit&redlink=1" \o "Makoto Matsumoto (strona nie istnieje)) i [Takuji Nishimura](https://pl.wikipedia.org/w/index.php?title=Takuji_Nishimura&action=edit&redlink=1" \o "Takuji Nishimura (strona nie istnieje))[[1]](https://pl.wikipedia.org/wiki/Mersenne_Twister#cite_note-1).

Inną kwestią jest długi czas, który może zabrać przestawienie [nielosowego](https://pl.wikipedia.org/wiki/Losowo%C5%9B%C4%87) stanu początkowego w stan wyjściowy, który spełnia testy losowości. Prosty [generator Fibonacciego](https://pl.wikipedia.org/wiki/Generator_Fibonacciego) lub [liniowy generator kongruencyjny](https://pl.wikipedia.org/w/index.php?title=Liniowy_generator_kongruencyjny&action=edit&redlink=1) startują dużo szybciej i mogą być[[potrzebny przypis](https://pl.wikipedia.org/wiki/Pomoc:Przypisy)] używane do wyznaczania ziarna dla Mersenne Twister.

Algorytm Mersenne Twister otrzymał pewne krytyczne uwagi ze strony informatyków, szczególnie od [George’a Marsaglia](https://pl.wikipedia.org/wiki/George_Marsaglia). Krytycy twierdzą, że choć jest dobry w generowaniu liczb pseudolosowych, to nie jest zbytnio elegancki i jest nazbyt skomplikowany w [implementacji](https://pl.wikipedia.org/wiki/Implementacja_(informatyka)). Marsaglia podał kilka przykładów generatorów, które są mniej złożone i jak twierdzi mają znacząco większe okresy. Na przykład generator dopełniający mnożenie z przeniesieniem może mieć dłuższy okres – 1033000 – jest znacząco szybszy i zachowuje lepszą lub równie dobrą losowość[[3]](https://pl.wikipedia.org/wiki/Mersenne_Twister#cite_note-3)[[4]](https://pl.wikipedia.org/wiki/Mersenne_Twister#cite_note-4).

The Mersenne Twister is used as default PRNG by the following software:

* Programming languages: Dyalog [APL](https://en.wikipedia.org/wiki/APL_(programming_language)),[[4]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-4) [IDL](https://en.wikipedia.org/wiki/IDL_(programming_language)),[[5]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-5) [R](https://en.wikipedia.org/wiki/R_(programming_language)),[[6]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-6) [Ruby](https://en.wikipedia.org/wiki/Ruby_(programming_language)),[[7]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-7) [Free Pascal](https://en.wikipedia.org/wiki/Free_Pascal),[[8]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-8) [PHP](https://en.wikipedia.org/wiki/PHP_(programming_language)),[[9]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-9) [Python](https://en.wikipedia.org/wiki/Python_(programming_language)) (also available in [NumPy](https://en.wikipedia.org/wiki/NumPy), however the default was changed to [PCG64](https://en.wikipedia.org/wiki/Permuted_congruential_generator) instead as of version 1.17[[10]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-10)),[[11]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-11)[[12]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-12)[[13]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-13), [CMU Common Lisp](https://en.wikipedia.org/wiki/CMU_Common_Lisp),[[14]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-14) [Embeddable Common Lisp](https://en.wikipedia.org/wiki/Embeddable_Common_Lisp),[[15]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-15) [Steel Bank Common Lisp](https://en.wikipedia.org/wiki/Steel_Bank_Common_Lisp),[[16]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-16)
* [Linux](https://en.wikipedia.org/wiki/Linux) libraries and software: [GLib](https://en.wikipedia.org/wiki/GLib" \o "GLib),[[17]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-17) [GNU Multiple Precision Arithmetic Library](https://en.wikipedia.org/wiki/GNU_Multiple_Precision_Arithmetic_Library),[[18]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-18) [GNU Octave](https://en.wikipedia.org/wiki/GNU_Octave),[[19]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-19) [GNU Scientific Library](https://en.wikipedia.org/wiki/GNU_Scientific_Library),[[20]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-20)
* Other: [Microsoft Excel](https://en.wikipedia.org/wiki/Microsoft_Excel),[[21]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-21) [GAUSS](https://en.wikipedia.org/wiki/GAUSS_(software)),[[22]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-22) [gretl](https://en.wikipedia.org/wiki/Gretl" \o "Gretl),[[23]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-23) [Stata](https://en.wikipedia.org/wiki/Stata).[[24]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-24) [SageMath](https://en.wikipedia.org/wiki/SageMath" \o "SageMath),[[25]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-25) [Scilab](https://en.wikipedia.org/wiki/Scilab" \o "Scilab),[[26]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-26) [Maple](https://en.wikipedia.org/wiki/Maple_(software)" \o "Maple (software)),[[27]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-27) [MATLAB](https://en.wikipedia.org/wiki/MATLAB),[[28]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-28)

It is also available in [Apache Commons](https://en.wikipedia.org/wiki/Apache_Commons),[[29]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-29) in the standard [C++](https://en.wikipedia.org/wiki/C%2B%2B) library (since [C++11](https://en.wikipedia.org/wiki/C%2B%2B11)),[[30]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-30)[[31]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-31) and in [Mathematica](https://en.wikipedia.org/wiki/Mathematica).[[32]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-32) Add-on implementations are provided in many program libraries, including the [Boost C++ Libraries](https://en.wikipedia.org/wiki/Boost_(C%2B%2B_libraries)),[[33]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-33) the [CUDA Library](https://en.wikipedia.org/wiki/CUDA),[[34]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-34) and the [NAG Numerical Library](https://en.wikipedia.org/wiki/NAG_Numerical_Library).[[35]](https://en.wikipedia.org/wiki/Mersenne_Twister#cite_note-35)

* [Permissively-licensed](https://en.wikipedia.org/wiki/Permissive_software_licence) and patent-free for all variants except CryptMT.

**Slajd 6**

Sekwencja Weyla – sekwencja wielokrotności irracjonalnej alfa: 0 alfa 2alfa 3 alfa która jest równoważna (equidistributed – równomierny rozkład) modulo 1. Innymi słowy, ciąg części ułamkowych każdego wyrazu będzie równomiernie rozłożony w przedziale **[0, 1].**

W komputerologii uzywana do generowania dyskretnego jednostajnego rozkładu (discrete uniform distribution). Zamiast używania liczby irracjonalnej, która nie może być obliczona na komputerze, używany jest stosunek 2 liczb całkowitych. Wybrana zostaje zmienna k, względnie pierwsza do liczby modulos m. Najcześciej liczba m jest potęgą 2, co sprawia że k jest nieparzysta. TAK SAMO JAK WYŻEJ obliczenie, ciąg rozłożony **[0,m).**  
Termin wydaje się pochodzić z artykułu George'a Marsaglii „Xorshift RNGs”. Następujący kod generuje co Marsaglia nazywa „Weyl sequence” d+= 362437, modulo m=2^32, ponieważ d ma 32bity.

**Slajd 7**

**-**

**Slajd 8**

**-**

**Slajd 9**

TestU01 – biblioteka zaimplementowana w C, która oferuje wiele możliwości testowania empirycznych losowości oraz generatorów liczb (pseudo)losowych (RNG). Stworzona w 2007. W bibliotece zaimplementowano kilka typów generatorów liczb losowych, w tym niektóre proponowane w literaturze, a niektóre spotykane w powszechnie używanym oprogramowaniu. Przedstawia ogólne implementacje klasycznych testów statystycznych dla generatorów liczb losowych, a także kilka innych proponowanych w literaturze oraz kilka oryginalnych.

Testy te można zastosować do generatorów predefiniowanych w bibliotece, generatorów zdefiniowanych przez użytkownika oraz strumieni liczb losowych przechowywanych w plikach.

Dostępne są również specjalne zestawy testów dla sekwencji jednolitych liczb losowych w [0,1] lub sekwencji bitowych. Dostępne są również podstawowe narzędzia do wykreślania wektorów punktów generowanych przez generatory.

TESTU01 oferuje kilka baterii testów, w tym „Small Crush” (na który składa się 10 testów), „Crush” (96 testów) i „Big Crush” (160 testów).

Dla prostego RNG, Small Crush zajmuje około 2 minut. Crush zajmuje około 1,7 godziny. Big Crush zajmuje około 4 godzin.

W przypadku bardziej złożonego RNG wszystkie te czasy zwiększają się dwukrotnie lub więcej. Dla porównania testy Dieharda trwają około 15 sekund.

TYLKO DLA 32 BITÓW i liczby w zakresie [0,1]

Diehard tests – 1995, 15 testów, [George Marsaglia](https://en.wikipedia.org/wiki/George_Marsaglia);

Odległości urodzinowe

Wybieramy losowe punkty na dużym przedziale. Odstępy między tymi punktami powinny mieć rozkład asymptotycznie wykładniczy. Nazwa pochodzi od paradoksu urodzin.

Nakładające się permutacje

Analizujemy ciągi pięciu kolejnych liczb losowych. 120 możliwych kolejności powinno wystąpić ze statystycznie równym prawdopodobieństwem.

Szeregi macierzy

Z pewnej liczby liczb losowych wybrać pewną liczbę bitów, które utworzą macierz nad {0,1}, a następnie wyznaczyć rangę tej macierzy. Policz rangi.

**Małpie testy**

Traktuj ciągi pewnej liczby bitów jako "słowa". Policzyć nakładające się na siebie słowa w strumieniu. Liczba "słów", które się nie pojawiają, powinna mieć znany rozkład. Nazwa wywodzi się z twierdzenia o nieskończonej małpie.

Liczenie jedynek

Policz bity 1 w każdym z kolejnych lub wybranych bajtów. Przekształć zliczenia na "litery" i policz wystąpienia pięcioliterowych "słów".

Test parkingu

W kwadracie o wymiarach 100×100 losowo rozmieść kółka jednostkowe. Kółko zostaje pomyślnie zaparkowane, jeśli nie zachodzi na istniejące już pomyślnie zaparkowane kółko. Po 12 000 próbach liczba pomyślnie zaparkowanych kół powinna mieć rozkład normalny.

Test minimalnej odległości

Umieść losowo 8000 punktów w kwadracie 10000×10000, a następnie znajdź minimalną odległość między tymi parami. Kwadrat tej odległości powinien mieć rozkład wykładniczy z pewną średnią.

Test losowych kul

Wybierz losowo 4000 punktów w sześcianie o krawędzi 1000. Na każdym punkcie wyśrodkuj kulę, której promień jest minimalną odległością od innego punktu. Najmniejsza objętość kuli powinna mieć rozkład wykładniczy z pewną średnią.

Test ściskania

Pomnóż 231 przez losowe zmienne na (0,1), aż dojdziesz do 1. Powtórz tę czynność 100000 razy. Liczba zmiennych potrzebna do osiągnięcia 1 powinna mieć pewien rozkład.

Test sum nakładających się

Wygeneruj długą sekwencję losowych liczb zmiennoprzecinkowych na (0,1). Dodaj sekwencje 100 kolejnych zmiennoprzecinkowych. Sumy powinny mieć rozkład normalny z charakterystyczną średnią i wariancją.

Test przebiegów

Wygenerować długą sekwencję losowych zmiennoprzecinkowych na (0,1). Policzyć przebiegi rosnące i malejące. Liczby powinny mieć określony rozkład.

Test kości

Rozegraj 200000 gier w kości, licząc wygrane i liczbę rzutów w każdej grze. Każde zliczenie powinno mieć pewien rozkład.

**Slajd 10**

Z pierwszych wersji języka pochodzi zasada braku rozróżniania małych i wielkich liter w [słowach kluczowych](https://pl.wikipedia.org/wiki/S%C5%82owo_kluczowe_(informatyka)) języka oraz używanych zmiennych, a także bogate zasady tworzenia formatów zapisywanych i drukowanych danych.

Fortran dysponuje wielką liczbą [bibliotek](https://pl.wikipedia.org/wiki/Biblioteka_programistyczna), które pozwalają rozwiązać praktycznie każde zadanie numeryczne. Najważniejsze przyczyny, z powodu których Fortran jest wykorzystywany i rozwijany do dziś, to szybkość obliczeń oraz wysoka wydajność kodu generowanego przez [kompilatory](https://pl.wikipedia.org/wiki/Kompilator) Fortranu, wynikająca m.in. z jego długiej obecności na rynku programistycznym, znakomita skalowalność i [przenośność oprogramowania](https://pl.wikipedia.org/wiki/Przeno%C5%9Bno%C5%9B%C4%87_oprogramowania) (pomiędzy różnymi [platformami sprzętowymi](https://pl.wikipedia.org/wiki/Platforma_sprz%C4%99towa) i [systemami operacyjnymi](https://pl.wikipedia.org/wiki/System_operacyjny)), a także dostępność bibliotek dla programowania wieloprocesorowego i [równoległego](https://pl.wikipedia.org/wiki/Wieloprocesorowo%C5%9B%C4%87_symetryczna) oraz bibliotek graficznych.