Java: Sayıları Biçemli Yazma

Sayıların çıktıya istenen biçemde gönderilmesi için, çıktının istenen *string (text)* biçemine dönüştürülmesi gerekir. Java bu işi değişik yöntemlerle yapabilir.

## Java’da sayıyı string’e dönüştürme yolları

*Concatenation (+):* string birleştirme operatörü (+), işleme giren öğelerden (operand) en az birisi *string* olduğunda birleşime girenlerin hepsini *string* varsayar ve çıktıya *string* olarak gönderir. (örneğin, "Kişinin Yaşı = " + 21).

*java.text.DecimalFormat*  sınıfı sayıları binlik hanelere ayırmak, kesir kısmının hane sayısını belirlemek, bilimsel notasyonla yazmak, para birimi koymak gibi yerelleştirme işlemlerini yapan çok sayıda metoda sahiptir.

Sayıyı ilgili sınıfa gömen sınıf metotlarını kullanmak, örneğin,

Integer.toString(*i*).

printf()*metodu*. Java 5 ile gelen bu yöntem sayıyı istenen biçeme dönüştürmek için kolay yöntemler sunmaktadır.

*Dönüşüme gerek duyulmazsa: Bazı*  *sistem* metodları her hangi bir veri tipini *text* olarak çıktıya gönderir. Örneğin, System.out.println() metodu hiç bir dönüşüme gerek olmadığı zaman sayıyı olduğu gibi çıktıya gönderir. .

Şimdi bu yöntemleri örneklerle ele alacağız.

## Concatenation (+)

Sayıyı string’e dönüştürmenin kolay yöntemlerinden birisidir. Dönüştürülmek istenen sayı bir string ile (+) operatörü yardımıyla birleştirilir. Uygun bir string olmadığında ("") boş stringi kullanılabilir.

Bilindiği gibi (+) string birleştirme (concatanation) operatörü, işleme girenlerden birisi *String* ise, ötekilerin hepsini Stringe dönüştürür.

**package** sayıBiçemleme;

**public** **class** Concat01 {

**public** **static** **void** main(String[] args) {

**int** x = 73;

String s, s0, s1, s2, s3, s4;

// s0 = x; // HATA, String tipine sayı atanamaz

s1 = "" + x; // 73 sayısını "73" String tipine dönüştürüyor

System.*out*.println(s1);

s2 = x + " yıl"; // s2 değişkenine "73 yıl" stringini atıyor

System.*out*.println(s2);

s3 = "" + 7.6; // s3 değişkenine "7.6" stringini atıyor

System.*out*.println(s3);

s4 = "" + 1.0 / 7.0; // s4 değişkenine "0.14285714285714285" stringini atıyor

System.*out*.println(s4);

}

/\*

Çıktı:

73 yıl

7.6

0.14285714285714285

\*/

Duyarlılık (Precision): Concatenation (+) operatörü, kesirli sayıların, kesir ayracından (onlu çekesi, decimal point) sonra kaç haneli yazılacağına kendisi karar verir; programcının isteğine bırakmaz. Öntanımlı (default) olarak, kesir ayracından sonra, kesirde varsa 17 hane yazar. Tabii, sayının ondalık kısmının hane sayısı 17 den az ise, çıktıya mevcut haneler gider.

## java.text.DecimalFormat

java.text.DecimalFormat

sınıfının API yapısı şöyledir:

## java.text Class DecimalFormat

[java.lang.Object](http://download.oracle.com/javase/1.4.2/docs/api/java/lang/Object.html)
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Bu sınıf, sayıları biçemli yazmak için çok sayıda metoda sahiptir. Bunlaın tam listesi

<http://download.oracle.com/javase/1.4.2/docs/api/java/text/DecimalFormat.html>

web sitesinden görülebilir. Burada önemli bazı metotları örneklerle ele alacağız.

Java 1.1 sürümüne eklenen *java.text* paketinin üç alt sınıfı vardır:

  java.text.Format  
  java.text.NumberFormat  
  java.text.DecimalFormat

#### Uyarı:

Farklı kültürler, sayıda kesir ayracını, binlikler ayracını, para birimini vb farklı yazarlar. *java.text* paketinin asıl amacı, sayıların farklı kültürlere göre yazılışını yapmaktır. Buna *“internationalization”* ya da *locale* deniliyor. Ayrıca, sayının tam kısmının ve kesirli kısmının istenen biçemde bir text’e dönüşmesini, bilimsel notasyonla yazılmasını vb sağlar.

#### Farklı kültürlerde (.) ve (,) simgeleri farklı anlamlar taşıyabilir. Bütün kültürlerde, sayısal girdiler için (.) ondalık kesir ayracıdır. Çünkü girdi, derleyici bağımlıdır ve derleyiciler Amerikan standardını kullanır. Buna göre (.) ondalık ayracıdır. Çıktıya gelince durum değişebilir. Çıktı bir text olarak alındığı için, farklı kültürlere uyan nakışlar elde edilebilir. Örneğin, Türkçe’de (,) ondalık ayracı ve (.) binlikler ayracıdır. Amerikan standardında ise (.) ondalık ayracı ve (,) binlikler ayracıdır.

Yukarıda, *Java 5* sürümünün, kesirli sayıları istenen biçime dönüştürmek için *printf()* metodunu getirdiğini söylemiştik. Onu ayrı bir alt konu olarak ele alacağız.

Özel Karekterler

Java sayıları biçemlemek için aşağıdaki semboller kullanır.

|  |  |  |  |
| --- | --- | --- | --- |
| Sembol | Yeri | Yerel mi? | Anlamı |
| 0 | Sayı | Evet | Basamak (hane, digit); sayıda yeterli basamak yoksa, yerine 0 yazılır |
| # | Sayı | Evet | Basamak (hane, digit); sayıda yeterli basamak yoksa, yeri boş kalır |
| . | Sayı | Evet | Kesir ayracı |
| - | Sayı | Evet | Eksi işareti |
| , | Sayı | Evet | Binliklere gruplama sembolü |
| E,e | Sayı | Evet | Bilimsel gösterimde, sayının 10 üstü ile çarpımındaki üstü belirler |
| ; | Altbiçem sınır | Evet | Pozitif ya da negatif sayı gösterme biçemini belirler |
| % | Önel ya da sonal takı | Evet | 100 ile çarparak yüzde oranını belirler |
| \u2030 | Önel ya da sonal takı | Evet | 1000 ile çarparak binde oranını belirler |
| ¤ (\u00A4) | Önel ya da sonal takı | Hayır | Para (Currency) işareti |
| ' | Prefix or suffix | Hayır | Sayının önüne ya da sonuna getirilecek literal karekterleri belirler |

## java.text.DecimalFormat Sınıfı

*java.text.DecimalFormat* sınıfındaki *format()* metodu ile çıktıyı biçemleyebiliriz. Double tiplerinde öntanımlı (default) ondalık hane sayısı, onlu çekesinden sonra 17 hanedir Ayrıca *DecimalFormat(nakış)* kurucusunda *nakış* parametresi yerine istenen biçem yazılabilir. Bunun nasıl olduğunu aşağıdaki örneklerde göreceğiz.

#### Çıktıyı nakışlama (pattern)

Çıktıyı “0” ile nakışlama (pattern)

Sayının çıktısının alacağı biçem “0” simgeleri ile nakışlanarak (pattern kurularak) belirlenebilir. Örneğin, “000.000,00” nakışı sayının tam kısmının altı haneli olmasını ve binliklere ayrılmasını; sayının ondalık kısmının ise iki haneli olmasını belirtir. Sayının tam kısmında nakıştaki kadar hane varsa onlar yerlerini alır. Sayının tam ve kesir kısmında, nakıştakinden daha az hane varsa, onların yerine “0” konuşlanır. Sayının tam kısmında nakıştakinden daha çok hane varsa, derleyici nakışı dikkate almaz, sayının tam kısmının bütün hanelerini eksiksiz yazar. Sayının kesirli kısmında nakıştakinden daha çok hane varsa, sayının kesir kısmı alınan hane sayısına yuvarlanır. Yuvarlama işleminde, atılan kesir kısmının en soldaki basamağı 0-4 arasında ise hepsi atılır. En soldaki basamak 5-9 arasında ise, kalan kısmın en sağdaki basamağı 1 artırılır. Bu işlem, kesirler atılırken sayının en yakın basamağa yuvarlanması işlemidir. Ayrıca nakış (pattern) içine kesir ayracı ve binlikler ayraçları konulabilir. Aşağıdaki tablo “0” ile nakışlamanın etkilerini göstermektedir.

|  |  |  |
| --- | --- | --- |
| Sayı | Nakış (pattern) | Çıktı |
| 12345 | “000” | 12345 |
| 1234.6 | “000000” | 012345 |
| 1234.56789 | “000.000,00” | 001.234,57 |
| 1234.56 | “000.000,000” | 001.234,560 |

Biçem01.java

import java.text.DecimalFormat;

import java.text.NumberFormat;

public class Biçem01 {

    public static void main(String[] args) {

    NumberFormat nakış = new DecimalFormat("0000000");

    String number = nakış.format(2500);

    System.out.println("Sayının önüne 0 lar konulur: " + number);

    }

}

/\*

Çıktı:

Sayının önüne 0 lar konulur: 0002500

\*/

Biçem02.java

**package** sayıBiçemleme;

/\*

\* DecimalFormat() metodu

\*/

**import** java.text.DecimalFormat;

**public** **class** Biçem02 {

**public** **static** **void** main(String[] args) {

DecimalFormat nakış = **new** DecimalFormat("0.000");

**for** (**int** i = 1; i <= 10; i++) {

**double** sayı = 1.0 / i;

System.*out*.println("1/" + i + " = " + nakış.format(sayı) + ", " + sayı);

}

}

}

/\*

Çıktı:

1/1 = 1,000, 1.0

1/2 = 0,500, 0.5

1/3 = 0,333, 0.3333333333333333

1/4 = 0,250, 0.25

1/5 = 0,200, 0.2

1/6 = 0,167, 0.16666666666666666

1/7 = 0,143, 0.14285714285714285

1/8 = 0,125, 0.125

1/9 = 0,111, 0.1111111111111111

1/10 = 0,100, 0.1

\*/

Biçem03.java

/\*

\* Bu program kesirli sayıları tamsayıya yuvarlar

\* 0 simgesi sayının bir hanesi yerine geçer.

\* Yeterince hane yoksa, 0 ların konumu “0” ile doldurulur

\*/

**package** sayıBiçemleme;

**import** java.text.NumberFormat;

**import** java.text.DecimalFormat;

**public** **class** Biçem03 {

**public** **static** **void** main(String[] args) {

String s;

NumberFormat nf1 = **new** DecimalFormat("000000");

s = nf1.format(-1234.567); // -001235

System.*out*.println(s);

NumberFormat nf2 = **new** DecimalFormat("000000.00");

s = nf2.format(12.34567); // 000012,35

System.*out*.println(s);

}

}

/\*

-001235

000012,35

\*/

Çıktıyı “#” ile nakışlama (pattern)

Sayının çıktısının alacağı biçem, “0” yerine “#” simgeleri ile de nakışlanabilir. “#” simgesi sayının bir hanesi yerine geçer. “0” ile yapılan nakışı aynen yapar. Ondan tek farkı, sayının haneleri yetmediği zaman, nakışta “#” konumlarının boş kalmasıdır. Örneğin, “###.###,##” nakışına 1234.7 sayısı gönderilirse, çıktı 1.234,7 olur. Kesir kısmının yuvarlanması aynen “0” nakışında olduğu gibidir. İstenirse “0” simgeleri ile “#” simgelerinden oluşan anlamlı karma nakışlar (pattern) düzenlenebilir.

Aşağıdaki tablo “0” ile nakışlamanın etkilerini göstermektedir.

|  |  |  |
| --- | --- | --- |
| Sayı | Nakış (pattern) | Çıktı |
| 12345 | “###” | 12345 |
| 1234.6 | “######” | 12345 |
| 1234.56789 | “###.###,##” | 1.234,57 |
| 1234.56 | “###.###,###” | 1.234,560 |

Aşağıdaki programdaki nakışlar tamsayı istemektedir. Dolayısıyla, kesirler en yakın tamsayıya yuvarlanarak çıktıya gönderilir.

Biçem04.java

/\*

\* Bu program sayıları tamsayıya yuvarlar

\* simgesi sayının bir hanesi yerine geçer.

\* Sayıda yeterli hane yoksa # konumu boş kalır

\*/

**package** sayıBiçemleme;

**import** java.text.DecimalFormat;

**public** **class** Biçem04 {

**public** **static** **void** main(String[] args) {

String s;

DecimalFormat nakış = **new** DecimalFormat("##");

s = nakış.format(-1234.567); // -1235

System.*out*.println(s);

s = nakış.format(0); // 0

System.*out*.println(s);

s = nakış.format(12345); // 12345

System.*out*.println(s);

nakış = **new** DecimalFormat("##00");

s = nakış.format(0); // 00

System.*out*.println(s);

}

}

/\*

-1235

0

12345

00

\*/

##### Biçem05.java

/\*

\* \* Sayıyı binliklerine ayırma

\*/

**package** sayıBiçemleme;

**import** java.text.DecimalFormat;

**public** **class** Biçem05 {

**public** **static** **void** main(String[] args) {

String s;

DecimalFormat nakış = **new** DecimalFormat("#,###,###");

s = nakış.format(-1234.567); // -1,235

System.*out*.println(s);

s = nakış.format(-1234567.890); // -1,234,568

System.*out*.println(s);

}

}

/\*

-1.235

-1.234.568

\*/

##### Biçem06.java

/\*

\* \* (;) simgesi negatif sayıların nasıl gösterileceğini belirler

\*/

**package** sayıBiçemleme;

**import** java.text.DecimalFormat;

**public** **class** Biçem06 {

**public** **static** **void** main(String[] args) {

String s;

DecimalFormat nakış = **new** DecimalFormat("#;(#)");

s = nakış.format(-1234.567); // (1235)

System.*out*.println(s);

}

}

/\*

(1235)

\*/

##### Biçem07.java

/\*

\* \* (') simgesi literal sembolleri işaretlemek için kullanılır

\*/

**package** sayıBiçemleme;

**import** java.text.DecimalFormat;

**public** **class** Biçem07 {

**public** **static** **void** main(String[] args) {

String s;

DecimalFormat nakış = **new** DecimalFormat("'#'#");

s = nakış.format(-1234.567); // -#1235

System.*out*.println(s);

nakış = **new** DecimalFormat("'abc'#");

s = nakış.format(-1234.567); // -abc1235

System.*out*.println(s);

nakış = **new** DecimalFormat("'TL '#");

s = nakış.format(1234.567); // TL1235

System.*out*.println(s);

nakış = **new** DecimalFormat("#' YTL'");

s = nakış.format(1234.567); // 1235TL

System.*out*.println(s);

}

}

/\*

-#1235

-abc1235

YTL 1235

1235 YTL

\*/

## java.text.NumberFormat

Bu sınıfın API yapısı şöyledir:

## java.text Class NumberFormat
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public abstract class NumberFormat

extends [Format](http://download.oracle.com/javase/6/docs/api/java/text/Format.html)

NumberFormat bütün sayısal biçemlerin soyut (abstract) sınıfıdır. Sayıları biçemlemek için gerekli arayüze ve metotlara sahiptir. Ayrıca NumberFormat sınıfı sayıları her kültüre (yerelleşme, locale) göre yazabilir ve o biçemlerden sayıya dönüşüm (*parsing*) yapabilir.

İşletim sisteminin yereline (*locale*) göre bir x sayısını bir stringe dönüştürmek için

birString = NumberFormat.getInstance().format(x);

deyimi kullanılır. Örneğin, aşağıdaki program, sayıları Türkçe standardında yazmaktadır.

###### FormatA.java

/\*

\* Bu program kesirli sayıları tamsayıya yuvarlar

\*/

**package** sayıBiçemleme;

**import** java.text.NumberFormat;

**import** java.text.DecimalFormat;

**public** **class** FormatA {

**public** **static** **void** main(String[] args) {

NumberFormat nf = **new** DecimalFormat("000000");

String s = nf.format(-1234.567); // -001235

System.*out*.println(s);

}

}

/\*

-001235

\*/

##### FormatB.java

/\*

\* Bu program kesirli sayıları Türkçe standardına göre yazar

\*/

package sayıBiçemleme;

import java.text.NumberFormat;

import java.text.DecimalFormat;

public class FormatB {

public static void main(String[] args) {

// (.) simgesi girdi için kesir ayracıdır

String s;

NumberFormat nakış = new DecimalFormat(".00");

s = nakış.format(-.567);

System.out.println(s); // -,57

nakış = new DecimalFormat("0.00");

s = nakış.format(-.567);

System.out.println(s); // -0,57

nakış = new DecimalFormat("#.#");

s = nakış.format(-1234.567);

System.out.println(s); // -1234,6

nakış = new DecimalFormat("#.######");

s = nakış.format(-1234.567); // -1234,567

System.out.println(s);

}

}

/\*

-,57

-0,57

-1234,6

-1234,567

\*/

Farklı bir kültüre göre yazmak için

getInstance()

metodu çağrılır. Örneğin, yukarıdaki sayıları Fransız kültürüne göre yazdırmak için

NumberFormat nf = NumberFormat.getInstance(Locale.FRENCH);

deyimi kullanılır.

Stringe dönüşmüş bir sayıyı tekrar sayı tipine dönüştürmek için *NumberFormat* sınıfı içindeki *parse()* metodu kullanılır:

bSayı = nf.parse(bString);

Bu sınıfın içinde

*getInstance*

*getNumberInstance*

*getIntegerInstance*

*getCurrencyInstance*

*getPercentInstance*

metotlarının, adlarından anlaşılan farklı işlevleri vardır. Bu işlevlerin neler olduğunu görmek için yukarıdakine benzer programlar yazınız.

#### *getInstance() metodu*

*NumberFormat* sınıfı içindeki *getInstance()* metodu çıktıyı farklı ülke ve kültürlere göre ayarlamayı sağlar. Parametresiz kullanıldığında öntanımlı ülke ve kültüre göre çıktı alınır. Parametre kullanılarak istenilen ülke ve kültüre uyan çıktı elde edilebilir.

Locale01.java

/\*

\* Bu program kesirli sayıları Türkçe standardına göre yazar

\*/

**package** sayıBiçemleme;

**import** java.text.NumberFormat;

**public** **class** Locale01 {

**public** **static** **void** main(String[] args) {

**double**[] dizi = {8, 12345678, 11.3,25.67,36.12345,40.0,58.987654};

NumberFormat nf = NumberFormat.*getInstance*();

**for** (**int** i = 0; i < dizi.length; ++i) {

System.*out*.println(nf.format(dizi[i]) );

}

}

}

/\*

8

12.345.678

11,3

25,67

36,123

40

58,988

\*/

Locale02.java

/\*

\* Bu program kesirli sayıları farklı kültürlere göre yazar

\*/

package sayıBiçemleme;

import java.text.NumberFormat;

import java.util.Locale;

public class Locale02 {

public static void main(String args[]) throws Exception {

NumberFormat numberFormat = NumberFormat.getInstance();

numberFormat.setParseIntegerOnly(false);

double dSayı = 1234.0567;

numberFormat = NumberFormat.getNumberInstance(Locale.US);

System.out.println("ABD Gösterimi (US) : "

+ numberFormat.format(dSayı));

numberFormat = NumberFormat.getNumberInstance(Locale.FRANCE);

System.out.println("Fransız gösterimi (FRANCE): "

+ numberFormat.format(dSayı));

numberFormat = NumberFormat.getNumberInstance(Locale.GERMAN);

System.out.println("Alman gösterimi (GERMAN) : "

+ numberFormat.format(dSayı));

NumberFormat nakış = NumberFormat.getNumberInstance(Locale.ITALY);

try {

String number = nakış.format(1234.0567);

System.out.println("İtalyan gösterimi (ITALY) : " + number);

} catch (NumberFormatException e) {

e.printStackTrace();

}

nakış = NumberFormat.getNumberInstance(Locale.JAPAN);

try {

String number = nakış.format(1234.0567);

System.out.println("Japon gösterimi (JAPAN) : " + number);

} catch (NumberFormatException e) {

e.printStackTrace();

}

}

}

/\*

ABD Gösterimi (US) : 1,234.057

Fransız gösterimi (FRANCE): 1 234,057

Alman gösterimi (GERMAN) : 1.234,057

İtalyan gösterimi (ITALY) : 1.234,057

Japon gösterimi (JAPAN) : 1,234.057

\*/

## StringBuffer ve StringBuilder append() metodu

StringBuilder sınıfının append metodu (+) birleştirme operatörü gibi işlev görür.

**package** sayıBiçemleme;

**public** **class** StringBuilder01 {

**public** StringBuilder01() {

String s;

}

**public** **static** **void** main(String[] args) {

StringBuilder sb = **new** StringBuilder();

**int** i = 42;

sb.append("Çıktı : ");

sb.append(i); // i sayısını stringe dönüştürür ve sb ye ekler

sb.append(", ");

sb.append(1.0/3.0);

System.*out*.println(sb);

System.*out*.println(sb.toString());

String s = sb.toString();

System.*out*.println(s);

}

}

/\*

\* Çıktı : 42, 0.3333333333333333

\* Çıktı : 42, 0.3333333333333333

\* Çıktı : 42, 0.3333333333333333

\*/

Örnekler

NumberFormat:

setParseIntegerOnly(boolean value)

/\*

\* Bu program kesirli sayıları farklı kültürlere göre yazar

\*/

**package** sayıBiçemleme;

**import** java.text.NumberFormat;

//import java.text.DecimalFormat;

**import** java.util.Locale;

**public** **class** Local01 {

**public** **static** **void** main(String args[]) **throws** Exception {

NumberFormat numberFormat = NumberFormat.*getInstance*();

numberFormat.setParseIntegerOnly(**false**);

**double** dSayı = 9876.0123;

numberFormat = NumberFormat.*getNumberInstance*(Locale.*US*);

System.*out*.println("Yerel biçim (US) : "

+ numberFormat.format(dSayı));

numberFormat = NumberFormat.*getNumberInstance*(Locale.*FRANCE*);

System.*out*.println("Yerel biçim (FRANCE): "

+ numberFormat.format(dSayı));

numberFormat = NumberFormat.*getNumberInstance*(Locale.*GERMAN*);

System.*out*.println("Yerel biçim (GERMAN): "

+ numberFormat.format(dSayı));

}

}

/\*

Yerel biçim (US) : 9,876.012

Yerel biçim (FRANCE) : 9 876,012

Yerel biçim (GERMAN) : 9.876,012

\*/

NumberFormat: setMinimum… ve setMaximum… Metotları

Aşağıdaki metotlar sayının biçeminde hane sayıları için minimum ve maksimum değerleri koyar.

setMinimumIntegerDigits(int hane);

setMinimumFractionDigits(int hane);

setMaximumFractionDigits(int hane);

Bunun nasıl olduğunu aşağıdaki örnekten görebiliriz.

import java.text.NumberFormat;  
  
public class FormatC {  
  
  public static void main(String[] av) {  
    double data[] = { 0, 3, 11d / 3, 2000.9876543 };  
    NumberFormat form = NumberFormat.getInstance();  
  
    //  999.99[99] biçiminde yazar  
    form.setMinimumIntegerDigits(3);  
    form.setMinimumFractionDigits(2);  
    form.setMaximumFractionDigits(4);  
  
    // Now print using it.  
    for (int i = 0; i < data.length; i++)  
    System.out.println(data[i] +

"\tsayısının Çıktısı: " +

form.format(data[i]));  
  }  
}

/\*  
0.0 sayısının Çıktısı: 000,00

3.0 sayısının Çıktısı: 003,00

3.6666666666666665 sayısının Çıktısı: 003,6667

2000.9876543 sayısının Çıktısı: 2.000,9877

\*/

NumberFormat:

parse(String kaynak) Metodu

import java.text.NumberFormat;  
import java.text.ParseException;  
  
public class FormatD {  
  
  public static void main(String[] av) {  
  
    String input = "76054.984";  
    NumberFormat nf = NumberFormat.getInstance();  
  
    try {  
      Number d = nf.parse(input);  
      System.out.println(input +

" stringini " +

d +

" olarak okur ve \n " +

nf.format(d) +

“biçiminde yazar);  
    } catch (ParseException pe) {  
      System.err.println(input + "okunamıyor!");  
    }  
  }  
}

/\*

76054.984 stringini 76054984 olarak okur ve

76.054.984biçiminde yazar

\*/

NumberFormat:

getNumberInstance(Locale yerel)

Çıktıyı istenen ülke ya da kültüre göre yazar.

**import**java.text.NumberFormat;  
**import**java.util.Locale;  
  
**public class**FormatE {  
  **public static void**main(String args[]) **throws**Exception {  
    NumberFormat numberFormat = NumberFormat.getInstance();  
    numberFormat.setParseIntegerOnly(**false**);  
    **double**dSayı = 12345.07938;  
  
    numberFormat = NumberFormat.getNumberInstance(Locale.US);  
    System.out.println("Yerel (US): " + numberFormat.format(dSayı));  
      
  }  
}

/\*   
Yerel (US) : 12,345.079

Yerel (FRANCE): 12 345,079  
\*/

NumberFormat:

getInstance() Metoduna örnek

**import** java.awt.FlowLayout;

**import** java.awt.Font;

**import** java.text.Format;

**import** java.text.NumberFormat;

**import** java.util.Locale;

**import** javax.swing.BoxLayout;

**import** javax.swing.JFormattedTextField;

**import** javax.swing.JFrame;

**import** javax.swing.JLabel;

**import** javax.swing.JPanel;

**public** **class** FormatF {

**public** **static** **void** main(String args[]) **throws** Exception {

JFrame frame = **new** JFrame("Sayı Girişi");

frame.setDefaultCloseOperation(JFrame.*EXIT\_ON\_CLOSE*);

Font font = **new** Font("SansSerif", Font.*BOLD*, 16);

JLabel label;

JFormattedTextField input;

JPanel panel;

BoxLayout layout = **new** BoxLayout(frame.getContentPane(),

BoxLayout.*Y\_AXIS*);

frame.setLayout(layout);

Format general = NumberFormat.*getInstance*();

label = **new** JLabel("Genel/Anlık:");

input = **new** JFormattedTextField(general);

input.setValue(79546.639);

input.setColumns(20);

input.setFont(font);

panel = **new** JPanel(**new** FlowLayout(FlowLayout.*RIGHT*));

panel.add(label);

panel.add(input);

frame.add(panel);

frame.pack();

frame.setVisible(**true**);

}

}

/\*

Çıktı:

![](data:image/png;base64,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)

\*/

NumberFormat:

getCurrencyInstance(Locale.UK)

**import**java.awt.FlowLayout;  
**import**java.awt.Font;  
**import**java.text.Format;  
**import**java.text.NumberFormat;  
**import**java.util.Locale;  
  
**import**javax.swing.BoxLayout;  
**import**javax.swing.JFormattedTextField;  
**import**javax.swing.JFrame;  
**import**javax.swing.JLabel;  
**import**javax.swing.JPanel;  
  
**public class**MainClass {  
  **public static void**main(String args[]) **throws**Exception {  
  
    JFrame frame = **new**JFrame("İngiltere Para Birimi");  
    frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);  
    Font font = **new**Font("SansSerif", Font.BOLD, 16);  
  
    JLabel label;  
    JFormattedTextField input;  
    JPanel panel;  
  
    BoxLayout layout = **new**BoxLayout(frame.getContentPane(), BoxLayout.Y\_AXIS);  
    frame.setLayout(layout);  
  
    Format currency = NumberFormat.getCurrencyInstance(Locale.UK);  
    label = **new**JLabel("UK Currency:");  
    input = **new**JFormattedTextField(currency);  
    input.setValue(2424.50);  
    input.setColumns(20);  
    input.setFont(font);  
    panel = **new**JPanel(**new**FlowLayout(FlowLayout.RIGHT));  
    panel.add(label);  
    panel.add(input);  
    frame.add(panel);  
  
    frame.pack();  
    frame.setVisible(**true**);  
  }  
}

|  |  |
| --- | --- |
| |  | | --- | |  | |