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# Libraries  
library(naniar) # Missing values  
library(ggplot2) # Graphics  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(tidyr)  
library(randomForest) # Random forest

## randomForest 4.7-1.1

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(corrplot) # Plot correlations

## corrplot 0.92 loaded

library(knitr) #Table presentation  
library(GGally) # Correlation and scatter plots

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

library(class) # knn  
library(rpart) # trees  
library(caret) # preprocess data

## Loading required package: lattice

library(rpart.plot) # plot trees  
library(forecast) # accuracy

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

library(neuralnet) # Neural netwok

##   
## Attaching package: 'neuralnet'

## The following object is masked from 'package:dplyr':  
##   
## compute

library(CustomerScoringMetrics) #Lift and gain  
library(data.table)

##   
## Attaching package: 'data.table'

## The following objects are masked from 'package:dplyr':  
##   
## between, first, last

source("PlotResidLogist.R") # Deviance Residuals  
  
library(doParallel)#Accelerating computations by setting CPU to work in parallel

## Loading required package: foreach

## Loading required package: iterators

## Loading required package: parallel

cores = detectCores()  
cl <- makeCluster(cores-1)  
registerDoParallel(cl)

# Introduction

Being able to predict the risk of a policyholder’s complaint is fundamental for an insurance company. It could impact its profitability. We decided to conduct an analysis about that industry to better understand and identify the complaint phenomenon with regards to a car insurance business. Specifically, we want to predict whether an insured is going to claim a file. We will try to achieve that through different algorithmic classification methods and by trying to identify the best classification model for such a situation.

A dataset containing information about insurance holders and details about them is going to be used to achive our goal. The dataset is large and comes from the Kaggle web platform. It contains 58’500 observations and 44 variables. Among this information, we find attributes such as, the population density of the insured’s city, the age of the policyholder, the age of the insured car, the car model, etc. However, we are particularly interested in the explained variable “Is\_claim” It is a boolean indicator showing if a policyholder filed a claim. A positive case will be denoted by 1 and 0 in the opposite case. Therefore we will try to predict it.

To conduct our research, we plan to undertake the following steps. First, we will have a first look at the data and drop some variables, because our data set is very large and requires a lot of computation power. We will continue with a regular exploratory data analysis to understand our data. Then, we will explore different methods of classification. After this step, We are going to explore classification tree, k-nearest neighbors, neural network, logistic regression and ensembles. We will finish by comparing these method to identify the most suitable for our case.

### Dataset preparation

We need to manipulate our data before starting the Exploratory Data Analysis part in order to reduce the amount of data and making our computers ables to handle the dataset.

cars <- read.csv("train.csv", sep=",", header = TRUE)# Original data set  
  
str(cars) # types of variable and dimensions

## 'data.frame': 58592 obs. of 44 variables:  
## $ policy\_id : chr "ID00001" "ID00002" "ID00003" "ID00004" ...  
## $ policy\_tenure : num 0.516 0.673 0.841 0.9 0.596 ...  
## $ age\_of\_car : num 0.05 0.02 0.02 0.11 0.11 0.07 0.16 0.14 0.07 0.04 ...  
## $ age\_of\_policyholder : num 0.644 0.375 0.385 0.433 0.635 ...  
## $ area\_cluster : chr "C1" "C2" "C3" "C4" ...  
## $ population\_density : int 4990 27003 4076 21622 34738 13051 6112 8794 6112 17804 ...  
## $ make : int 1 1 1 1 2 3 4 1 3 1 ...  
## $ segment : chr "A" "A" "A" "C1" ...  
## $ model : chr "M1" "M1" "M1" "M2" ...  
## $ fuel\_type : chr "CNG" "CNG" "CNG" "Petrol" ...  
## $ max\_torque : chr "60Nm@3500rpm" "60Nm@3500rpm" "60Nm@3500rpm" "113Nm@4400rpm" ...  
## $ max\_power : chr "40.36bhp@6000rpm" "40.36bhp@6000rpm" "40.36bhp@6000rpm" "88.50bhp@6000rpm" ...  
## $ engine\_type : chr "F8D Petrol Engine" "F8D Petrol Engine" "F8D Petrol Engine" "1.2 L K12N Dualjet" ...  
## $ airbags : int 2 2 2 2 2 6 2 2 6 6 ...  
## $ is\_esc : chr "No" "No" "No" "Yes" ...  
## $ is\_adjustable\_steering : chr "No" "No" "No" "Yes" ...  
## $ is\_tpms : chr "No" "No" "No" "No" ...  
## $ is\_parking\_sensors : chr "Yes" "Yes" "Yes" "Yes" ...  
## $ is\_parking\_camera : chr "No" "No" "No" "Yes" ...  
## $ rear\_brakes\_type : chr "Drum" "Drum" "Drum" "Drum" ...  
## $ displacement : int 796 796 796 1197 999 1493 1497 1197 1493 1197 ...  
## $ cylinder : int 3 3 3 4 3 4 4 4 4 4 ...  
## $ transmission\_type : chr "Manual" "Manual" "Manual" "Automatic" ...  
## $ gear\_box : int 5 5 5 5 5 6 5 5 6 5 ...  
## $ steering\_type : chr "Power" "Power" "Power" "Electric" ...  
## $ turning\_radius : num 4.6 4.6 4.6 4.8 5 5.2 5 4.8 5.2 4.85 ...  
## $ length : int 3445 3445 3445 3995 3731 4300 3990 3845 4300 3990 ...  
## $ width : int 1515 1515 1515 1735 1579 1790 1755 1735 1790 1745 ...  
## $ height : int 1475 1475 1475 1515 1490 1635 1523 1530 1635 1500 ...  
## $ gross\_weight : int 1185 1185 1185 1335 1155 1720 1490 1335 1720 1410 ...  
## $ is\_front\_fog\_lights : chr "No" "No" "No" "Yes" ...  
## $ is\_rear\_window\_wiper : chr "No" "No" "No" "No" ...  
## $ is\_rear\_window\_washer : chr "No" "No" "No" "No" ...  
## $ is\_rear\_window\_defogger : chr "No" "No" "No" "Yes" ...  
## $ is\_brake\_assist : chr "No" "No" "No" "Yes" ...  
## $ is\_power\_door\_locks : chr "No" "No" "No" "Yes" ...  
## $ is\_central\_locking : chr "No" "No" "No" "Yes" ...  
## $ is\_power\_steering : chr "Yes" "Yes" "Yes" "Yes" ...  
## $ is\_driver\_seat\_height\_adjustable: chr "No" "No" "No" "Yes" ...  
## $ is\_day\_night\_rear\_view\_mirror : chr "No" "No" "No" "Yes" ...  
## $ is\_ecw : chr "No" "No" "No" "Yes" ...  
## $ is\_speed\_alert : chr "Yes" "Yes" "Yes" "Yes" ...  
## $ ncap\_rating : int 0 0 0 2 2 3 5 2 3 0 ...  
## $ is\_claim : int 0 0 0 0 0 0 0 0 0 0 ...

cars <- cars[,c(-1)] # Drop ID  
  
sapply(cars,function(x) length(unique(x))) # Check unique values

## policy\_tenure age\_of\_car   
## 58592 49   
## age\_of\_policyholder area\_cluster   
## 75 22   
## population\_density make   
## 22 5   
## segment model   
## 6 11   
## fuel\_type max\_torque   
## 3 9   
## max\_power engine\_type   
## 9 11   
## airbags is\_esc   
## 3 2   
## is\_adjustable\_steering is\_tpms   
## 2 2   
## is\_parking\_sensors is\_parking\_camera   
## 2 2   
## rear\_brakes\_type displacement   
## 2 9   
## cylinder transmission\_type   
## 2 2   
## gear\_box steering\_type   
## 2 3   
## turning\_radius length   
## 9 9   
## width height   
## 10 11   
## gross\_weight is\_front\_fog\_lights   
## 10 2   
## is\_rear\_window\_wiper is\_rear\_window\_washer   
## 2 2   
## is\_rear\_window\_defogger is\_brake\_assist   
## 2 2   
## is\_power\_door\_locks is\_central\_locking   
## 2 2   
## is\_power\_steering is\_driver\_seat\_height\_adjustable   
## 2 2   
## is\_day\_night\_rear\_view\_mirror is\_ecw   
## 2 2   
## is\_speed\_alert ncap\_rating   
## 2 5   
## is\_claim   
## 2

gg\_miss\_var(cars, show\_pct = TRUE) # See if any missing value
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Our original data set is precisely composed of 58592 observations and 44 variables. Variables are numerical and categorical where some of them are booleans. We notice the presence of variables that might be less relevant. We could drop them in order to alleviate computation resources. Let’s start with the variable “ID” which is of no help.

#Histograms  
cars %>% select(1:3, 5:6,13,20:21,23,25:29,42:43) %>% gather() %>%   
 ggplot(aes(value)) +   
 facet\_wrap(~ key, scales = "free") + # Display figures in many facets  
 geom\_histogram(color = "black", fill = "#6baed6") +   
 theme\_minimal()

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAIAAAD6QiaYAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO29b4wb15XoefphrMXYwjhC1FbcRSLNlq2MHMEdCPNMqK1+Aw7QiukHlvwyHLnTHyjDk7FF2xDNBiLA07HGkML5oAG6TcAZdpJJXtQLaBWJ8Fo1a/dG/RBiXytU0/ueMTIUa0Z2N5ktljZyd1bJQPYH+QP3Q/2vulWsYv1l8fw+NNin7r1169SpU/fPubeGOp0OIAiCIOHjPwRdAQRBEIQMOmgEQZCQgg4aQRAkpKCDRhAECSnooBEEQUIKOmgEQZCQgg4aQRAkpKCDRhAECSnooBEEQUIKOmgEQZCQgg4aQRAkpKCDRhAECSnooBEEQUIKOmgEQZCQgg4aQRAkpKCD7o2NxfQIRVHpxY2gaxI4LqliYzE9Mrui/GE9yyBgcLErs4OjAo/pwQK9N8E/8rDsCLNx+dK16Z/dmp8KuiLB47oqxo4t33KrrAiBavGNMKk6ci3ojcX0yAhFURRFKd5sK7MjIxRFjaRnZ9NSU08Udn8FalKuzB489eHQz4+OmLQapSxiGn3FNhbT6dnZ9IiFCoQHu6pYmR2ZXVxMq1RBKEeBqlGiUqPcWtxYlG7j8qzx7e4nxaohWovUvtOYzfKsVgPWn4IVIW8f68oG3c1J+FdW9eKiiYGl37pJKFxM6MoD3okUl4sPP1VZ73Q6nc565amHi5c10svFhxU/+V+KhN0KtZpHf25SxdYrTz1sfubQYV8Vl4sPiyq/XHyYeEc05cgF6tR4uSjleqqyzitQW46ucPe14DlG1kIwG9miZW1ZfwouF8WjXZ+C/seKORFUbW5gIyMjGqWr7depUiPWgp6av7V8bAwAAMZ27xWEK8vnp2d56dQrJ8cl4fjhQ2MAMHZsdvr8svErTpk9PX3t0uWuY60bly9dm05PKWtErBgAiMn6A/uqAAAAIc/UKyfHb6xvWC5Hr8ap9N5LlzcAVpZv8PdOKht27xm/dnOdVEkH1xsURtYioTIb4WplO7b+FAAAf0dg7NhyxEfsLJmTHnMDe+X1x/lvuhr5E6cPeMQcNADAitAlee48///G+o3xPbsJCa+dnqTElIKZEthYvyH/s3vPuEEyDaQzaivWd/SmClkXY7v3Xru5bqccrRp374FLlzdMH6geKxk6LFsL2bitPQVT81cOXzqoHouLMD2Ykx6VgSnfn9b8iU0i5qBXZkdGltO3OI7jVl8Xnk3RLeiY/hkncEtqcehRNWHWb16zVhHtGUkV6zt6U4WM6CSsl6NV49ihw3DzLdMHymklw4Ata5F0JHkOO0/B2LHlW7c4jrt1du+pl6PuonswJz0qA1N6a2v+xCbRctAb6zdUfQr+PTaVnj4/z9veylunhCdWKZw1bT0oU0r9GFPGDh0eFzs5/IQDuWJ9h31VAABcO/UWP6H41ings1grR69GgLFDh2+cN3+gtIVbv7ywYNNaBB1JXXjrT0EXy48WPZqTHpUmT384pBO6qdVohdmNHfvByfQkRQFA5/Fnp/lBozGYmj+7PHKQOj3Uefb1k+PCK08Wdh4/eWXe7ImXUz579paVV+PYseWzsyMj1BBf+PLUGOzWV4zUMw059lUBAOPTME9Rzyn1bK0cnRqBf8xu7jY9saZwWxcYCohmbGwt07AsqpdXkeWnYGr+7PLIJHUaAOzc0D6lR3PSMzV/ZT19kDo91Hn82WlhDNqGP7HFUKfTcamofmBjMX3w5mzEZ0NCxcrsyPyeK671+GBjMf3W7mW8gU7Ap0Ai9OYUrRY0mY3F9EG+JyK/OcmpTn04NKSU8ekNnUsPWfoNiqL4H72qYtbFymwspg+egpNXll0sc2Cw9hQMEn1hTgPWgkYQBOkfojVJiCAIEiHQQSMIgoSUaDrora2tAIWulNAVrlqgZRYagrixwAsKVU5Oa11ohq2LDaGcBFctyLpzrD3XVOpiAt/OEhI8eiT99B5KojNJqLnawLXcQwk7d+4kFkWkzTZTc0wxqZRx1UIJ5hgmCVy1kF+IM8WkHeHAwVXPLDUhJf3nSHuoUsR9ouOgld5ta2treHiY/y3Ngm5tbek9oBdCV0roBse2EvEjGmGbbaYmkgAA1IHJxFK9UUwmbQgtMSSGavT99DJXPbM6mko0xf8daq93lZqgN2MkGlh8jrxx0Fy1kGdnxCYEVy3kl6THQGr2NRboUg0AErlKOSsEc9kQdufltz/6wbcec+FywkibbTZreXoJACSdKp02FR+FVZaDJFgWkjRL7JfwilW+BTc3N5W/jbL7Lzd++XHVM6uTJ07AmRorCJxpz5lKTZC0bZTA/1GOnpoUiBYrDsoDBy2405QkwM64+3BsS35fcdVCoRorZ9tsE+LalNaFJJSP4pA6zJk/xBuZ/jfY7F74IFfCu+cyBVVJ5FB7PanUev/JKJmVErqmcZ4gcJTvjz4ahpbkRup12UE3FuhSLZGby62WWFEWWGc8ylDZMpOV/omPNuttgFg8oU9pXWgBi52SsA+DSO4ZFJN5DrXXq0oRV+itWRCsUFNzIi476GSRYYoAXHVVlgXTGSfKozRJSEB01BTwTezRCQoArAvdJMzjS9zV1WazKZokQIlu5SrlrEPtea7SPkAcjFSMZILjwcweRzijgfeThEF0xonjZZGaJGws0OfilXKWAq5ayF/5PPXtIgDE4olama7dBYAdOyD1UhJsCQlYHPq08ttKsf6MQSu6H6rZkniidq56JJmluKurzdSMpCgHwu51thjB1gdj0PJgJD8a2XAjDGbQRzi9d9ABdcYjTrJYYQtSG3DsmGy2DwDc1SW3LtRg8vJQHrLyWyIMY9AkqGx5jqXz9BLfWEu6ISQQ2TFoKltmxJ+uhcEM+ghnQGF2YeqM9ylUtswcqBbOsKNQgy/zsjbbTH2Hb2Nw1UJeNnFrwkFC2RkfrCv3A7kPEURsDE4S2kHujAMAx7ZSE2Jn3N2e4+DhdqCYnZF9MH4kwj/EgZ1xDxGCahO5ShIggNgYnCS0iaozLvX93O85DtokofuBYiScD3HoIzqCH+LAzrh3CEOajQW6UK2Usxgb4wxvHLTiAQDNKLSMEPHRq1DLYE0SehEo5hlhj+gIrjOu/9eIPpgkVJGcSJXqbYAkxsY4IjpLvSU06ykiiTeBYvboez0H3RmHiE0SqgYzG/Ua/75yOJg56COcfiz19j8QMsxNNlegsmUmLk1zwb455u/FQDHfwuyUSrY7Hh3wGDQPdsbdRTeYmaXAt9gYnCS0jHapd/BzL2Ff2NYDCq389Gj+nUsNEAc8fQuzUyJtxKH5TRybDn4MWgV2xl3Dm8FMeyOcEZskdHk/6MYCTZdaubmcojWhnjyp1RsuCG3z8tsf9XxRYYTKloU3FfX83+cS12VdfYdhGIZh/j6jVKA1Ye8o1dsHqm4sKLZsbtRriXgMxN40B8LA9ISii92zkMCWAs2/eoi5bJVg8Sy2EhgqVrFJeYC7bEcJ75d6BzT3QpQT03gh7K2E3pZ6uzbNZTPMzgpGyrelNCdyskoD7YxHdgwaGgv51ckKU6b4Qc5CtVLOUn53oPkOXGT6yt5PEgYx92Ikj04UB4+701wk+Lr1PB9IHO6wpTQX5UqoA5OJpWYTAKDJCgMTiDMa9VpqhuE1SWVnUkv1NgCFwYuO8N5B49yLd7g7zWVKb/OuYZ2tDUVbL2oki4x8xWIUR5iCF0MolOTBrSR0uqrb6dxL30eDdcetaS7PCctsLbb1vIWrFkqtXKVIATSC6UCHbT7QpFcX9ErCoAMhw9qIc0ZjgT77h1j7gzYAAOyCxDfFmFPfwuzswhdl/n0Q38agQ97Ws36lFkvomsZWAlOf0ligSy0pIBY70M7wwUEHEAhpK01fThImJ54o/cP7wj877imOBBJmZ4XAd7kjEXBbL1qThMKkyOgcIz+mQXeg+x0/lnr7HAhpK02/ThI26u+nviuNcjYWaKmTHtrd7MI31oRtPatY+nat6J3VY++4ktAREVzqPRB40Un3IMxOiXKsiXfWys/Lmp/O5SEOwLaebboOFXJXV5sAzRJdEyWpOaaYDKYDHcL5wLBOEgb3VW89vF+ITIwkALjZSSfh4hCHEs3nZXn8G+IItK3Xp2PQymRE9RosI4RAOtBhmw8M8yRhiL7qHbkJQ1c76QNDsG29fhyD7loNFUFvxRMlXF7qTYJjW/xSWiV+L/WOIFy1QJdgjpGNloqPNtm2cJRtwWicsiMcGKhsmV/lzlRyCUjNMQMXsuwhjQVa0V+WG1gMU5lczQsLwB0KBwgfWtABf9W7a8q+jOLwpJNu9SrcYmtrS5p94sej/RuDhjDu6tXvNBboUi2Rm8utllhRhtHljojmV72tp+zTKA7jTvpf/YLvZW/b/0ZV6npbFBLwaAxaWbg0Hu1nmB26Ei8Iz1Y8IZwPDOskIX7V2wPkNd6lmmLelasWLj42x/w4qfnUnkWh32gC7yzFcrlEyF1J11x2S/BhkpBMQFvxhG0+MNSThATwq96O8aAN6Df6OdsgZ3HxiyoOqmEIRpc7w/tJQtXeuxzb4v2C+9vsWmdoaCh8iyZskywyDFPOKmdfldOxVHwUWixnR0hia2vL02FoCeUd2VKjl1iX26gBuhIvcDhxPdiz2TAIX/XWo9kOoi8nCYkEOrLvEGXb2aP46C7gQhVPwJWEjvBjiMP/r3pbgU/fp5OEZKLS3FO2pn1cVYQLVaxWw47F4kpCMyF0Uyku9Y4QHozs+zO+oYFvTSs7Ora6KdBjpwQXqvReDRUh2IonbPOB/TZJaA9PlhIZbQfRz9hr7lnZbtS3IQ4jTL5g5MIQh8uuBPECXEkYarxaStQH3za1DZUtz40u5Wmazq9OVopJYyEAwANBVdMO/G3qh3ndQV/z5g2DrtXwt6C9DQhTfjSPp8+2UuqxDRjAdqNO4Ic7ND46ZL0f24Yalu/LhJpQxIMGSSfktC8eP36xLfyzNp+R/9GwKRK0Rm0j1dw3pdrVatAask34VdqPWgVRsb4pdRC0aq7S0Leg7QeEdbA90hWbWkWVdgcN1QsGXquhH4MOd0BYv4JadR1UqRcMvFZD76AHfimRJ6BWXQdV6gUDr9XQO2gPlnojqFUPQJV6waBrdagfhmwGOhDSM1CrroMq9YKB1mpfOGgEQZBBJPxDHAiCIAMKOmgEQZCQgg4aQRAkpIR+oQoZ83kD5dH4BeF36olm7X1NFq5aEL9AnJqbg1KpBgA7dsCdO2JR4kdu5YS8cKLOF8ujKFOdUiwiVn0p/3Yb7mqK7bfvzFupGFct5NkZ/vLM00uqkg6bppc1m1J9LFd5Qtu1DSsqy3T4PTJDBdmpR2iUKN5VA8Wob7qcGAB0F6FU8l+lahf5lNtB95yqH+pdALcBAGDfPrh+XVEs+dlPcj89mn/nDmjKtPrsu7ow0x/aF49n5tfUv8hH85lv87/bP8llMq+tqbMoVo62f5LLZI6/2+l0Ou8WhJRK1uaV5+HLaF88njk9L/7SVkNxhrX5TCaTIZRKvBDzqwsQSxVrXzyeyQg6N08vq1S4D+bp5ZvVvnhcXvEr6FZfm9Cq0QpKy1RebS8o7kgv9dA/K0FCfE5Ih+WHs2P0nCou6X/+3V9mvj3f7nS6Pv6KM5BcijrP8YttUf/fWTK8EvNnvx+HONT7p9TqDcOjj26/u2tnEgDaf7gztut6vaHM0qjXUjPCm4v6OgXwwJcBgPv83o4d1zVlKr8QJZ2izTZTU0cmE7V6m1ANAGgslFqp4aV8qZWbe2YHbB+OaRIQL8T86gLEQsW46pnV0VTCSvpGvSYGtSaLTDlLmafn2FZi8gAFAEBlZ1JNtg3QWKDpUis3lyMtNgutGi2gskzxantDdUd6qYf6HgUNlS2LreZuz/5k4n2YYYr85zcJz6lSyfvf+G7qLrSh++MvV4DkUmQaC6VW7kSW4qpnVocT2+D+L2uuxOqz34cO2vx7ehpfCve+ED7B99Wv8imlLMmi3EPi6i3Y8UgMANps+84dqJVomqZpcXfDNttsLuVpnoX32FYiHuNPxJcGhM/6cdVztdRM8Xv8lwP/8AXcrUklNIwvxPLXAv2me8W46pnVyRNH4lbSc2wrEWcXeH0Uql0vnIqPNlevcvxpztUS8Rjxq4w2ahtilJYJjXpNZdB2UN8R27l19yhMENatGD9Q9/GJlZZAVnL7X7s+/uLD+/GOO7f5CugMjH/2efc8eWL/0D1oLvb47Pehg26zTYtH25t3rWQBrvp3tbs7/vybFL+c9KEEJHIVhmEq8XOi7xAkDMNU4m+/3fyia5mNC0uQOyJawO0/3IPtKakEvlhiCV2KDY5uFeONUW5ldb2Q5hI7wQgb/Z6pcl3SJ4vMDJunhV2tu7bmQqtGe3DVAt8S6y2z+o70gOYeOSjJTbhqgabzyueLh3jTr11pNpfe0CdWFVdq5U5koVqgS+/Dtv1vqJ9TzeN/rlD9oFrIL7XvwDPkMoVnX9A//PYOQOJYj89+Hzpo8/1TlEdjw9u7Z2ks0PnViWcSX/oTAL4L8zejwiFxIwAqW5Y7eFR89O72L7pVo1GviV1yAIBd+yj4jxNyCU223W9fCzSvmN4ZdL2QhPjI8K3j+7qUX6DPxfmHZIbN0912bg+tGm3QWLD2MiLjgnvW3aOQeGgqWxbsQN2uJ9708YOJRK6iTyygULJQ7HcffINPafT4N9kvsuVKLpH4xi1imfyzD6L+qW9mEjD6ZUV2O89+Hzpo8/1TlEcBALbdJ3y8/Te/4VMqs3DVAl2COab8/Ndt7MnyADxwm23zJ+ITgzaLxj/buJDQ7g5jWjHu6qrYC8wvNaFWogtX7+9ymzTl7zK98DbblBSanEh1HbIIrRotIllmrx6WcEfstoD19yhcJCc0o/NmD1RyItVkr6ktgaxkXbFEqPhoE77Kp1QbmOCfzfVv+dnvQwfdZf8U5dGP726//T+qHEDswR0btxNfSyqzcNVCfmlUiHkRczUW6L/9Z7FMjm2lJpIAjQWFdjm29cRjidq56n3xRO3sj3/ZTE3EtNVQTGnxXLvShNbv5KN8auKFhHZ3GLOKCY0PhmGYSi4BqTmmnB03vZDkxOjSBXk8bvIAZXrhsXhCasE16rXuDje0arSAyjJ7hHRH7Pp6/T3qvT7uoHoS9aPz6pu+b7NUqHKC8L16LfHgbxWWoFSyVGxjgS4srAjFkh7/xvdLvxr7mvjwLtdi8ZjGwARNyfqfewK2wROC/m0/+326F4cuWlAV62kaBx3bH2s/eJQpxnRBi0J8oxwHvWMHfOMlbSAkKcAykaucgDOqCpyLK/umnDIOWi627+OgCSG2pnHQxNtkEhlKKkyrF2UaQzMIlRq7YBBO66i8XuOg9fcoYHRPotlNB40mFc+p/vEX2QZwDwCMHv9nnoF33uF/7xqD2xsguxTysw/KOGjbz36fOmgEQZDo049DHAiCIAMBOmgEQZCQgg4aQRAkpKCDRhAECSnooBEEQUIKOmgEQZCQgg4aQRAkpKCDRhAECSnooBEEQUIKOmgEQZCQgg4aQRAkpKCDRhAECSnooBEEQUIKOmgEQZCQgg4aQRAkpKCDRhAECSnRcdCzKwAbi+mR2RVb2XrIgnjMyizeEn8xfwqi94xYv6IeNOOquv7IpXLCwdix5VtB1wFB+g58cIwIWjPRaUEDqN9dK7MURVEUNSK/zVZmR2YXF9MURY2MpBc3iNlH+FyKN+DK7MiIOoskkVJtLKbTi4vCGdOLG9LZFafR5RIyKc/YL80U8VrSs7NpE7WQVLqxmE7PzqZHRsxbGcuzxjdCkK3MCrekv1p4ixt6JZBURzBgA6EWhT42FtOS3Ur6Ipqi6jHR31xY7ktDNUN9RTwuaGb24KkPh35+1C2L7ESF4uVOZ73y1MPFy51Op3O5KPxQyDqXiw8//PBTlXXhZ/FyR5OFP6YUqnM/VVlXpFMcW6889bAix8PGuTVli6dUnDz8yJW9XNRfAemiFVKFqkzKNytL9at4WXGv+4LKulYJxpfW6Wh1oBcSWK88JelvZGREMjfJ9kmmSNIz/7NvDdUQgytyRzPm98Ym0WpBq7ixvgHA91HmpyTp9OyxMQCYeuXkuJBAZGr+1vKxMQAAGNu9l5dtXL50bTo9pTy+snx+/PChMQAYOzY7fX5ZfE+On3xlCgBg7NDhcen37r1CNYxyCdWB3XvGr91cd10HnrCyfF6s9tQrJ8clof4CSSoFABBVaoxwArks5UnT09cuXd7gT3/jOeq5G4K6+wtJCcRLAwMDJlu1hrFDh+HS5Q2A9Zvw+uvPnl9eAdi4fAkOHxozNkV9ZaSbC/1pqOboryiMmomqg56av3L40kHN0AQAjO/Zzf8Y272XoM4Vobfy3Hl9DplrpycpMZnGy5vQW67wsbF+g6ATMLpAgkq7ozvBxvoN+Z/de8THY+zQ4cc7j/MPVb9CvjSiARtZtQ7BuleWz+/dfWjP+PnlFVi/eW3vbkFPxqZoeHMHhNBpJqoOmm9j3OI47tbZvade1huzXt8rsyMjy+lbHMdxq6/LL0iCG5/+GSdwS2ohdqe3XOGD/GoD0gUaqLQ70glE76VqgK/fvCb8Wnnr1N7pvafe6uchUYNLIxtwF6uWmEpPn19eXL8xnZ4aO3R4/Mb64vJ5ud9ibIqGN3dACJ1mIuqg5fkQDdeEh3nlrVOgbnhtrN9Qdb1vrG/w4xViV0eYLphKT5+fl+ZaTNsxCnrLFU6U1/LWqWt6oTR5R1KpNQSly0NMyvLFnujG4vyNk6/Mv3Lyxnw/K5R0aUQjsWM5U+npn58+DXt28wMep0//XBqqMzVF4s0dEMKomWiF2UlMzZ9dHpmkTgNAp/Ps2VvSu3B8GuYp6rlO5/GTV+ZVrdixYz84mZ6kKADoPP7sND+eNDZ2bPns7MgINTTU6Tx+8sryFADMn10eOUidHiIU0qVGtnOFE/lann395PgNrVC6QKJKrfUSp2FZvE3L4hSAVD5/QzcWXz61d/bWGMCx2b0jLy8e6ttuie7SDAzY0KpJ7N4jDf6M7d7b6eyV3pTmpki8uQOCO5oZO3R4/NTREThrMktgmaFOp+O4kH5hZXZkfs+Vvn2OQ8jGYvrgzVk3DHFwWAHoD3XhzTXCR81EtAWNeMjGYvrg6Q+HAEDZwu2pmFMfDg0pZXyB0X6DuvlUu69Dl25uBAlGMwPVgkYQBOknIjpJiCAI0v+gg0YQBAkpOAaNIIircNVCnp1hiknpv6WmeCw1J8gbC3SpBgCJXKWcpYSj1oUDg0tLxsPF5uZmqOS9ZQkVtuofQmHIcddygrTPtflMJpPJzK8pBPI/Au2LxwWh/MuG0IX698sjjy1oxIytrS3ib6M0YRPu3LlTfxTxiMYCXaolcnO51RIryji2lYgf0SRss83URBIAgDowmViqN4rJpA3hAIEO2h5DYkhTJ4DoF3XX0Wkn0VLPkXdwJle9tbWld4IhFEaVQA1SS7LIMEUArroqy9pss1nL00sAIA1wKJ02FR+FVZaDJFgWGhgr/1YeHh4GgM3NTY3cKL13cltZjCwWHbRtXn77ox986zH/z8tVzyw1ISX9VyjBHMMkgasW8gtx3vCdCc0I6qqRroT61nBsS24CcNVCoRorZ9tsE+LalNaFBih9nPTb6G3ttby3LHowiiNIhoaGhoeHh9QLDchw1TOro6mE9L+661erN1wQIojbUNkyI3XQqPhok20DxOIJfUrrQr8YEgmuChFqQWt6DUH1a+z2d/jmD3/I+L3KVc+sTp44AWdqwtiew06i5Z6jFa2GWRjCsQ6PesoO7d9WFqdapeKjzXobgAK+iT06QQGAdWGP9DAcFHjvxBsHHUScjdJofOi/uNXfMSlNgnfPZQqqkshhJ9Fyz1FTsbCNLPfjGLRHPWUn9t9bFks0FuhzcfGx5dhWaqIIALF4onaueiSZpbirq83UTBJsCXsncIdrFw8ctOBOU5KgzTYlryzi4Whp1JDcM3Cy0GEnMdCeY4jAiF2vSRYrbEGcI0zkKmV+XC1bnmPpPL2kkNkQDhAuO2iMs3Ed7upqs9kUTRygRLdylXLWYSfRzZ5jv4ItCY+gsmVG/V9Wn0iI+OhVSMBowEc/RMNLrA/p2E3f9VBgURwBxtn06Ri08hDxJinsW9Xec9ZJtNpzjOoYNLYkoof1KI6dO3faGtKxm978kK1RI+8nCf2Ks5Gu2W7Qbg9y8HcMWuo6A8A+QURly3/1C77rt23/G9WkG8LuFQvbyHLPY9DhaUkYyfl4XgDY3NyM2iQhYhnvHbSqhyNO33o8Wtp3UwFmyF1n4KqFfL0BSf7nxcfmmB8LHeqG2Mt2IhxsfG9JKCG+VCQzDnyS0F78g2ZBlS8rqqJKQHHQYkAkgDAGGqfsCAcKKlsWbd29kGeMg9bRzxG7PvDy2x9ZStdYoBUzrXL7gmEqk6v5hYYbwgHCewfdWKALVTH+gGNbvF/gx0A54CfBBF9hXTigyBrg2FYiHuOlVHwUWiznWEhia2tL04/WEHKhU41jS8IOjQWaLrVycznFuwpbEo7wfojDrzgb/dNIfD6NHlqv5VYOmQ3tCSFgiVwlCYBx0LaF3fErYtdFy9nyfQza3FAJI/t+ragi1tPouqS3eNdyekvf9ZBe7u9eHEHE2RDnXjUSo0fXrpxYuHl6c6/R3aEISmws0IVqpZzFOGjX8asl0cPMfuBj0OY1McOvlgRENIrDmyEOrlqglcNFjQWapmlaMdbhXDiYJCdSTbbtuOuN/XESVHZGCIpOTB5AhbgCtiSc4YGDxlkCd1EN4jfqNX7w2OEgPo7so6H6ArYknOHDSkKHof4DH/+v63pnKXDc9e5xZN/6sH5IhHYWqqCheoHDQXyX9+LoO7xfSRjQvmtEiZHQB7mVQ0behDowmVhqNgEA+PENo2LcJ6qThKEyVHO5xSxhmCQk4VNLIqp4H25wAVsAACAASURBVMURULwBUdKfk4SNhfzqZIUpU3wsR6FaKWcpvzfsjz7BGSpEbJJQHSPgOBwA9+LwFJwlcEijXkvNMHxbjMrOpJbqbQAK++Nug4ba50QyisOHpd6475ozkkVG9p2Nei0RP4Ib9lsV2uiMo6Ei4cOHL6rgLIFbcNVCqZWrFCmABi5UsSe0ABqqJ+Au207wwUEHE29AlBgJfZBbOdRlJJoutSQTxf64+wRmqOZyi1nCOkmIu2w7wo+VhP7MEkR3klBohIzOMfJTj/1xVwiHoULEJglV4C7bjvDjo7Eh7+P08ClJXxG9s7rp4FN/vO/GoJXbKINNhxJyQ+1PfNplG3QtfY0l6FNiFIdA+Ps4Yd4/mru62gRoluiaKEnNMcUkbthvKOTvZg/D0OE31P7Dr122gRTFYWQJfRTF4cN+0MqtLSVwv0GrUNkywzDMHL9LRGqO4R98Ycd9hmEq03fekFcbOxEOOGioHhDFXbaHRHw4lw8t6MC+JGRrktBuej8nCXFdsi+E65NXdrOEdpKQgNMZlODxrc8dwW8SmkjsTsWEZJIwPOuSQzXcbCKEHlxJ+D55ZStLSCcJ/dplO6pE85uE0Qc37DcWGlW1C2ioXuDXLttRxY9JQgL938cJGIyD9gc0VMf4870OUPellAPEyogOZUrnURzm5dg6RXBRHMF9SSgyY9AEMA7adaLyySuj8DKTsDO7Z3E6Bu0Nylopx4iVER2SxJUoDpNyjIoykROJzjcJIzwGTQLjoM2E0IMr8d1QlQH4SvPQhwfYHR02Ci8zCUD0agwacYYfQxyO+ziIHufrkiMbB21U1a74b6hGwQBhDsz3nWgu/7G4Pi6gMWgbYPy/iJvrkoU46B8LWm0MrlZdAw3VC6KsVSuvYR8WqjgkpPH/vkWqe0NItdrPREelfi7E6IbfWh0eHg7NtQMAQCfktC8eP36xLfyzNp+R/9GwKRK0RnuBr7lvSrWr1aDV0wshVylq1RIDoFVzlYa+Bd1mm90TAQDsFOHvltFdDETeNQtfc281qcSmVu1echiEIVcpr1XzCzE/FEiW0GoVFLbqRBW+PfIS5ioNvYPuKWLX7sSR1/LesniIfa3aqn8IhZ7jLLTcXcvpe/uUsKzVqD7yoXfQ4v4qAELEbjwy87gBglp1HVSpFwy8VkPvoIWIXQ74jTeFCQPEIahV10GVesGga3WoE85d6lVEMxAyaFCrroMq9YKB1mpfOGgEQZBBJPxDHAiCIAMKOmgEQZCQYsVBL784NPTicncZgiAI4iLYgkYQBAkpZpOEn5SffPTVumHWF97r/DDtSaWswFUL+aUmgPT1OAAwmPDVC7slOwFn8uwMU0xKQhHFydSFcNVCnp1hJuqqkgUpOYtZnf1GVieAWqU8qkqCKrGu5oqynkgl3q/p14KJH/xTlbMd4K4qlVgspzkdwNgu2LgNANsA7unqHF4lk9HYiOJq3TQ2bZZnnoF33mmCWiMhVp3m4khStZ2M7YKvfof0CBuYny69YFzyZWufkUr8nFKlQDiHwWNlR6VG6xQVvPcCwAvvWUjoH/Kq/PbF48qf82vqX532xb/OZDKZTGb+XUFokEwSzn+bT78mCNfmM8d/8pPjooA/mbqQ117LZDKZzOl5dcnti8f5grSnIJ5XFgbA2rzJybWVXJsXLo5Uc8WGCe2Lf53JHH/XsHylUPzdTSFr85lvZ06vdTqdztprmcx3NHszhFrJBNbmRWOT/pe155qx6bK8ezyTeW1NfcIQq06rJQH1JSvMSU4v1HptXnHxHTvpFTdEZcNCFu1dEA4RsyhqbV2lVoY40j/sBNlWJsCxrcTkAQoAgMrOpIS1RoSNrxoL+aVPt6fmcgmALwtC4v5YgrCxQOdr9+2AsV2SEOq11Mzz35xM1OoN+WRyIe1/bcL1Vmoul4DPN1Ul/29vrI6m5JWqZueFgLdA49hWIh4zOqqp5Eq9lYjHDGreqNdSM0KrgDrw9e0wZFi+Uij9NldIY6H068Td1FQSADj2s0TuDU0DJMxK1tJYoOlSKzeXk21EpT13jI2UpfFvzcRD1+sNAEgWGaERF1LVEbTEw1XPqC5ZMCF1er7+HNtK/Omfa+pvkr5Rr6WmjkwmavWGrB/ZXBVZNHeh3oDGQqmVO6HNosCeSq2NQX9SfnJIT3CThFR8tLl6lQMA4KrnarwSlNqg4qPQYjlIHsklEt86ElMIPyAkk/ImiwzDvPQNuHNPKjBZZIpJMWWjzp9Mca7k9+ZSMBy/DwA++1Qu+f4haFNHj8hfZiVVjywMgDbbbC7laZ4FjcnoKtlqNpfypRrUSnxiZc15dQn88qO7sLFI03R+iVC+8qT5Xwi/SzWorTTkcykVwlXP1Z74OiTi7IJBmaFWspZkkWGYcjamFsnac8fYCFk4tpUY3Q61Ek3TdKHKabOESnUELQHw7nnyhOKSRXMq1QCgyf6OT8XXv802m0tvLDUlizVPz7GtRJy9wKcX9aMw11INUnN8lZR3IT4KrV//9Jz8iiU+VjZVasVBf1I++mqdMMYRYKs6WWRm2DxN03R+dVIYxyFufKUX/tZaMoLwi+sl8eVI3mTr80/FX1z1f/8UHtq3y+4pAoJjW5DIVRiGYRimEj8nGSUAEPTwe0jkjqUgkavoEysKrb508Q7EchWGqeQSENsf408hZlGetPLMPdi2/w2GmUtB4pkRcpmNC0uQezoOzSV2gi9zx44YX4BYZpiVbA+uWnDb2BRZoFn7jFd+ZXL1TJUzyhJW1fHuWdV70tjw//HPvwex/sKhuRQkchWS+WnSA0BziZ2YS0Ei94aoH/0zchtUKgUA+OzaO5A7kiRXycREjbHioD/+qA4vPBOmMQ6uWqDPxfkrn2Hz/MvJ4uerv9Lbp69vfgTt5p+JY/rkTbbuf0is3pnVxx6D+2yeIjiobJmRZiuU+9MAgL6SX8pUytlxXqhLLNBYoPOrf1GpMv+Ypfjy/zH9KJ9SzKI8KfX8S6l7D37Bn+tPvkIss1GvJSYP7AJI5I4k+ewvfaPNd6TEMsOsZBs0FhQND9eMTcoCAInUV/kfUme0j1RHcM86Gx658wWI9Seat0l6EG0MAHaJ+tEX8ltQqRQA4PNmTBh6JVTJxESNseKgH31swk6RPtBmm+IYNCQnUnw3gbjxlV6430qyHdtAIeSqBfriZ5B66XlR9/pidwHAAw812Ta/q0uz9j40l/J5uZtksXrhijAAAAuK/Z265ly1QJdgjullzp+Kj4rdTY1CeP9MUfFRJ1UNrZIl9NpzxdgUWYCKj37xh1saPfSP6rirq+LIQV4zDKHFbv359LyNWbpeUaUAwLG/hru7/uJAlxw2q2TFQT9S+N4LP3o6TMtSYvGEOAYNjXpNuEjixlexeKJ27hf/DgC/E4TGySThE1+9XxL+9KeF/NJwKnFXtZMWsZD7hxO1c1WOypYruQSk5vh+eEp42CycN6jNuhoLChvn2JamHupK7tssFaqcIPyAbaW+9rmi5ly1kF8a5eOJpGIbC3Thp78WihXLV5608f3Sr8a+lhTO9d/+5YmJpEYh0rxwcmJ06UIDoLFAv7T8sfCeluocYiVbQak9GbeMTcgCkPzafR+094l3Q9Bh36iOypYZAcUla2z41tgDAEL9F75PF6ofCPUnmZ8mfTU2Mbr0Xy+sivOLkwco0jMyDgqVAnf1l59u3/VNpX8mP1b2VGpls6TlF4ee/hFBHmggtBzd2EMgp4046O/TpffVZxajGaMaB60MP5bq3i0OWtRYTBezLCLFLO/YAd94SRuIKsflAuwag9sbABDbH2s/eFSuwLm4oCDp3kuh03KZYVYyGYWe9RHfrhmbNkvqiWbtfeUZ9FnMhL5jLw46kXtjcvUN4lIGYlyzSXpZP9pnBPQqbf2pWkeExwrAlkpxNzsEQZCQgku9EQRBQorVzZJIhGlUGkEQJHL0NsSx/OLQ9x/7+FeFR9yvEIIgCMLT6xg0umgEQRCPcTAGXf/oY/fqgSAIgmjo0UEvv/MjmHjsUXfrgiAIgij4IwtpiHHQE29+jOMbCIIgHoJx0AiCICEF46ARBEFCilUHrdkR+snyJ55WC0EQBLHkoD8pP/noq/sUG0K/t+/VR9FHIwiCeIrVzZJAszESSYYgCIK4CI5BIwiChBRLURziEIfUXl5+cejp62/iQkIEQRAPsRIHDY8UfvUxPPno0JAkmUDvjCAI4jEYB40gCBJSBmAMemMxPTK74mkhrpwiArilB6kcVGzvbCym04sbQddioPDAbi0NcfCj0BeO8MMauhHpkDN2bPlW/58CQZB+wT2HYKkFvfzio6/ue08cdH6k8KuP37z+dN/s1698m63MUhRFUdRI9/fbyuzICEVRIyO6ZsjGYnpkhC9HKEU+xcZiOr24KJwlvbghnXHwGjOSAkVVC7pRq06ZMj07m04vbqzMHjz14dDPj4oZlwlZBgoLRqW3SVV2yYp1NyUqdDEt6SkmKGpldmR2cTFNftiVbCym07Oz6ZERuZmsLEpht8qmtCWbNz5ppzvvvQDwwnvdZSFlvfLUw8XLnU6nc7ko/FDIuuXpXC4+/FRlXVXIU5V1dSr56HrlqYeVPxW/zc4XEXRq6+h0I+hOoUX55+WicFylWEKWAaOrUZFssrNeeeqpyrpKbYSbEhVIdqI3R6KiLhcfFjNfLj5sohfFfejiB7oZMMHmDRiAMWgVN9Y3APguyPyUYaqNy5euTaf541Pzt5aPjcnHFP+P7d5LyDx+8pUpAICxQ4fHpd+794qnHgxWls+PHz40BgBjx2anzy+LTYfpWV53u/eMX7u5LqQUhVOvnBzXF6XPMoCYG5WhTV56eWR+zxXxmNFNiQY6OyE8xYaKEjJPvXJy3Pw5FQvs7geMK9bd5mWsOOj0d9+c+NHTyhGN5Ref/tHEm9/tk0Foian5K4cvHTQYuNAwvme38cEVoc/y3HmXaxglrp2epEQtGRv9xvoNU1UjFiHZ5DU4fHLvpcsK3Vu7KZGBZFokRUnpxnbvtdEK6NEP2LF5Sy3oRwq/6rwHT8t7JfXtKpWxY8u3bnEcd+vs3lMvm7pow9u0Mjsyspy+xXEct/q66ctvwJn+GSdwS90HUWHviUCIGNnk+OFDx145fElh6dZuSmTQmlbXh9e673TgB+zYvOUhjvQPlSMjfemdV2a7tpsFxg4dHhd7gJqImY31G3I3B2AQmiG9MJWePj8vzUuZqV2Z8q1T13yqX6QwtcmxYz8QXbT1mxIJ9E+xoaKunXprBQBg5a1TwA8CdcORH7Bh8xbD7CLB1PzZ5ZFJ6jQAdDrPnr1l0oAYO7Z8dnZkhBoa6nQeP3lleQoW58UjPziZnqQoAOg8/uw0P6qEXXQdU/Nnl0cOUqd5Bc6b2Lyc8tnXT47fAOAfrVNHR+DslT1+1befIdrkmPLw4fTB2d235q3flEige4rHYDdZUePTME9Rz9lQC1HnU1btlmDzBuBKQiQ0bCymD96cNZu9RRDXWZlVzqT6TDebH6QWtJ6NxfTBUx8q9hgBAP5lG/3hubCwsZg+ePrDIRA1j94ZCRjP3YINm8cWNIIgSEgZtDhoBFHCVQv0QkP6t7FA0zRN04UqB24JEaR30EH3D2pnwlULtIwkR29iA656Zqmp+K9QgjmGYZjK5Gpe0KhDIYI4Ah10n9BYoPMKZwLQZpupOUakmARAb2IPrnpmdTSVkP5vs83URBIAgDowmajVGy4IEcQR0Zwk3Nra2rlzZ1BCV0pQ0ligS7VEbi63WmJFGce2EvEjmoRqH7FUbxSTSRtCAhbr7OR6/cmrg6ueWZ08cQLO1ASdKjVKxUdhleUgCc6EFOHEW1tb3eoWdiyoNzCsGElXSVBZ9ETQQQ+J06+Rmf9MFhmmCMBVV2VZm202a3l6CQAAUnNMMenYxZC8CQBsbW0NDw/zvzc3NyWhPhkxrxWhd3mNHgDePZcpqEqiNtuEuDadQyEJqUomhhpsC6P31x5XLYj9PMEmAYQGBgAkcpVyVrQyh0JvkQw+cB8SQQcNAC+//dEPvvVY0LXwEo5tyQbLVQuFaqyc9cCbgOhQeJXyv/u+BS25Z1AMv8fiCX1Kh8JuRMtQGwv51ckKU6Z4T12oVspZShxMSwJXLeQX4nxTwpnQD0Jya3AMuj+hsmVGak5Q8dEm2/bcm0QG7upqs7mUp2mazi81oVaiC1VO0iIA//4bjVPgVDhQNOq11Ixgk1R2JsWrA0f2HRHNFvSAQsVHm/U2AAWCj5igAMC60Cc8HYOyUjiVLTNZ/idXLeTZGaFZFk/UzlWPJLMUd3W1mZpJAgDEnAkJuDvCE4iQ3EFJFhn5mhv1WiJ+JJiRfSsa7uEudM3Sw1m6jsVFx0G7cg/cEvZWgo25l8YCfS4uDslxbCs1UQQvvIlHeNp/7LVwKlueY+k8vcQPdybdEBLQ3+WwjSw7mHrl4aqFUitXKVIAjWBG9pWv596mDTXF4iShU7raff9GcRBIFitsQZwjlPyB+94ksogzTwCpucG7ei9pLNClljSfF8TIfpSIjoOOPlS2zKj/y+oTCREfvQoJEHt5TnonVkqzLjTvwZBffvLMEz/11HBj5iqw6awQwVUL+aXROUZ+4zsddgtyLC4MeOSgVUN7/Rhng0gofZwrURxdS7MuNOl/mPVLFK+6ngLGHYWWRxbRO6tfTA6H3Xoc2Xc+OqwXRmcMml9Bm5L+w4YJElbkxz64hSohmfqzLiR6E+7qahOgWaJroiQ1xxST1IHJh5aWxNE44N9bVLb8V7/gR9i27X+jKg27WRQS0FTJ4eiwvpwIjUELK2ilZcnYMHEJTbcE+yUOEVZVJHKVJEAAC1VMJCGcD+zqTYQxN8Gs5HUqbfbTlLZZzVULFx+bY36c1AwxWRQOEK476BCtoI1UFIdo9+L/2C9xjOxRCtVKOYvTWY4JcE+CqOKygw7DClojSf9GcZDsHvslbpGcSJXqbYAkTmc5JcA9CXAM2gKhWUEbMQh271e/BCIZxaGKIheXVPg1nTVY+LUnAY5Bd4e7utpsNqXpACjRrVylnMWGiQf41S+BSEZx6KLIsxT4tlAlqpOEZFTRoGLMXZ+3z/zcjs1NBx3sCtrBAvslzvAmitxSaHlUJwlt0Cd7Epjg21ZKPixU8alhMlhg/L9DorIxZtjxa0+CqI5BQydyAMDLb3+kv7TNzU19Yi+ErpRAoH3xeGZ+TfHP8Ytttdih0PBCNCrV19nW9XYtzbpQLzG6+2rW5oWrJ2tCoygHQjNMquqbrXpvqJ32xeMZAVHnnU6nszavl9kQGqJ3a1bMRiPR3xplAuKN6+EsVlQanaXeEQ+z04L9Egc06rXUDCNvjLlUbwNQGBjjCVR2JrXEdywmD2C3wibRcdARDrMTUO/F4c+AKUQyiiM0G2PautLwCDFg3zei46ARj4hgFIdMkBtjmkhCOB+IAfuB4LaDxrkXpG/AjTFdJsCA/ahOErrroCP1UbKQo3gVguJtiK89a+DGmP4Q0EJiHxaqOD+L3wtVcO7FT9psk7QHDb72LBCmjTGJkpALbcxmY7/EGa466NDPvUQoigP3oOkdo40xo/HJK6N1bsEsVMF+iTO827A/dHMvfR/FocKnPWggilEc8jJC7Q6uEcG3dW4WwA37LWXxZwyaB+devMevPWjA9ygOk40OXI7iwIAwP4jshv3Oz2KlcfYfzA/bhqsW6BLMMfK0ExUfbbJt4SjbgtE45ViIUNmyrGNRR1F57fHLtDylsUDTpVZuLqfQg3rYp1ZvuCAcSKhsWfF24jfsF+Hlwjb8DMNUpu+8scCryrpwgHDVQZvNvXAgfF5oIumCECERgtfekIg7xXlGssgwTDkbU4g4tpWICwIqPgotlnMsJLElopcoD/UsNCrWxRPZ0bRSLxL42rOK29uNBjf3Mlj4tQdND4RpANQOofmyBLg0h+HDHIwFcMN+S1n8GIM22MIRfFuUPEDodjTmGxlReu3xzXD9SLRX4GSJF0R3w37nZ7HyzovOUm9XXpJuCXsrwVYLxZsdjUOE3y1xDAjzgihu2O8n0XHQAxZm5x/EXp7FvtvW1tbw8DAv4TcaJWYxGdbsoReplNvRLX7yyi/6f8N+34iOg0Y8orcwu507d0pCvi0s5e1amtHZrfdMwWZ3BAAi9skrT09kQ7e4Yb+1LH7GQSNInxDEDq6DNUno12RJ2MagieH8yjQWP2zYFw46stv6+Pn1SR3eatXvKb5Q4JVKA7UTpzieLOlXuk6iWJllcXuhivuIC7QYpjK5mo9cpLoPizJIeK7VgK4rQLxVqRf6HBoaGh4ethK0bj2l20T88e9K+B30oEeqewNq1XX6UqXW/X5Ab9y+1KqbdP1qYcC0Lx6XPxap+Nanjk2RoDXaC3zNfVOqXa0GrZ5eCLlKUauWGACtmqs09GPQ9iPVO304Tuc3NrWKKu0OGqoXDLxWQz/EMfCR6p6AWnUdVKkXDLxWQ++gcTc7L0Ctug6q1AsGXquhd9C4m50noFZdB1XqBYOu1aF+GLKJbBx0oKBWXQdV6gUDrdW+cNAIgiCDSPiHOBAEQQYUdNAIgiAhBR00giBISAn9QhUy5vMGyqPxC8Lv1BPN2vuaLFy1kF9qAgBAam4OSqUaAOzYAXfuiEWJ3+iRE/LCiTpfLI+iTHVKsYhY9aX82224qynW4EJ8mRURT6KojARXLeTZGaaYVCZT1kdxlbFc5R+zFAA0/pYuXefTHWPKTwslLczka3c1QqnQh3KVf+ILVJxGPosumVK5+rz+69AhCjV3SyZZqWlqs3vaYw10lh/ab5VbvuMmF21F1VaVbHgaeyp1dWGmP7QvHs/Mr6l/kY/mM9/mf7d/kstkXltTZ1GsHG3/JJfJHH+30+l03i0IKZWszSvPw5fRvng8c3pe/KWthuIMa/OZTCZDKJV4IeZX5xLE8ykPZjLza/wv/hI77YvHM8f/mk+5Ni/+XJvP5HKZ+TWFgjv/8+/+MvOdpU6n0+m8ezyTKbwrCr893xaLPz1/PJMRi1aUrTiLPtnafCb/d3nhYD7zl5nTa0Hq0CGCVXStnNJKLx43Xutsfk8Nc3SrgdryQ4vlO26mdguqtqxkE93aUmk/DnGY75+iPPro9ru7diYBoP2HO2O7rtcbyiyNei01I7xqqa9TAA98GQC4z+/t2HFdU6bmy8T8KdpsMzV1ZDJRq7fJ27g0Fkqt1PBSvtTKzT2zA7YP9/5tY7ehsmXxva09C1c9szqaSkjJpqCZmkgCdWAy0XzgoVq9AY16bd8Dn6YmkgDJIvP3mUSt3qC+/g1IHU4CAOyn9227/d//VwDg/m0Txg49DQCw/2+e3H73o18KFzj2m9ZoKgEPfI0/dZttCgUqzqJL1qjXUgcebKcmkgBU9ugT97a/zyfrv09BNxZoutTKzeW6L5NTWWl2JiUt29Bhck+JKG+0cSLSN7lDiKU73kXtVlRtUclmurWn0j500Obft9de/r0vOF741a/yKaUsyaLct+DqLdjxSAwA2mz7zh2olWiapmlxd8M222wu5WmehffYViIe40/Elwa6agBw1XO11EzxewzDlLOxP3wBd2tSCQ3jCzG/Og9Qx/9z1TOrkyeOyNsfiPXhrq42U3/2dWixH7Ct2DZuO6+iQpW/9g/kanMb3D3o/LFQ7Tu/5fizfHRXuBe//pdtdw7wp/iymDe27fd8dio+Cp9vhxb7gS5ZrMgc+WPxLI36+7seUp83QB3aJVnkrcJaUrkH3KjXLD3bFtZ06G40GbXlh+1FJ2HtjndRu01VGyvZXLf2VNqHDrrNNi0ebW/etZIFuOrf1e7u+PNvUvxy0ocSkMhVGIapxM8Vqpz0ZWKGYRiGqcTffrv5RdcyGxeWIHdEvH23/3APtqekEvhiiSV0KdZVuGqBpvOKevKWpRrAa7PNL66XhGR7ROEHd+7nNTS5eqb+GQD8lm0qChyDBwAA2nA38Y1beZqm6fzqY0/Al/4EgLvw3+488OffVJ7it2zzi99rGiv//p4uGUjK4aqFUiv3X74qnReIySIGf9Unugyo6+6pQSrdjSanU1s+b7chxOU73k3VpkruolubKu1DB22+f4ryaGx4e/csjQU6vzrxTOJLfwLAd2H+ZlQ4JG4EQGXLjDTvQMVH727/ols1GvVaYvKAdJN27aPgP07IJTRZW9829ggqW2YYhplh8/x7iGRZsXjivn1zQrJ/+o0g3B97gC8hPtr8aAsAvhJPyAX+p8+Au34b4L4/bGv+ywhvizOb78Mme7t65uM9MV7VEl+JJ+77krqx8vv/6//RJeMrA+x/pfOrk5Vy9ssgnZeQLGI0FoSr7uZTNfeUiFX3rLd84wGWYHHzjltQtYmSu+rWpkr70EGb75+iveRt91G88De/4VMqs3DVAl2COab8/Ndt7MnyADxwm23zJ+ITgzaLxj/buJAAdodJTqSabBu4q6ti3yu/1IRaiS5UOUV9khNP3P4URuP746P3PTgiK/neHV4oV/uPO3Dv3hcAX9y7Bzu+wtc/Nrwd4LN/WW22P2g3l/LCKUq/guH4/vho+96X+Owc24L7fw9f3PmtLhkFAOxms/b5HFPOUoJy9odEh14iWamNaBThnpLLI97ovsatO25P1QQlu67bPnTQXfZPUR79+O722/+jygHEHtyxcTvxtaQyC1ct5JdGhSAXMVdjgf7bfxbL5NhWaoIPNZPVzLGtJx5L1M5V74snamd//MtmaiKmrQbHttT++dqVJrR+Jx/lUxMvxJfdYVRXJAy3Cc0ChmGYSi4BqTmmHL9AF379oFCfxsr72+4+MZGE5MRobfOh2rkqBxz78Q64k5pINlZq22pnhWr/n5/Crv0xgNgjO2Dj5z/lAIC78H/fhdGp58t84YncG7kEPJFK3EtNJSEWT1zndtTOHir3gQAAGCJJREFUVTnu6moz8dn/lyoQknHVQr42/BB8xiqVE5wO/UFlpaaQ7ikRwo028kdayw+tKt2441ZU3U3J3XVrU6V9uheHLuZRFXRoGgcd2x9rP3iUKcZ0Acu7AG6DMg56xw74xkvaOGj+lMrwYIBErnICzqgqIH9rHgCAU8ZBy8UGGMOruyLtQf5iVDGbUsgzKWyZq/5Nfuk2f4HPVM4+zxcoB0crhD3FQYPufj0xx3wvCQHq0CkW4qDJYfUGGUzvaY81sF9mUDiNg7aoassKsRIH3V2lfeqgEQRBok8/DnEgCIIMBOigEQRBQgo6aARBkJCCDhpBECSkoINGEAQJKeigEQRBQgo6aARBkJCCDhpBECSkoINGEAQJKeigEQRBQgo6aARBkJCCDhpBECSkoINGEAQJKeigEQRBQgo6aARBkJCCDhpBECSkDIaD3lhMj8yuKH84LAcxV4VbCu/l3FEhmKsUzzoYOjaEfPk65XivpT/ysvDwMXZs+VbQdRgoUOE9E6zqBvzGhebyo9OCXtyQfq7MjoxQFDWif7mp3nhSsvTiBqzMigc2FtNpRWEyK7MHT3049POjQkLdWTYW0+nFxdkRiqIoipJLUyaQXrzp2dn0yIiuKFdU4TLES9AmUF61QlFkhZtqzBAxe/qtm3phj2UGAMEGzC3H8IokhczOGpgsgM7YtDdLU5SoW2IjMVLNasXFbCymR0QFrsyOpBc3iHYrKEfjB2DZS2OLjoM+dVDQz8rs0Rsnr3Acd+ssHDW0243F9FE4e4vjuFtn9556eXF3evrG+gYAwPpNOHxojJBlav7Kycc7z569NT+lOMuVkzeOSnfm2qlLe65wHMf97Nnz84aPDADAtfMwe+uWrqjer98bLJjcyuzBS4ev3OI4jlt9/cbR2RW1ohTpSPfFssbk7LPw8w+HNEKTu9DLZfuDwga66IF0VKmQ89csnkh/s7RFSbo1JQJeeuzQ4XH+kd+4fOnDoQ9vrgMAbKzfGFc//jrlaMz7/A2Lj3xPRMdBnxS0vbJ8fnr22BgAwFR6+tqly0SdbVy+dG06zfuPqflby8fGptJ7L13eAFhZvkH2zypWls8L93Hs2Oz0+WXRYMVT794zfo2/40aIZ1cXZelSfWS9u8Xx6gMAgLHdew2TGd0XixpTZn/l9cc7orD7Xeh6AcEh2QB004P+qEohJ8ctnoh4s4i6jT5jhw7DpcsbAOs34fXXnz2/vAKwcfmSpnnWVTnWH/leiI6D3r332s11gI11RSt09x4Twx3fs1tdwB64dHnDmn8GALh2epLv2Tx3Hm5YcGSWinJSihdYtLgVoZf33HmjFNbvS/fsyveAi3ehr9hYv6E1YKtob5ahbk2Y6p4k/IzxPmNl+fze3Yf2jJ9fXoH1m9f27lY+/r0ox02i46AFg1XpcP2mSddP+7obO3QYbr5l2T/D9M84gVtSq6RH5KKclOIFFnzAyuzIyHJa6DUbOl7r96V7duVD4+Jd6CsE52IX0s0y1G3kmUpPn19eXL8xnZ7iBzwWl88rezUQvHKi46BPCV2TqfS0OBYk94B1jB06PC52icUJgbFDh2+ct+iflWeZHTGeoYGx3XvFlt3G5Uskv6QqysKpfeXQWLdL2Fi/oeqqGzVjrd0XQ5TZ3zotjJNavgthwu67yQCVQk5ZLJR8s4i6FSHe/fAZam9Mpad/fvo07NnNt89On/65xj93UY73RMdBn/yB0H6amj+799RBiqJGjsJZw0bV2LHls3B0hKKokYOXDl+ZnwLea6s7ONpMhw6Pn+dnbxVnuSGdmsTUKyeB74a/DIeniSkURVm+XJ8QxziNL2Hs2A9O3niOoiiKGnn55l5+HE6hKAlr98WQqfkrhy8dpChqZB6eFYcCLd+FEEG0gR6Qr315T7cxaBHizTLQrXQewt2fmnfpIoJm957HO48L0xi793Y6z2r9M1E5JPP2iKFOZ1DmBLqzsZh+a/fyfCTG15DBYWMxffDm7C003AgyYAtVjNlYTB88BSevLEv/fDik6s50Oo+fvDJIo5yBgJq3ysZi+iDf4+b1M4WqiyLYgkYQBAkp0RmDRhAEiRj+OGiuWqBpmqbpQlUOJGss6GU2hAiCIFGn4z1r85n5NfHX8YvtTqfTaV88LgjlXzaECOIGapNqXzyekZHka/O8QDBdu8LBA7XqHj44aNk/k4Xy7bQu7MLm5qZHR70uPLQY1dxTuVuFkxEefNmiSJbqeUsiEMX2IDc/JBOQVl28nMCzKPE+ioNjW4l4fIEu1QAgkauUs5QgPMInoOKjsMpykATLQopwnq2tLZN/zRPbOupd4Tt37jQ/r/8oa2tUc0/lDgsxUmljgS7VErm53GqJFWVKo5Ros83URBIAgDowmViqN4rJpA3hYIFadR1fwuyaS+wMwxQBuGrhTPVAOUu12SbEtcmsC0koH8WtrS3+3yEx6qijCFaRjhIxP+owe9fCw4ZUW03NJcVubm4Sr8joSm3JXSmESLIoGOSqLGuzzWYtTy8BAEBqjikm/WhJECUAMDw8zP/Y3Nzsmt4ksVH5PcilQ0ZKDlCr5pdjpJ+eNdBVrjyjlSxGKvXFQSdyR/i3HhUfbZ67ymWzsXhCn8y60A4vv/3RD771mLMyEAJRUyzHtqQeHnDVQqEaK2c9bkmA6UuF17DF9MTEJul7eMn10rzwS6tg4OOkOuv146IGiHLpAXHSmPDeQVPxUWAJwma9DUABfwtHJygAsC4cSLhqIc/OMMWk9N9SUzwmNE2EXibIg0lgTzjAUNkyk5X+EczOx5ZEmCH2RC2BWlXQgxp9CLNLTowuXWgAAN+1mTxAAUAsnqidq3IAwF1dFUeZrAsHj8YCrfDHwA/jzTEivHfmqoUSzDEMw1QmV/MLgtItCxEdVHy0ybb53xzbgtE4ZUcYIV5++yPXyhpgrdpVox9x0MniHJRomqbpPDsjNNaobHludClP03R+dbIiNAqtCweLxgJNl1q5uZyiNcGxrUQ8pkmonlGp1Rv2hINNY0ERaM+xLV4/2JJwBmrVGf7sxSFMHrgq1GIexeFijIfD7D1EcYRkRitKURwEksUKWxA1mshVyvz7K1ueY+k8vaSQ2RAOPKhVZ0RnsyTz4X8rkwNWjjrM7loUh+8zWvrAGH0aJSGP4hCgsmVG/V9Wn8jblgRR0nN6L15y+kNdlByEVsHa5VhsqDmP4jA/xEtCE8WBuE6gcy9Ri9/wF+tRHD2k9/olF+YgUSuX42cUh0nFdu7cabEx4edmSVy1QCumo3AvDrcZ4LkXBIkk/jlornpGEYWA8QbOwLkXV9C0GZw2GrAlAQCoVTfxa4iDq55ZHU0lJA+Naz2d4dfcS5QnCYVA8JT4v9gUSAJXLeQX4vzEqzPh4IFadRV/HDRXPbM6eeIEnKkJS1Z834ujr6M4BIKYezFa6k1MoyTkk4SkXSMcNhqwJYFadR8/HDTvnssUVCWRX3txWDyqJLxRHOqVhI4XDQ70SkJC5KLDRoPbe3H0lj7YKI4AtWrxcjCKQ4fknkExghTptZ69r4s1AXuOXuOw0eDBXhw9pA9dFIdfWjWqG0ZxdIG7utpsLuVpmqbzS02olehClYt8vAG/oHNoaEgfNdwDpJWEDhcN4kpCHQ4bDX3YkvAD1KozPG9BK4ZKVV30eKJ2rnokmaW4q6vN1IwitMCKsD9wK144JP3xqE0SanC6gRfu6kUCteqMoBaqeL7W05WmqyvwNXFzuAMC6I9HbJKQhPX2QdRaEl6CWnWEnw5aHYXgwVpPDf4veCO+Ffhq8IeI+6n3AvYc3cdho2HQd40wALXqiOgs9bY1Fe5dmJ3RW0GS9x5mp6T/e46eTKXaRdNmCGJXL6Kk5/Qh3IvDH62CtcvBKI7A0MzPmh/1LsyuKy7tZtBnPUflJ7Ik4WDu6TFYURw+Eskojug46AHDp56ji5OERn0I6d+AJwkRJHz44qAVX2eSPs2ESypsE0TP0fVJQn16/t8QTBLiV8Q8AbXqBB8cdGMhvzpZYcoUf68K1Uo5S/m9pEIKpdDM4xEHQD2Ju0BCD/8VMbV94dofp6BWneD9bnaNei01I7z4qOxMil924veSCmnliPTbzW+sBQFXLdAy0uZhuElYz+BXxLwAteoI71vQySIjv/Ma9VoifsSPzZKI6GelTHKZBMZZOZcR7kRxYMPEfQL4ipiRpOf0oYjiUOGTVi1eDkZxmMBVC6VWrlKkABqeb5ZksU7Dw8OgGM1QDoDw3tz6wKhFXJq2Utq4BG4S5gDfvyLGE/EoDr+0alS3wKM4hoeH9YOlIYziaCzQpZY0yh+aJRXKVSS8HjWtbHfHozXvAwdE56OxYYniCPQrYtbhTQj6ZY6kT7RKJAyh+v5FcYzOMXI0l9N1Fmb0sMhb6aaJh+wWaH4iFwoK7qOxJmmU9GMUBwEvDbVnnFtRwK4nlFolEniovveThKJ3Vg9yevtxpt4mAK3kGhoaGh4eHlLTw7mcQmXLjBRzJO741ycNk5AyYF8R82mSfMC06jqet6C5q6tNgGaJromS1BxTTPbZYnz92LTyb1jC8vqnYRJG/PqKmNeEoWMuExWtBoWf241q8HyLAxdRumOjo9ab0kZVtdE9byzQ5+LiiD7HtlITRQjDUm/ikm4/ceKe/PmKmPMoDhM5L+QN0nxwv2shJultjSP5o1Wwpiji/Ic0rC8ZrUmwR4SjOLwl8EW91oerXKhqiD8a23VbKE8nCUHtngK3Cj0OozjM5ZqIha6vK7tBSiHUp4STKA5lyJZeAyYzMVYaBLgXxyAS8o/GWpe7O0nY9eyDRuDTXJHHUw17P0noArjmzQtQq65jT6X8DLPUv0YM6EWrnlfKL8LvoMU1bwxTmVzNLwzaUk+PcFOrQUazhIheVNrv+w14z6A//uF30IO+GN8b7GlVGVxITKDc6kSZy2vHHaZ3QxQMVbrRQVdEIgpaJWL+QMl0Qk774vHjF9vCP2vzGfkfDZsivqjXTaSa+6ZUu1oNWkO9EHKVolYtMQBaNVdp6FvQbbbZPREAwE4R/m6Z3HQnR70oXKq5t5pUYlOrJtflqdxJISFXKa9VrxXoopw/FFqtgsJWrV9ODxpwPYu5SkPvoHta89Zb3JKVo14X7hP2tepRCIe53K3C/aDXxZmBKLYHufkhr7CsVRcvJ/AsSkLvoMVlzADCmrc4rnlzDmrVdVClXjDwWg29gx74xfjegFp1HVSpFwy6Voc6YViw34WB/iiZZ6BWXQdV6gUDrdW+cNAIgiCDSPiHOBAEQQYUdNAIgiAhBR00giBISEEHjSAIElL6fbtR8xne3o9y1UJ+SVrElNJ+sUuVjp0hHI3M1LN4ISIKXRCvUSk8cFXQjroQIb22ZEVBikNy4UShlWr0hf6NLEmyRM2VGKSXDVf8knAXSyYoqksWxWHjB8Mv1GowqLn6GoUsE3VB+Mwz8M47Wg2bZlEjnsY0S2x/rP1BW1UrXRaSMPR7cZjRvng8M7+m/uXO0c7avF6mY20+k8lkCAm7FN4/8NVfm88c/8lPjmfm1zrti8eF/RCI16gWFr6TyWTm13hh++LxzOl58df8u5Jw9juZzGtr7YvHM6+9ljl+sS1mFc7G/yILrVWjH/TfvnicaEmyHao3ojBILyeSbpSpJZMVZZpFUQ/ZGAJC9wCSaq6+xtdey2QyGcESO51O593jmcxra0JmhfJMssiHrWZZO535y8zptY5KZ5ZMt6+HOMx3unJylGNbiXjM7NyNBZoutXJzOdJS1MhswdVmm6kJqNdSM89/czJRqzeo7EyKX9pFvEaFcGzHtg3Yl5CEbbaZmjoymajV2wcmE7UrHwjCff/L7cRD1+vtA5OJ68Nz5SwFbba57/7bqYkkUAcmExsP7KrVG2ShhWr0hf656pnV0RTBkhr1mrg2I1mUvxJslJ5jW4nJAxQAgHijzC2ZqCjTLI16LTUj1EM2hgAgPYDEmsvX2P7XJlxvpeZyCfh8UxA2/q2ZeOh6vQFKDZtnkXTVWCi1cicsZOHYzdi+2Pv1hkpnlky3nx208nZQ8VFosZxLR6HNNptLeX6fcJq4CW2yyDBMOUu04y6F9w/8hSSLTDEpXkijXkvEYwbXKAu56lkuBvdt+wLgd2wrEY/xh/iUEB8FjovFYxzbim37fWJ0O9RK+aUm/Gr5AwBBGI8JJd+9H1rsByQh17UafaF/rnpmdfLEkTjhCNtKxFntfvXG6an4aHP1KscnOldLxGPmlkxWlGkW3hgERGMIAtIDSKq54hqT35tLwXD8PgD47FNeyLEt3vyUGjbPAoKufv3Tc/K7yjwLFR9tc9ugxXLSfbFquv3soM13unJylGNbkMhVGIZhGKYSP2fzoyN2tuAKNdoL+eJ6SWwzEK9RFHLVM6uT/+WrvPB3bJNU1B1J2Kx9BolcZS4FDzT/qcq12ea9O9pm2W9JQkKxxsKwwrtbw2Hy5hI7wQj71Z+pcl3SJ4vMDJunaZrOr05WylnK3JKJirJq/Fy1IDcgQwGx5mRj+PxT6adgfrKGu2cBAPjs2juQOyK+q7pkSRaZ//QZNJfy4n0xyqIT9rODNt/pyslRKluW+5PK/VrcqFgfobqQmx9Bu/ln4mQG8Rp5oeBCviwIvxxPENLft0MSJlJfFYVfaq9evS+e2LZD2yz7CkloXo2+oIt7BkiIToBvHX9gmp6rFuhzcd5DzbB5eqFhbslERVky/saCwtWEBWLNycZw/0PST8n8pP5H1ywAAJ83Y8JoEkC3LFy1QP/3B/jXAH9fjLLohP3soM13unJy1NOK9RHShXDVAn3xM0i99DylPQSKa6Tio0322tXVZnMpT5dq0P6gDbXFpc3mv7b59HxKYFtAUW22TcVH2/e+9MUfbgnChx4AgF3x0fa9LwnnZVuw/XMYje8nCSmzavSF/jlBVzRN55eaUCupP7xHxUfV6f/9X0zTt9mmOAYNyYlU17Gd3hTFVQt0CeaYcHlnI/TXuAsAHniIF1LxUd78zJ2DMgsAcOyv4e6uv5D9c5csbbYZo+7xZ5HuizXT7WcH3WWnKwdHGwsKw+fYlt1NtCKzBVcsnqid++lPC/ml4VTirupCiNcYiydqv4ATDMNUcglIHcslIDVX+Vbi/XPV++KJ2tkf/7KZmohdXW2mDu5P1M5V74snrv+/n33Q3jcRu7rafGL4s8TkASoWT1zndtTOVTnu6mpz7LPbqYkkEIVm1egL/VPZMiNQySUgpfV6yYnRpQvyWOrkN583TR+LJ8QxaGjUazAab5tbMklR5sbPVQv5pdHAo+uIkGtONIb7hwVh8mv3fdDeN5EE5RSreRbgrv7y0+27vnlAeadMs8Tisfb19hO8eus14X1gyXT7fbMkXSChKi7SZhy0Iq8ioNI0klZ5Ohun7iMa36dL76tF5MBPMb2DOGhd4CoMZBw00ZC0MccG6WUlCVdOsORuhmqSJaYKNCZUy28M46AtBzUnUk80a+8DmEUoE7K0/lRrWKZZHkrAp90qRiqn3x00giBIZOnrIQ4EQZAogw4aQRAkpKCDRhAECSnooBEEQUIKOmgEQZCQgg4aQbrxSfnJoSfLnwRdDWTwQAeNIAgSUtBBIwiChBR00MgAoh2z+KT85NDQi8viLwntuIYmn+pfZc4Xl325DCTyoINGBpBH/vORifqFd0VP+8m7F+oTb343DcsvPvrqvveET3F8/OZE/dV/sOZqPyk/Kef8+M3rT+OQNeIG6KCRQUTloT9590J94sh/fgQ+efS7nc4P04o0cP2mFUe7/A+v1l94T8z5SOF7L1h27QhiAjpoZCBReGjJP8MjjzwCAMsvCgMVj75at1bYJzevA/zoaXlo5OkfgUXXjiBmoINGBpNHCt97oX7h3U8U/lnwzU9ff/NjcYzDenkTQiaJXxUe8aruyMCADhoZVNLPvFC/8O7yuxfqL3yPd6bL7/xo4s2PJdf68UcWW9CP7NkHiiFtBHELdNDIwJJ+5oX6q0+/Wn/hmbQkkwemy08+/SNtDpUn/qR8VBwDSX/3zYn6q0fFicHlF/UBIAjSA+igkcEl/cwLACD75/QP33uh/uqj/AD0hSMfv/cC1D/6WJXjhx+/CWKKj7733guC/JHCr+QDQ09ff/NjHOFAXAA37EcQBAkp2IJGEAQJKeigEQRBQgo6aARBkJCCDhpBECSkoINGEAQJKeigEQRBQgo6aARBkJCCDhpBECSkoINGEAQJKf8/yfgmb19lHQMAAAAASUVORK5CYII=)

# Barcharts  
cars %>% select(4,7:12,14:19,22,24,30:41) %>% gather() %>%  
 ggplot(aes(x = value)) +  
 facet\_wrap(~ key, scales = "free") + # Display figures in many facets  
 geom\_bar(color = "black", fill = "#6baed6") +  
 theme\_minimal()
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cars\_numeric <- cars[,c(1:3,5:6,13,20:21,23,25:29,42)] # Only numerical values  
  
# Correlations  
cor2 <- data.frame(round(cor(cars\_numeric),3)) # Table with correlations  
cor2

## policy\_tenure age\_of\_car age\_of\_policyholder  
## policy\_tenure 1.000 0.166 0.144  
## age\_of\_car 0.166 1.000 -0.035  
## age\_of\_policyholder 0.144 -0.035 1.000  
## population\_density -0.100 -0.062 0.010  
## make 0.086 0.188 -0.032  
## airbags 0.104 0.209 -0.008  
## displacement 0.194 0.393 -0.024  
## cylinder 0.191 0.380 0.004  
## gear\_box 0.095 0.202 -0.003  
## turning\_radius 0.166 0.333 -0.017  
## length 0.191 0.383 -0.020  
## width 0.213 0.414 -0.006  
## height 0.119 0.259 -0.054  
## gross\_weight 0.141 0.302 -0.008  
## ncap\_rating 0.173 0.349 -0.032  
## population\_density make airbags displacement cylinder  
## policy\_tenure -0.100 0.086 0.104 0.194 0.191  
## age\_of\_car -0.062 0.188 0.209 0.393 0.380  
## age\_of\_policyholder 0.010 -0.032 -0.008 -0.024 0.004  
## population\_density 1.000 -0.035 -0.060 -0.091 -0.092  
## make -0.035 1.000 0.502 0.753 0.411  
## airbags -0.060 0.502 1.000 0.661 0.479  
## displacement -0.091 0.753 0.661 1.000 0.866  
## cylinder -0.092 0.411 0.479 0.866 1.000  
## gear\_box -0.057 0.633 0.860 0.692 0.410  
## turning\_radius -0.078 0.754 0.811 0.875 0.616  
## length -0.092 0.692 0.809 0.962 0.805  
## width -0.098 0.512 0.640 0.899 0.862  
## height -0.066 0.303 0.424 0.555 0.352  
## gross\_weight -0.078 0.481 0.829 0.776 0.603  
## ncap\_rating -0.071 0.792 0.342 0.847 0.598  
## gear\_box turning\_radius length width height gross\_weight  
## policy\_tenure 0.095 0.166 0.191 0.213 0.119 0.141  
## age\_of\_car 0.202 0.333 0.383 0.414 0.259 0.302  
## age\_of\_policyholder -0.003 -0.017 -0.020 -0.006 -0.054 -0.008  
## population\_density -0.057 -0.078 -0.092 -0.098 -0.066 -0.078  
## make 0.633 0.754 0.692 0.512 0.303 0.481  
## airbags 0.860 0.811 0.809 0.640 0.424 0.829  
## displacement 0.692 0.875 0.962 0.899 0.555 0.776  
## cylinder 0.410 0.616 0.805 0.862 0.352 0.603  
## gear\_box 1.000 0.862 0.809 0.602 0.580 0.895  
## turning\_radius 0.862 1.000 0.945 0.826 0.460 0.823  
## length 0.809 0.945 1.000 0.916 0.554 0.862  
## width 0.602 0.826 0.916 1.000 0.389 0.734  
## height 0.580 0.460 0.554 0.389 1.000 0.728  
## gross\_weight 0.895 0.823 0.862 0.734 0.728 1.000  
## ncap\_rating 0.530 0.779 0.768 0.772 0.437 0.556  
## ncap\_rating  
## policy\_tenure 0.173  
## age\_of\_car 0.349  
## age\_of\_policyholder -0.032  
## population\_density -0.071  
## make 0.792  
## airbags 0.342  
## displacement 0.847  
## cylinder 0.598  
## gear\_box 0.530  
## turning\_radius 0.779  
## length 0.768  
## width 0.772  
## height 0.437  
## gross\_weight 0.556  
## ncap\_rating 1.000

# Plot correlations  
corrplot(as.matrix(cor2), # Plot of upper right part  
 order = 'AOE',  
 type = 'lower',  
 tl.pos = "lt",  
 tl.cex = 0.5,)  
  
corrplot(as.matrix(cor2), # Plot of lower left part  
 add = TRUE, type = 'upper',  
 method = 'ellipse',  
 order = 'AOE',  
 diag = FALSE,  
 tl.pos = 'n',  
 cl.pos = 'n',  
 tl.cex = 0.5)
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# Dropping variables based on correlation  
cars\_reduced <- cars[,-c(20,13,23,25,29)]

Looking at correlations we note a high correlation for the variable displacement such as cylinder (0.87), turning\_radius with length (0.95), gross\_weight with length (0.86), width with length (0.92).

displacement, airbags, gear\_box, turning\_radius, gross\_weight

#Random forest  
# rf\_fit <- randomForest(as.factor(cars$is\_claim) ~ .,#Fit  
# data = cars\_reduced,  
# ntree = 500,   
# mtry = 4, # variables randomly sampled as candidates at each # split.   
# importance = TRUE)  
#   
# varImpPlot(rf\_fit, type = 1) # Variable importance  
# sort(round(rf\_fit$importance[,4],3), decreasing = TRUE)[1:19]  
  
# Variables keeped by the random forest  
cars\_reduced\_rf <- cars\_reduced[,c("policy\_tenure","age\_of\_car",  
 "age\_of\_policyholder","population\_density",  
 "area\_cluster","height","width","segment",  
 "model","length","engine\_type","max\_torque",  
 "max\_power","ncap\_rating","cylinder")]

To select important variables we also use a random forest method which sort variables by decrease in Gini score. The ranking showing the important variables recommends at least these 15 variables: policy\_tenure, age\_of\_car, age\_of\_policyholder, population\_density, area\_cluster, height, width, segment, model, length, engine\_type, max\_torque, max\_power, ncap\_rating and cylinder.

# Correlations  
cor3 <- data.frame(round(cor(cars\_reduced\_rf[,c(1:4,6,7,10,14,15)]),3))  
cor3

## policy\_tenure age\_of\_car age\_of\_policyholder  
## policy\_tenure 1.000 0.166 0.144  
## age\_of\_car 0.166 1.000 -0.035  
## age\_of\_policyholder 0.144 -0.035 1.000  
## population\_density -0.100 -0.062 0.010  
## height 0.119 0.259 -0.054  
## width 0.213 0.414 -0.006  
## length 0.191 0.383 -0.020  
## ncap\_rating 0.173 0.349 -0.032  
## cylinder 0.191 0.380 0.004  
## population\_density height width length ncap\_rating  
## policy\_tenure -0.100 0.119 0.213 0.191 0.173  
## age\_of\_car -0.062 0.259 0.414 0.383 0.349  
## age\_of\_policyholder 0.010 -0.054 -0.006 -0.020 -0.032  
## population\_density 1.000 -0.066 -0.098 -0.092 -0.071  
## height -0.066 1.000 0.389 0.554 0.437  
## width -0.098 0.389 1.000 0.916 0.772  
## length -0.092 0.554 0.916 1.000 0.768  
## ncap\_rating -0.071 0.437 0.772 0.768 1.000  
## cylinder -0.092 0.352 0.862 0.805 0.598  
## cylinder  
## policy\_tenure 0.191  
## age\_of\_car 0.380  
## age\_of\_policyholder 0.004  
## population\_density -0.092  
## height 0.352  
## width 0.862  
## length 0.805  
## ncap\_rating 0.598  
## cylinder 1.000

corrplot(as.matrix(cor3), # Plot of lower left part  
 order = 'AOE',  
 type = 'lower',  
 tl.pos = "lt",  
 tl.cex = 0.5,)  
  
corrplot(as.matrix(cor3), add = TRUE, # Plot of upper right part  
 type = 'upper',  
 method = 'ellipse',  
 order = 'AOE',  
 diag = FALSE,  
 tl.pos = 'n',  
 cl.pos = 'n',  
 tl.cex = 0.5)
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# Filtering variables based on domain knowledge and correlations  
cars\_reduced <- cars\_reduced\_rf[,-c( 7,8,11,12,13,14,15)]# Drop variables  
  
cars\_final <- cbind(cars\_reduced, cars$is\_claim) # Bind explanatory variable  
  
colnames(cars\_final)[9] <- "is\_claim" # Rename column

We drop the variables width, segment, engine\_type, max\_torque, max\_power, ncap\_rating and rating.

## CHECK code

# We drop height and weight since model defines these features.  
  
logistic\_regression\_final\_variables <- glm(is\_claim~.,  
 family=binomial(link='logit'),  
 data= cars\_final[,-c(5,7)])  
  
summary(logistic\_regression\_final\_variables)

##   
## Call:  
## glm(formula = is\_claim ~ ., family = binomial(link = "logit"),   
## data = cars\_final[, -c(5, 7)])  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.5451 -0.4048 -0.3417 -0.2963 2.9057   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -2.977e+00 3.578e-01 -8.319 < 2e-16 \*\*\*  
## policy\_tenure 8.416e-01 4.417e-02 19.056 < 2e-16 \*\*\*  
## age\_of\_car -3.526e+00 3.510e-01 -10.044 < 2e-16 \*\*\*  
## age\_of\_policyholder 2.827e-01 1.363e-01 2.074 0.03808 \*   
## population\_density -2.979e-06 1.030e-06 -2.892 0.00383 \*\*   
## height -3.805e-04 2.666e-04 -1.427 0.15363   
## length 1.232e-04 7.025e-05 1.754 0.07945 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 27860 on 58591 degrees of freedom  
## Residual deviance: 27366 on 58585 degrees of freedom  
## AIC: 27380  
##   
## Number of Fisher Scoring iterations: 5

We can see that the coefficient NA for cluster9 is symptomatic of a multicolinearity issue. Therefore, we remove area cluster and keep population instead.

logistic\_regression\_final\_variables <- glm(is\_claim~.,  
 family=binomial(link='logit')  
 , data= cars\_final[,-c(5,7,4)])  
  
summary(logistic\_regression\_final\_variables)

##   
## Call:  
## glm(formula = is\_claim ~ ., family = binomial(link = "logit"),   
## data = cars\_final[, -c(5, 7, 4)])  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -0.5498 -0.4048 -0.3421 -0.2974 2.8968   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.091e+00 3.557e-01 -8.690 <2e-16 \*\*\*  
## policy\_tenure 8.525e-01 4.404e-02 19.359 <2e-16 \*\*\*  
## age\_of\_car -3.504e+00 3.509e-01 -9.986 <2e-16 \*\*\*  
## age\_of\_policyholder 2.754e-01 1.363e-01 2.021 0.0433 \*   
## height -3.709e-04 2.666e-04 -1.391 0.1642   
## length 1.336e-04 7.015e-05 1.904 0.0569 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 27860 on 58591 degrees of freedom  
## Residual deviance: 27374 on 58586 degrees of freedom  
## AIC: 27386  
##   
## Number of Fisher Scoring iterations: 5

cars\_final <- cars\_final[,-c(5,6,8)]  
kable(head(cars\_final), format="markdown")

| policy\_tenure | age\_of\_car | age\_of\_policyholder | population\_density | model | is\_claim |
| --- | --- | --- | --- | --- | --- |
| 0.5158736 | 0.05 | 0.6442308 | 4990 | M1 | 0 |
| 0.6726185 | 0.02 | 0.3750000 | 27003 | M1 | 0 |
| 0.8411103 | 0.02 | 0.3846154 | 4076 | M1 | 0 |
| 0.9002766 | 0.11 | 0.4326923 | 21622 | M2 | 0 |
| 0.5964028 | 0.11 | 0.6346154 | 34738 | M3 | 0 |
| 1.0187085 | 0.07 | 0.5192308 | 13051 | M4 | 0 |

Based on our previous analysis, our finals explanatory variables would be: policy\_tenure, age\_of\_car, age\_of\_policyholder, model and population\_density.

# EDA

#Histograms  
cars\_final %>% select(1:4,6) %>% gather() %>%   
 ggplot(aes(value)) +   
 facet\_wrap(~ key, scales = "free") +   
 geom\_histogram(color = "black", fill = "#6baed6") +   
 theme(plot.title=element\_text(hjust=0.5),  
 panel.background = element\_rect(fill = "white"),  
 panel.grid.major.y = element\_line(color = "grey98"))

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# Barcharts  
cars\_final %>% select(5) %>% gather() %>%  
 ggplot(aes(x = value)) +  
 facet\_wrap(~ key, scales = "free") +  
 geom\_bar(color = "black", fill = "#6baed6") +  
 theme(plot.title=element\_text(hjust=0.5),  
 panel.background = element\_rect(fill = "white"),  
 panel.grid.major.y = element\_line(color = "grey98"))
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# boxplot  
cars\_final %>% select(1:4) %>% gather() %>%  
 ggplot(aes(x = value,y="")) +  
   
 facet\_wrap(~ key, scales = "free")+  
 # add horizontal line to "whiskers" of boxplot  
 geom\_boxplot(fill = "#6baed6", width = 0.5) +   
 stat\_boxplot(geom = "errorbar", width = 0.2) +# plot boxplot  
 stat\_summary(fun.y=mean, colour="darkred", geom="point", shape=18, size=3,show\_guide = FALSE)+  
 theme\_classic() +  
 theme(plot.title=element\_text(hjust=0.5),  
 panel.background = element\_rect(fill = "white"),  
 panel.grid.major.y = element\_line(color = "grey98"))

## Warning: The `fun.y` argument of `stat\_summary()` is deprecated as of ggplot2 3.3.0.  
## ℹ Please use the `fun` argument instead.

## Warning: The `show\_guide` argument of `layer()` is deprecated as of ggplot2 2.0.0.  
## ℹ Please use the `show.legend` argument instead.
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We can see that the distribution of the data is not symmetrical. However, since the data is already normalized, we are not able to do a log transform on the data except for population density.

# Adjust scale with log for population density  
cars\_final$population\_density <- log(cars\_final$population\_density)  
  
# Normalizing population\_density  
normalized.pop <- (cars\_final$population\_density - min (cars\_final$population\_density)) / (max(cars\_final$population\_density)-min(cars\_final$population\_density))  
  
cars\_final$population\_density <- as.vector(normalized.pop)  
  
  
# Normalizing policy tenure  
normalized.policy <- (cars\_final$policy\_tenure - min (cars\_final$policy\_tenure)) / (max(cars\_final$policy\_tenure)-min(cars\_final$policy\_tenure))  
  
cars\_final$policy\_tenure <- as.vector(normalized.policy)

# boxplot  
cars\_final %>% select(1:4) %>% gather() %>%  
 ggplot(aes(x = value,y="")) +  
   
 facet\_wrap(~ key, scales = "free")+  
 # add horizontal line to "whiskers" of boxplot  
 geom\_boxplot(fill = "#6baed6", width = 0.5) +   
 stat\_boxplot(geom = "errorbar", width = 0.2) +# plot boxplot  
 stat\_summary(fun.y=mean, colour="darkred", geom="point", shape=18, size=3,show\_guide = FALSE)+  
 theme\_classic() +  
 theme(plot.title=element\_text(hjust=0.5),  
 panel.background = element\_rect(fill = "white"),  
 panel.grid.major.y = element\_line(color = "grey98"))
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With the log transformation on population\_density, the distribution has become a little bit more centered and symmetrical.

kable(summary(cars\_final), format="markdown")

|  | policy\_tenure | age\_of\_car | age\_of\_policyholder | population\_density | model | is\_claim |
| --- | --- | --- | --- | --- | --- | --- |
|  | Min. :0.0000 | Min. :0.00000 | Min. :0.2885 | Min. :0.0000 | Length:58592 | Min. :0.00000 |
|  | 1st Qu.:0.1489 | 1st Qu.:0.02000 | 1st Qu.:0.3654 | 1st Qu.:0.5508 | Class :character | 1st Qu.:0.00000 |
|  | Median :0.4097 | Median :0.06000 | Median :0.4519 | Median :0.6165 | Mode :character | Median :0.00000 |
|  | Mean :0.4366 | Mean :0.06942 | Mean :0.4694 | Mean :0.6801 | NA | Mean :0.06397 |
|  | 3rd Qu.:0.7435 | 3rd Qu.:0.11000 | 3rd Qu.:0.5481 | 3rd Qu.:0.8192 | NA | 3rd Qu.:0.00000 |
|  | Max. :1.0000 | Max. :1.00000 | Max. :1.0000 | Max. :1.0000 | NA | Max. :1.00000 |

# Commented for time computing  
# ggpairs(cars\_final[,c(1:4,6)])+  
# theme\_bw()

We can see from the plots above that our remaining variables are not highly correlated between them.

#boxplot for the distribution of 0 1   
df = cars\_final[, -5]   
df$is\_claim <- as.factor(df$is\_claim)  
library(reshape2)

##   
## Attaching package: 'reshape2'

## The following objects are masked from 'package:data.table':  
##   
## dcast, melt

## The following object is masked from 'package:tidyr':  
##   
## smiths

df.melt = melt(df)

## Using is\_claim as id variables

# HEAD  
  
df.boxplot = ggplot(df.melt, aes(y=value,is\_claim)) +   
 geom\_boxplot() +   
 facet\_wrap(~variable, scales = "free", ncol=3) + theme\_classic() + xlab("Variables")  
  
df.boxplot
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We can can the distribution is normal for is\_claim = 0 and is\_claim = 1 with outliers

barplot(prop.table(table(cars$is\_claim)),  
 col = rainbow(2),  
 ylim = c(0, 1),  
 main = "Class Distribution") # outcome variable distribution
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prop.table(table(cars$is\_claim))

##   
## 0 1   
## 0.93603222 0.06396778

When the proportions of the different classes in a classification problem are imbalanced (in our case 1 present about 6% from is\_claim), it means that one class (the majority class) is much more frequent than the other class(es) (the minority class(es)). This can cause the model to have a high performance (e.g. high F1-score) on the majority class and low performance on the minority class.

To address this issue, we can re-sample the data to create a more balanced distribution of the classes. This can be done using techniques such as undersampling (removing observations from the majority class) or oversampling . These techniques can help the model to learn better from the minority class and improve its performance on it.

set.seed(1)  
index <- sample(nrow(cars\_final),nrow(cars\_final)\*0.60)  
cars\_train = cars\_final[index,]  
cars\_validation = cars\_final[-index,]  
proportions(table(cars\_train$is\_claim))

##   
## 0 1   
## 0.93628218 0.06371782

proportions(table(cars\_validation$is\_claim))

##   
## 0 1   
## 0.93565729 0.06434271

# Downsample   
cars\_train[,6] <- as.factor(cars\_train$is\_claim)  
train\_downsampling <- downSample(cars\_train[,-6],cars\_train$is\_claim,yname = "is\_claim")  
  
# Normalizing function  
normalizing <- function(x) {  
 (x - min(x)) / (max(x) - min(x))  
}  
  
# Normalizing variables again on downsample's basis:  
  
# Normalizing train data - downsampled  
train\_downsampling[,c(1:4)] <- lapply(train\_downsampling[,c(1:4)], normalizing)  
  
# Normalizing validation data  
cars\_validation[,c(1:4)] <- lapply(cars\_validation[,c(1:4)], normalizing)  
  
  
summary(cars\_validation)

## policy\_tenure age\_of\_car age\_of\_policyholder population\_density  
## Min. :0.0000 Min. :0.00000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.1507 1st Qu.:0.02000 1st Qu.:0.1096 1st Qu.:0.5508   
## Median :0.4266 Median :0.06000 Median :0.2329 Median :0.6165   
## Mean :0.4540 Mean :0.06931 Mean :0.2574 Mean :0.6799   
## 3rd Qu.:0.7746 3rd Qu.:0.11000 3rd Qu.:0.3699 3rd Qu.:0.8192   
## Max. :1.0000 Max. :1.00000 Max. :1.0000 Max. :1.0000   
## model is\_claim   
## Length:23437 Min. :0.00000   
## Class :character 1st Qu.:0.00000   
## Mode :character Median :0.00000   
## Mean :0.06434   
## 3rd Qu.:0.00000   
## Max. :1.00000

# Predictive analytics

## Classification tree

### Method’s description

A classification tree is a method of supervised algorithm used for classification. It consists in continuously splitting the data into sub-parts based on data features (sub-parts could be segmented in rectangular areas on the graph) until getting only one class in the splitted area. At that point, data’s class is the most homogeneous as said previously. The splits are done in such a way that it minimizes the impurity of the new area. The algorithm may chose one of the following measures of impurity: Gini Index or Entropy measure. These measures range between 0 and 1 and allow to identify to which class the data belongs.

*Intuition*: A higher number of terminal nodes is expected to decrease the overall error until reaching the point of overfitting.

Therefore, it is wise to stop a tree’s growth. In that sense, we need to prune the tree and use cross-validation to get a best tree size.

### Method application

tree\_fit <- rpart(train\_downsampling$is\_claim ~.,  
 data = train\_downsampling, # Data set  
 cp = 0.001,  
 method = "class") # Method: Classification  
  
  
rpart.plot(tree\_fit) # Plot the resulting tree

## Warning: labs do not fit even at cex 0.15, there may be some overplotting
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# Predict values for validation set  
pred\_tree\_v\_tr <- predict(tree\_fit,  
 cars\_validation[,c(-6)],  
 type ="class")

We start by fitting a full grown tree. It allows us to get a first look.

# Find the best cp with minimal xerror || /!\ code may need to be improved  
cp\_minimal <- tree\_fit$cptable[which.min(  
 tree\_fit$cptable[,"CP"]), # Take lowest cp and Take lowest xerror  
 1]# CP column   
  
pruned.tree <- prune(tree\_fit, cp= cp\_minimal) # Prune the train model with lowest cp

We want to identify the lowest cp value to prune the tree. That value equals 0.001 and is similar to the default value that we chosed to compute the full grown classification tree.

Also, it is known that we should not choose only a tree based on it’s cp, but we should also consider the tree size. Ordinarily, we would like to have a small tree with a small cp. Such a tree would avoid overfitting. To choose a tree size we should find the smallest minimum error within one standard error and a small CP value.

# Cross-validation  
  
table\_cp <- pruned.tree$cptable # Save cps  
  
# DOES SOMEONE HAVE A BETTER METHOD ?  
rows\_small\_errors\_std <- head(order(table\_cp[,5]),6) # Know the rows (folds) having the smallest standard errors of the estimates  
  
table\_error <- matrix(table\_cp[,4] + table\_cp[,5]) # Sum the std error and the error  
  
table\_error <- cbind(table\_cp[,1], # Include CP  
 table\_cp[,2], # Include nsplit  
 table\_error, # Error + std error  
 table\_cp[,5]) # Std error  
  
rows\_small\_errors\_std <- head(sort(table\_error[,4]),6) # Know the rows (folds) having the smallest std error  
rows\_small\_errors <- head(sort(table\_error[,3]),6) # Display the smallest standard errors  
  
rows\_small\_errors\_std # Display and chose the best size

## 16 17 10 11 12 18   
## 0.01461348 0.01461348 0.01461631 0.01461913 0.01462053 0.01462612

rows\_small\_errors # Display

## 16 17 10 11 12 18   
## 0.8065778 0.8065778 0.8074735 0.8083691 0.8088170 0.8106083

kable(table\_cp)

| CP | nsplit | rel error | xerror | xstd |
| --- | --- | --- | --- | --- |
| 0.1464286 | 0 | 1.0000000 | 1.0392857 | 0.0149288 |
| 0.0441964 | 1 | 0.8535714 | 0.8625000 | 0.0147985 |
| 0.0133929 | 2 | 0.8093750 | 0.8147321 | 0.0146817 |
| 0.0074405 | 3 | 0.7959821 | 0.8183036 | 0.0146917 |
| 0.0049107 | 8 | 0.7535714 | 0.8071429 | 0.0146599 |
| 0.0044643 | 9 | 0.7486607 | 0.8053571 | 0.0146546 |
| 0.0040179 | 10 | 0.7441964 | 0.8017857 | 0.0146439 |
| 0.0035714 | 11 | 0.7401786 | 0.8058036 | 0.0146559 |
| 0.0031250 | 12 | 0.7366071 | 0.8004464 | 0.0146399 |
| 0.0028274 | 14 | 0.7303571 | 0.7928571 | 0.0146163 |
| 0.0026786 | 17 | 0.7218750 | 0.7937500 | 0.0146191 |
| 0.0018973 | 18 | 0.7191964 | 0.7941964 | 0.0146205 |
| 0.0017857 | 25 | 0.7040179 | 0.8049107 | 0.0146533 |
| 0.0015625 | 28 | 0.6986607 | 0.8008929 | 0.0146412 |
| 0.0014881 | 32 | 0.6915179 | 0.7991071 | 0.0146358 |
| 0.0014509 | 35 | 0.6870536 | 0.7919643 | 0.0146135 |
| 0.0013393 | 50 | 0.6584821 | 0.7919643 | 0.0146135 |
| 0.0012500 | 56 | 0.6504464 | 0.7959821 | 0.0146261 |
| 0.0011161 | 61 | 0.6441964 | 0.8107143 | 0.0146703 |
| 0.0010000 | 75 | 0.6263393 | 0.8107143 | 0.0146703 |

best\_cp <- table\_cp[as.integer(names(rows\_small\_errors)[1]),1]

We see that the 16th observation where nsplit = 35 and CP = 0.0014509 gives the best error choice.

pruned.tree <- prune(tree\_fit, cp = best\_cp) # Prune the train model with best cp  
  
rpart.plot(pruned.tree) # Plot the tree with best size
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sum(pruned.tree$frame$ncompete == 0) # Number of leaves

## [1] 36

The resulting pruned tree at its best size has 36 leaves.

### Performance evaluation

# Confusion matrix for classification tree with validation set  
conf\_matrix\_tree\_v <- confusionMatrix(  
 pred\_tree\_v\_tr,  
 factor(cars\_validation$is\_claim),  
 positive = "1")  
conf\_matrix\_tree\_v

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 9001 384  
## 1 12928 1124  
##   
## Accuracy : 0.432   
## 95% CI : (0.4257, 0.4384)  
## No Information Rate : 0.9357   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.032   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.74536   
## Specificity : 0.41046   
## Pos Pred Value : 0.07999   
## Neg Pred Value : 0.95908   
## Prevalence : 0.06434   
## Detection Rate : 0.04796   
## Detection Prevalence : 0.59956   
## Balanced Accuracy : 0.57791   
##   
## 'Positive' Class : 1   
##

# plot confusion matrix  
fourfoldplot(conf\_matrix\_tree\_v$table,  
 color = c("cyan", "pink"),  
 conf.level = 0,  
 margin = 1,  
 main = "Confusion Matrix for Classification  
 Tree for validation set")
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Looking at the performance metrics for the full grown tree:

* Accuracy highs at 43.2%
* Specificity highs at 41%
* Sensitivity is 74.5%

We see that the tree is better at classifying negative than positives outcome and struggles with false positive values that represents the majority of classifieds values.

# Prediction on Validation data  
pred\_tree\_v\_pruned <- predict(pruned.tree, # Pruned tree  
 cars\_validation[,c(-16)],# Validation set  
 type ="class")  
  
# Confusion matrix for classification tree with validation set  
conf\_matrix\_tree\_v <- confusionMatrix(  
 pred\_tree\_v\_pruned,  
 factor(cars\_validation$is\_claim),  
 positive = "1")  
conf\_matrix\_tree\_v

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 9988 429  
## 1 11941 1079  
##   
## Accuracy : 0.4722   
## 95% CI : (0.4658, 0.4786)  
## No Information Rate : 0.9357   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.0375   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.71552   
## Specificity : 0.45547   
## Pos Pred Value : 0.08287   
## Neg Pred Value : 0.95882   
## Prevalence : 0.06434   
## Detection Rate : 0.04604   
## Detection Prevalence : 0.55553   
## Balanced Accuracy : 0.58549   
##   
## 'Positive' Class : 1   
##

# plot confusion matrix  
fourfoldplot(conf\_matrix\_tree\_v$table,  
 color = c("cyan", "pink"),  
 conf.level = 0,  
 margin = 1,  
 main = "Confusion Matrix for Classification  
 Tree (best size) for validation set")
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Looking at the performance metrics for the best size tree:

* Accuracy highs at 47.2 %
* Specificity highs at 45.6 %
* Sensitivity is 71.6%

From all positive outcome predicted, almost 8.3% where right while almost 95.9% of negative outcomes where correctly predicted. Also, the performances for accuracy improved of almost 4% and the one for specificity improved of almost 5%, but the performance was lower for sensitivity of almost 3%.

### Conclusion on method’s performance

We conclude that predicting positive outcomes is difficult for the classification tree model since not even 10% of its positive predictions are right, even if cross-validation has been used. The method is better at predicting negative outcomes than positive ones. Therefore, we may want to analyse an other model with hopping to find better results with respect to positive prediction.

#### Lift Chart

#Getting the probabilities from the model  
tree.outcome <- as.data.frame(predict(pruned.tree, # Pruned tree  
 cars\_validation[,c(-16)],# Validation set  
 type ="prob"))[,2]  
  
  
#Lift chart plot   
liftChart(tree.outcome, factor(cars\_validation$is\_claim))
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topDecileLift(tree.outcome, factor(cars\_validation$is\_claim))

## [1] 1.240424

## KNN

### Method’s description

The k-nearest-neighbors algorithm that can be used for classification. To classify or predict a new record, the method relies on finding “similar” records in the training data. These “neighbors” are then used to derive a classification for the new record by voting (for classification) .

### Data transformation

# Add dummy variables   
cars\_final$model <- as.factor(cars\_final$model) # change variable format to factor   
  
dummies <- dummyVars(~ ., data = cars\_final) # create object for dummy variables  
cars\_final\_dummy <- as.data.frame(predict(dummies, newdata = cars\_final)) # apply dummies to data  
  
cars\_final$is\_claim <- as.factor(cars\_final$is\_claim) # change variable format to factor  
cars\_final\_dummy$is\_claim <- as.factor(cars\_final\_dummy$is\_claim)   
  
head(cars\_final\_dummy) # resulting in 11

## policy\_tenure age\_of\_car age\_of\_policyholder population\_density model.M1  
## 1 0.3681298 0.05 0.6442308 0.5141315 1  
## 2 0.4805800 0.02 0.3750000 0.8192361 1  
## 3 0.6014574 0.02 0.3846154 0.4775735 1  
## 4 0.6439038 0.11 0.4326923 0.7790792 0  
## 5 0.4259022 0.11 0.6346154 0.8647506 0  
## 6 0.7288679 0.07 0.5192308 0.6878563 0  
## model.M10 model.M11 model.M2 model.M3 model.M4 model.M5 model.M6 model.M7  
## 1 0 0 0 0 0 0 0 0  
## 2 0 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0 0  
## 4 0 0 1 0 0 0 0 0  
## 5 0 0 0 1 0 0 0 0  
## 6 0 0 0 0 1 0 0 0  
## model.M8 model.M9 is\_claim  
## 1 0 0 0  
## 2 0 0 0  
## 3 0 0 0  
## 4 0 0 0  
## 5 0 0 0  
## 6 0 0 0

str(cars\_final\_dummy)

## 'data.frame': 58592 obs. of 16 variables:  
## $ policy\_tenure : num 0.368 0.481 0.601 0.644 0.426 ...  
## $ age\_of\_car : num 0.05 0.02 0.02 0.11 0.11 0.07 0.16 0.14 0.07 0.04 ...  
## $ age\_of\_policyholder: num 0.644 0.375 0.385 0.433 0.635 ...  
## $ population\_density : num 0.514 0.819 0.478 0.779 0.865 ...  
## $ model.M1 : num 1 1 1 0 0 0 0 0 0 0 ...  
## $ model.M10 : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ model.M11 : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ model.M2 : num 0 0 0 1 0 0 0 0 0 0 ...  
## $ model.M3 : num 0 0 0 0 1 0 0 0 0 0 ...  
## $ model.M4 : num 0 0 0 0 0 1 0 0 1 0 ...  
## $ model.M5 : num 0 0 0 0 0 0 1 0 0 0 ...  
## $ model.M6 : num 0 0 0 0 0 0 0 1 0 0 ...  
## $ model.M7 : num 0 0 0 0 0 0 0 0 0 1 ...  
## $ model.M8 : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ model.M9 : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ is\_claim : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...

train\_dummy <- cars\_final\_dummy[index,] # training set with dummies   
valid\_dummy <- cars\_final\_dummy[-index,] #validation set with dummies  
train\_dummy\_downsampled <- downSample(train\_dummy[,-16],train\_dummy$is\_claim,yname = "is\_claim") # undersampling for having same probation   
  
  
# Normalizing data  
train\_dummy\_downsampled[,c(1:4)] <- lapply(train\_dummy\_downsampled[,c(1:4)], normalizing)  
  
valid\_dummy[,c(1:4)] <- lapply(valid\_dummy[,c(1:4)], normalizing)

### Method application

set.seed(1)  
# Find optimal k  
  
# Data frame for k from 1 to 50 and respective accuracy  
accuracy <- data.frame(k = seq(1, 50, 1), overallaccuracy = rep(0, 50))   
  
# Use for loop to find k with highest accuracy  
for (i in 1:50) {  
 knn.pred<-knn(train\_dummy\_downsampled[,-16],valid\_dummy[,-16],  
 cl=train\_dummy\_downsampled[,16],k=i)  
 accuracy[i,2]<-confusionMatrix(knn.pred,valid\_dummy[,16])$overall[1]  
}   
# Data frame for k from 1 to 50 and respective specificity  
Specificity <- data.frame(k = seq(1, 50, 1), overallspecificity = rep(0, 50))  
  
# Use for loop to find k with highest specificity  
for (i in 1:50) {  
 knn.pred<-knn(train\_dummy\_downsampled[,-16],valid\_dummy[,-16],  
 cl=train\_dummy\_downsampled[,16],k=i)  
 Specificity[i,2]<-confusionMatrix(knn.pred,valid\_dummy[,16])$byClass[2]  
}   
# Data frame for k from 1 to 50 and respective Sensitivity   
Sensitivity <- data.frame(k = seq(1, 50, 1), overallSensitivity = rep(0, 50))  
  
# Use for loop to find k with highest Sensitivity   
for (i in 1:50) {  
 knn.pred<-knn(train\_dummy\_downsampled[,-16],valid\_dummy[,-16],  
 cl=train\_dummy\_downsampled[,16],k=i)  
 Sensitivity[i,2]<-confusionMatrix(knn.pred,valid\_dummy[,16])$byClass[1]  
}

which(accuracy[,2] == max(accuracy[,2])) # max accuracy

## [1] 2

which(Specificity[,2] == max(Specificity[,2])) # max specificity

## [1] 41

which(Sensitivity[,2] == max(Sensitivity[,2])) # max specificity

## [1] 1

# Plot accuracy for different k  
ggplot(accuracy, aes(k, overallaccuracy)) +   
 geom\_line() +   
 theme\_minimal() +  
 labs (title = "K nearest neighbours: Overall accuracy vs K",   
 y = "Accuracy",   
 x = "k nearest neigbours" )
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# Plot Sensitivity for different k  
ggplot(Sensitivity, aes(k, overallSensitivity)) +   
 geom\_line() +   
 theme\_minimal() +  
 labs (title = "K nearest neighbours: Overall Sensitivity vs K",   
 y = "Sensitivity",   
 x = "k nearest neigbours" )
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# Plot specificity for different k  
ggplot(Specificity, aes(k, overallspecificity)) +   
 geom\_line() +   
 theme\_minimal() +  
 labs (title = "K nearest neighbours: Overall specificity vs K",   
 y = "Specificity",   
 x = "k nearest neigbours" )
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Since we are looking for k which give us max optimum value of Specificity we chose k = 41

knn.pred.valid <- knn(train\_dummy\_downsampled[, -16], valid\_dummy[, -16], cl = train\_dummy\_downsampled[, 16], k = 41 ,prob = T) #prediction on validation data using best k=6  
cmk <- confusionMatrix(knn.pred.valid,valid\_dummy[,16]) #confusion matrix   
cmk$byClass[2]

## Specificity   
## 0.7055703

fourfoldplot(cmk$table, color = c("cyan", "pink"),  
 conf.level = 0, margin = 1, main = "Confusion Matrix for KNN") # plot confusion ma
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cmk

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 9930 444  
## 1 11999 1064  
##   
## Accuracy : 0.4691   
## 95% CI : (0.4627, 0.4755)  
## No Information Rate : 0.9357   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.0347   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.45283   
## Specificity : 0.70557   
## Pos Pred Value : 0.95720   
## Neg Pred Value : 0.08145   
## Prevalence : 0.93566   
## Detection Rate : 0.42369   
## Detection Prevalence : 0.44263   
## Balanced Accuracy : 0.57920   
##   
## 'Positive' Class : 0   
##

#### Lift Chart

#Extracting the probabilities  
knn\_outcome <- as.data.table(cbind(as.data.table(knn.pred.valid), knn\_prob = attr(knn.pred.valid, "prob")))  
  
# Adjusting probabilities  
knn\_outcome[knn.pred.valid != 1, knn\_prob := 1 - knn\_prob]  
  
# plot  
liftChart(knn\_outcome$knn\_prob, factor(valid\_dummy$is\_claim))
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topDecileLift(knn\_outcome$knn\_prob, factor(valid\_dummy$is\_claim))

## [1] 1.406256

With a top decile lift of 1.40, the model’s lift drastically decreases at the second decile then slowly declines with each decile.

## Neural Network

### Method description:

Neural network tries to identify complex relationships between variables. It can be represented by edges (weights) interconnecting nodes (values) and organized in different layers. There are three levels of layer:

1. *Input layer:* concerned with the predictors
2. *Hidden layer:* concerned with weighted relations
3. *Output layer:* concerned with the final output (class)

*Intuition*: Transform input values and identify relations (translated by weights) to identify output values.

Values from variables go into the input layer. Then we initialize a very small and random weight in relation with our imputed values to start training the model. The resulting value is a node in the hidden layer. Weights are then updated again for many times in order to find an optimum value which minimize the output error (predicted output with respect to the true output). These weights depend on a function called “transfer function”.

### Method application

Common practice is to use 1 hidden layer for fitting neural networks. We are first going to try the algorithm with two nodes. Next, we are going to continue the analysis with a third node in order to compare performances.

#### 1 hidden layer and 2 nodes

# Run Neural Network (N.N.) with 1 hidden layer and 2 nodes  
nn\_1H\_2N <- neuralnet(is\_claim ~ .,  
 data = train\_dummy\_downsampled,  
 hidden = 2) # 1 hidden layer of 2 nodes  
  
plot(nn\_1H\_2N, rep="best")
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# Predict the output on validation set  
validation\_prediction\_1H\_2N <- predict(nn\_1H\_2N,  
 valid\_dummy[,-16],  
 type = "class")  
  
validation\_prediction\_1H\_2N\_binary <-  
 ifelse(validation\_prediction\_1H\_2N[,1]  
 >= 0.5, 1, 0) # Transform probabilities as binary outcome

We use an algorithm of neural network with one layer of two nodes. The variables that are used as input need to be numerical and normalized (from 0 to 1). These steps has already been done previously and this is why we input the variable model under its “dummified” form. Then, we train the algorithm and use it to predict data from our validation set.

#### 1 hidden layer and 4 nodes

# run Neural Network (N.N.) with 1 hidden layer and 4 nodes  
# nn\_1H\_4N <- neuralnet(is\_claim ~ .,  
# data = train\_dummy\_downsampled,  
# hidden = c(4)) # 1 hidden layer of 4 nodes  
#   
#   
#   
# plot(nn\_1H\_4N, rep="best") # plots the neural net with 4 nodes  
#   
#   
#   
# # Predict the output on validation set  
# validation\_prediction\_1H\_4N <- predict(nn\_1H\_4N,  
# valid\_dummy[,-16],  
# type = "class")  
#   
# validation\_prediction\_1H\_4N\_binary <-  
# ifelse(validation\_prediction\_1H\_4N[,1]  
# >= 0.5, 1, 0) # Transform probabilities as binary outcome

### Performance evaluation

# Confusion matrix for classification tree with validation set  
conf\_matrix\_1H2N\_valid <- confusionMatrix(  
 factor(validation\_prediction\_1H\_2N\_binary),  
 factor(valid\_dummy$is\_claim), # change dataset  
 positive = "1")  
  
conf\_matrix\_1H2N\_valid

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 0 1  
## 0 13299 1181  
## 1 8630 327  
##   
## Accuracy : 0.5814   
## 95% CI : (0.575, 0.5877)  
## No Information Rate : 0.9357   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : -0.0535   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.21684   
## Specificity : 0.60646   
## Pos Pred Value : 0.03651   
## Neg Pred Value : 0.91844   
## Prevalence : 0.06434   
## Detection Rate : 0.01395   
## Detection Prevalence : 0.38217   
## Balanced Accuracy : 0.41165   
##   
## 'Positive' Class : 1   
##

# plot confusion matrix  
fourfoldplot(conf\_matrix\_1H2N\_valid$table,  
 color = c("cyan", "pink"),  
 conf.level = 0,  
 margin = 1,  
 main = "Confusion Matrix for Neural Network  
 1 hidden layer of 2 nodes for validation set")
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## Confusion matrix for classification tree with validation set  
#conf\_matrix\_1H4N\_valid <- confusionMatrix(  
#factor(validation\_prediction\_1H\_4N\_binary),  
#factor(valid\_dummy$is\_claim), # change dataset  
#positive = "1")  
#  
#conf\_matrix\_1H4N\_valid  
#  
## plot confusion matrix  
#fourfoldplot(conf\_matrix\_1H4N\_valid$table,  
# color = c("cyan", "pink"),  
# conf.level = 0,  
# margin = 1,  
# main = "Confusion Matrix for Neural Network  
# 1 hidden layer of 4 nodes for validation set")

Looking at the performance metrics for the neural network with 2 nodes:

* Accuracy is 59.4 %
* Specificity is 62.0 %
* Sensitivity is 20.6%

Looking at the performance metrics for the neural network with 4 nodes:

* Accuracy highs at 56.7 %
* Specificity highs at 59.4 %
* Sensitivity is 19.0%

Comparing 4 nodes to 2 nodes we see that almost 3.1% (versus 3.5% for 2 nodes) positive outcomes predicted where correctly predicted while almost 91.4% (versus 91.9% for 2 nodes) of negative outcomes where correctly predicted for the higher nodes neural network. Also, the performances for accuracy decreased of almost 3% and the one for specificity decreased of almost 3% and for sensitivity it decreased of almost 1%.

### Conclusion on method performance

We conclude that predicting positive outcomes is still difficult since not even 5% of positive predictions are correctly predicted. The Neural Network method with one hidden layer and two nodes provides better results than four nodes. Nonetheless, the performances for our business case are very poor.

## Logistic Regression

### Method Description

The logistic regression is a model that is also suited for binary response variables. It is a modeling technique used in statistics to predict the probability of an event occurring based on different independent variables. Building the model with a logit link function as it is usually the best suited one for the logistic regression.

### Method Application

cars.lg <- glm(is\_claim ~., data= train\_downsampling, family=binomial(link="logit"))  
  
summary(cars.lg) # Displaying the resulting model

##   
## Call:  
## glm(formula = is\_claim ~ ., family = binomial(link = "logit"),   
## data = train\_downsampling)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.6217 -1.1485 0.0561 1.1390 1.8354   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.26571 0.15201 -1.748 0.0805 .   
## policy\_tenure 0.99056 0.09941 9.965 < 2e-16 \*\*\*  
## age\_of\_car -1.85521 0.31159 -5.954 2.62e-09 \*\*\*  
## age\_of\_policyholder 0.12697 0.14709 0.863 0.3880   
## population\_density -0.19614 0.18370 -1.068 0.2856   
## modelM10 -0.06149 0.23780 -0.259 0.7959   
## modelM11 -0.38564 0.41248 -0.935 0.3498   
## modelM2 0.50452 0.23030 2.191 0.0285 \*   
## modelM3 -0.13328 0.17131 -0.778 0.4366   
## modelM4 0.14300 0.09739 1.468 0.1420   
## modelM5 0.11491 0.19127 0.601 0.5480   
## modelM6 0.17503 0.09725 1.800 0.0719 .   
## modelM7 0.12728 0.15240 0.835 0.4036   
## modelM8 -0.06633 0.13543 -0.490 0.6243   
## modelM9 0.09928 0.17630 0.563 0.5734   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 6210.6 on 4479 degrees of freedom  
## Residual deviance: 6057.7 on 4465 degrees of freedom  
## AIC: 6087.7  
##   
## Number of Fisher Scoring iterations: 4

From the dummies born from “model” variable, only model =M2 is statistically significant. H0 cannot be rejected for the beta estimates of population\_density and age\_of\_policeholder either. The other explanatory variables are significant, but the intercept is not.

PlotResidLogist(cars.lg) # Deviance residuals
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If we plot the deviance residuals, we notice that the positive residuals and negative ones each form a clear group. The residuals appearing only on one half of the observations is due to downsampling. The way every observation is tightly grouped may result from the artificially generated data. It is also the case for the pearson residuals. We can see an extreme residual that stands out (observation 440). Considering the amount of observations, this single observation should not affect the model too much. A robust logisitc regression is not required.

anova(cars.lg, test="Chisq")

## Analysis of Deviance Table  
##   
## Model: binomial, link: logit  
##   
## Response: is\_claim  
##   
## Terms added sequentially (first to last)  
##   
##   
## Df Deviance Resid. Df Resid. Dev Pr(>Chi)   
## NULL 4479 6210.6   
## policy\_tenure 1 103.251 4478 6107.3 < 2.2e-16 \*\*\*  
## age\_of\_car 1 34.170 4477 6073.2 5.049e-09 \*\*\*  
## age\_of\_policyholder 1 1.042 4476 6072.1 0.3074   
## population\_density 1 1.341 4475 6070.8 0.2469   
## model 10 13.142 4465 6057.7 0.2158   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

According to the analysis of the deviance table, “population\_density”,“age\_of\_policyholder”, and “model” could be unworth to be part of the model with p-value>0.05. To further investigate the importance of the variables, we can run a stepwise selection.

cars\_glm\_back <- step(cars.lg, direction = "backward") # Model with backward selection

## Start: AIC=6087.65  
## is\_claim ~ policy\_tenure + age\_of\_car + age\_of\_policyholder +   
## population\_density + model  
##   
## Df Deviance AIC  
## - model 10 6070.8 6080.8  
## - age\_of\_policyholder 1 6058.4 6086.4  
## - population\_density 1 6058.8 6086.8  
## <none> 6057.7 6087.7  
## - age\_of\_car 1 6093.8 6121.8  
## - policy\_tenure 1 6158.9 6186.9  
##   
## Step: AIC=6080.79  
## is\_claim ~ policy\_tenure + age\_of\_car + age\_of\_policyholder +   
## population\_density  
##   
## Df Deviance AIC  
## - age\_of\_policyholder 1 6071.9 6079.9  
## - population\_density 1 6072.1 6080.1  
## <none> 6070.8 6080.8  
## - age\_of\_car 1 6105.1 6113.1  
## - policy\_tenure 1 6185.6 6193.6  
##   
## Step: AIC=6079.87  
## is\_claim ~ policy\_tenure + age\_of\_car + population\_density  
##   
## Df Deviance AIC  
## - population\_density 1 6073.2 6079.2  
## <none> 6071.9 6079.9  
## - age\_of\_car 1 6106.4 6112.4  
## - policy\_tenure 1 6191.9 6197.9  
##   
## Step: AIC=6079.18  
## is\_claim ~ policy\_tenure + age\_of\_car  
##   
## Df Deviance AIC  
## <none> 6073.2 6079.2  
## - age\_of\_car 1 6107.3 6111.3  
## - policy\_tenure 1 6194.7 6198.7

summary(cars\_glm\_back)

##   
## Call:  
## glm(formula = is\_claim ~ policy\_tenure + age\_of\_car, family = binomial(link = "logit"),   
## data = train\_downsampling)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.4797 -1.1518 0.1053 1.1345 1.7990   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.33365 0.06430 -5.189 2.11e-07 \*\*\*  
## policy\_tenure 1.04187 0.09563 10.895 < 2e-16 \*\*\*  
## age\_of\_car -1.59893 0.27582 -5.797 6.75e-09 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 6210.6 on 4479 degrees of freedom  
## Residual deviance: 6073.2 on 4477 degrees of freedom  
## AIC: 6079.2  
##   
## Number of Fisher Scoring iterations: 4

The backward selection results in a model with 3 explanatory variables: policy\_tenure and age\_of\_car. Every beta is very stastically significant.

cars\_glm\_forward <- step(cars.lg, direction = "forward") # Model with forward selection

## Start: AIC=6087.65  
## is\_claim ~ policy\_tenure + age\_of\_car + age\_of\_policyholder +   
## population\_density + model

summary(cars\_glm\_forward)

##   
## Call:  
## glm(formula = is\_claim ~ policy\_tenure + age\_of\_car + age\_of\_policyholder +   
## population\_density + model, family = binomial(link = "logit"),   
## data = train\_downsampling)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.6217 -1.1485 0.0561 1.1390 1.8354   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.26571 0.15201 -1.748 0.0805 .   
## policy\_tenure 0.99056 0.09941 9.965 < 2e-16 \*\*\*  
## age\_of\_car -1.85521 0.31159 -5.954 2.62e-09 \*\*\*  
## age\_of\_policyholder 0.12697 0.14709 0.863 0.3880   
## population\_density -0.19614 0.18370 -1.068 0.2856   
## modelM10 -0.06149 0.23780 -0.259 0.7959   
## modelM11 -0.38564 0.41248 -0.935 0.3498   
## modelM2 0.50452 0.23030 2.191 0.0285 \*   
## modelM3 -0.13328 0.17131 -0.778 0.4366   
## modelM4 0.14300 0.09739 1.468 0.1420   
## modelM5 0.11491 0.19127 0.601 0.5480   
## modelM6 0.17503 0.09725 1.800 0.0719 .   
## modelM7 0.12728 0.15240 0.835 0.4036   
## modelM8 -0.06633 0.13543 -0.490 0.6243   
## modelM9 0.09928 0.17630 0.563 0.5734   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 6210.6 on 4479 degrees of freedom  
## Residual deviance: 6057.7 on 4465 degrees of freedom  
## AIC: 6087.7  
##   
## Number of Fisher Scoring iterations: 4

The forward selection ends up with different variables: the model is the same as the full one. This selection results in a minority of statistically significant beta estimates.

cars\_glm\_both <- step(cars.lg, direction = "both") # Forward and backward

## Start: AIC=6087.65  
## is\_claim ~ policy\_tenure + age\_of\_car + age\_of\_policyholder +   
## population\_density + model  
##   
## Df Deviance AIC  
## - model 10 6070.8 6080.8  
## - age\_of\_policyholder 1 6058.4 6086.4  
## - population\_density 1 6058.8 6086.8  
## <none> 6057.7 6087.7  
## - age\_of\_car 1 6093.8 6121.8  
## - policy\_tenure 1 6158.9 6186.9  
##   
## Step: AIC=6080.79  
## is\_claim ~ policy\_tenure + age\_of\_car + age\_of\_policyholder +   
## population\_density  
##   
## Df Deviance AIC  
## - age\_of\_policyholder 1 6071.9 6079.9  
## - population\_density 1 6072.1 6080.1  
## <none> 6070.8 6080.8  
## + model 10 6057.7 6087.7  
## - age\_of\_car 1 6105.1 6113.1  
## - policy\_tenure 1 6185.6 6193.6  
##   
## Step: AIC=6079.87  
## is\_claim ~ policy\_tenure + age\_of\_car + population\_density  
##   
## Df Deviance AIC  
## - population\_density 1 6073.2 6079.2  
## <none> 6071.9 6079.9  
## + age\_of\_policyholder 1 6070.8 6080.8  
## + model 10 6058.4 6086.4  
## - age\_of\_car 1 6106.4 6112.4  
## - policy\_tenure 1 6191.9 6197.9  
##   
## Step: AIC=6079.18  
## is\_claim ~ policy\_tenure + age\_of\_car  
##   
## Df Deviance AIC  
## <none> 6073.2 6079.2  
## + population\_density 1 6071.9 6079.9  
## + age\_of\_policyholder 1 6072.1 6080.1  
## + model 10 6059.5 6085.5  
## - age\_of\_car 1 6107.3 6111.3  
## - policy\_tenure 1 6194.7 6198.7

summary(cars\_glm\_both)

##   
## Call:  
## glm(formula = is\_claim ~ policy\_tenure + age\_of\_car, family = binomial(link = "logit"),   
## data = train\_downsampling)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.4797 -1.1518 0.1053 1.1345 1.7990   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.33365 0.06430 -5.189 2.11e-07 \*\*\*  
## policy\_tenure 1.04187 0.09563 10.895 < 2e-16 \*\*\*  
## age\_of\_car -1.59893 0.27582 -5.797 6.75e-09 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 6210.6 on 4479 degrees of freedom  
## Residual deviance: 6073.2 on 4477 degrees of freedom  
## AIC: 6079.2  
##   
## Number of Fisher Scoring iterations: 4

The selection with forward and backward at the same time results in the same variables as the backward selection. Every coefficient is also significant. The AIC of the reduced model is marginally better.

### Performance Evaluation

Confusion Matrix

# Full model  
pred\_logi <- predict(cars.lg, newdata = cars\_validation[,-16], type = "response")  
  
# 50% cutoff  
logi\_outcome <- as.data.table(pred\_logi)  
logi\_outcome <- ifelse(logi\_outcome > 0.5, 1, 0)  
  
  
#Confusion Matrix  
cm1 <- confusionMatrix(  
 factor(logi\_outcome),  
 factor(cars\_validation$is\_claim),   
 positive = "1")  
#Plot  
fourfoldplot(cm1$table,  
 color = c("cyan", "pink"),  
 conf.level = 0,  
 margin = 1,  
 main = "Confusion Matrix for the full logistic regression")
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The downsampling allows us to better detect when a claim occurs, but it is at the cost of increasing the false positives which are numerous as we can see. We can try to choose another cutoff to see if we can improve the model.

# cutoff at probability of 0.55  
logi\_outcome <- as.data.table(pred\_logi)  
logi\_outcome <- ifelse(logi\_outcome > 0.55, 1, 0)  
  
#Confusion Matrix  
cm2 <- confusionMatrix(  
 factor(logi\_outcome),  
 factor(cars\_validation$is\_claim),   
 positive = "1")  
#Plot  
fourfoldplot(cm2$table,  
 color = c("cyan", "pink"),  
 conf.level = 0,  
 margin = 1,  
 main = "Confusion Matrix for the full logistic regression")
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We can see the tradeoff right away. The 5% increased on the cutoff value reduced the predictions of is\_claim by about 30% for both true positives and false positives.

# Backward/Both   
cars.lg2 <- glm(is\_claim ~ policy\_tenure+age\_of\_car , data= train\_downsampling, family=binomial(link="logit"))  
pred\_logi\_back <- predict(cars.lg2, newdata = cars\_validation[,-16], type = "response")  
  
# 50% cutoff  
logi\_outcome\_back <- as.data.table(pred\_logi\_back)  
logi\_outcome\_back <- ifelse(logi\_outcome\_back > 0.5, 1, 0)  
  
#Confusion Matrix  
cm3 <- confusionMatrix(  
 factor(logi\_outcome\_back),  
 factor(cars\_validation$is\_claim),   
 positive = "1")  
#Plot  
fourfoldplot(cm3$table,  
 color = c("cyan", "pink"),  
 conf.level = 0,  
 margin = 1,  
 main = "Confusion Matrix for the reduced logistic regression")
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With the model with a reduced number of variables, we seem to get a little bit more false positives true positive: more is\_claim= 1 predictions. The prediction performance is very similar, but one could argue that this reduced model performs marginally better since it reduces the false positives more than the true positives. Thus, to reduce computational resources and have a slightly better performing model, we can choose the model with the reduced number of variables. We can try to see whether the model can perform better with the whole training set combined with a very low cutoff value.

# Accuracy  
cm3$overall["Accuracy"]

## Accuracy   
## 0.5071042

#Sensitivity  
cm3$byClass["Sensitivity"]

## Sensitivity   
## 0.6770557

#Specificity  
cm3$byClass["Specificity"]

## Specificity   
## 0.495417

The accuracy of 51.8% reflects the high number of false positives and negatives.

# Backward/Both   
cars.lg3 <- glm(is\_claim ~ policy\_tenure+age\_of\_car , data= cars\_train, family=binomial(link="logit"))  
pred\_logi\_back2 <- predict(cars.lg3, newdata = cars\_validation[,-16], type = "response")  
  
# 6% cutoff  
logi\_outcome\_back2 <- as.data.table(pred\_logi\_back2)  
logi\_outcome\_back2 <- ifelse(logi\_outcome\_back2 > 0.06, 1, 0)  
  
#Confusion Matrix  
cm4 <- confusionMatrix(  
 factor(logi\_outcome\_back2),  
 factor(cars\_validation$is\_claim),   
 positive = "1")  
#Plot  
fourfoldplot(cm4$table,  
 color = c("cyan", "pink"),  
 conf.level = 0,  
 margin = 1,  
 main = "Confusion Matrix for the reduced logistic regression")
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# Accuracy  
cm4$overall["Accuracy"]

## Accuracy   
## 0.4982293

With a cutoff of 6%, the model performs similarly to the model constructed on the downsample. Decreasing of increasing the cutoff results in the same aforementioned tradeoff. We get similar performance with this model, but at very low cutoff values. At a 0.5 and even 0.2, the sensitivity/specificity tradeoff is maxed out: specificity is at 1 and sensitivity 0.

Lift Chart

logi\_outcome <- as.data.table(pred\_logi\_back)  
  
liftChart(factor(logi\_outcome$pred\_logi\_back) , factor(cars\_validation$is\_claim))
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topDecileLift(factor(logi\_outcome$pred\_logi) , factor(cars\_validation$is\_claim))

## [1] 1.631787

The top decile lift is at 1.63, and it gradually decreases in a linear fashion.

### Conclusion on method performance

The logistic regression’s performance is not great. The accuracy is only at 51.8% for the chosen model (2 explanatory variables with downsample) and the sensitivity of 64.4% lets room for a lot of undetected claims. The false positives are also numerous with a specificity of 50.8%.

## Ensemble

### Methods’s description

Machine learning ensemble approaches combine the results of various models to provide a single prediction. By avoiding overfitting and enhancing prediction robustness, ensemble approaches aim to enhance the generalization performance of the model.

### Methods’s application

#Actual outcome  
actual\_outcome <- cars\_validation[,6]  
  
# Classification Tree  
tree.outcome2 <- cbind(as.data.frame(tree.outcome),tree\_prob=tree.outcome)  
tree.outcome2$tree.outcome <- ifelse(tree.outcome2$tree.outcome>0.5,1,0)  
colnames(tree.outcome2) <- c("tree\_pred","tree\_prob")  
  
#KNN  
knn\_outcome2 <- as.data.frame(knn\_outcome)  
colnames(knn\_outcome2) <- c("knn\_pred", "knn\_prob")  
  
#Neural Network  
nn\_outcome2 <- data.frame(validation\_prediction\_1H\_2N[,1])  
nn\_outcome2 <- cbind(ifelse(nn\_outcome2>=0.5, 1, 0), nn\_outcome2)  
colnames(nn\_outcome2) <- c("nn\_pred","nn\_prob")  
  
#Logistic Regression  
logi\_outcome2 <- cbind( logi\_outcome, logi\_outcome)  
colnames(logi\_outcome2) <- c("logi\_pred","logi\_prob")  
logi\_outcome2$logi\_pred <- ifelse(logi\_outcome2$logi\_pred>0.5,1,0)  
  
ensemble <- data.table(actual\_outcome,tree.outcome2,knn\_outcome2,nn\_outcome2,logi\_outcome2)

# Average probabilities column  
ensemble[, avg\_prob := (logi\_prob + knn\_prob + tree\_prob + nn\_prob) / 4]  
  
# # Majority vote  
ensemble[, maj\_vote := as.numeric(as.character(logi\_pred))+ as.numeric(as.character(knn\_pred)) + as.numeric(as.character(tree\_pred))+ as.numeric(as.character(nn\_pred))]  
  
ensemble[, maj\_vote := ifelse(maj\_vote >= 3, 1, 0)]  
  
# Display first 10 rows  
kable(ensemble[1:10, ], format = "markdown")

| actual\_outcome | tree\_pred | tree\_prob | knn\_pred | knn\_prob | nn\_pred | nn\_prob | logi\_pred | logi\_prob | avg\_prob | maj\_vote |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 0 | 0.4017857 | 1 | 0.5365854 | 1 | 0.6152165 | 1 | 0.5708271 | 0.5311037 | 1 |
| 0 | 0 | 0.3828829 | 0 | 0.4390244 | 0 | 0.3818694 | 0 | 0.4878397 | 0.4229041 | 0 |
| 0 | 1 | 0.6216216 | 1 | 0.5609756 | 0 | 0.3818694 | 1 | 0.5849568 | 0.5373559 | 1 |
| 0 | 0 | 0.3182979 | 0 | 0.4146341 | 1 | 0.6839425 | 0 | 0.4431299 | 0.4650011 | 0 |
| 0 | 1 | 0.7042254 | 0 | 0.4878049 | 0 | 0.3821588 | 1 | 0.5955241 | 0.5424283 | 0 |
| 0 | 0 | 0.3043478 | 0 | 0.4634146 | 0 | 0.3818694 | 0 | 0.4770876 | 0.4066799 | 0 |
| 0 | 0 | 0.3182979 | 0 | 0.4634146 | 1 | 0.6839425 | 0 | 0.4260763 | 0.4729328 | 0 |
| 0 | 0 | 0.3182979 | 0 | 0.3658537 | 1 | 0.6839425 | 0 | 0.4547489 | 0.4557107 | 0 |
| 1 | 1 | 0.7042254 | 1 | 0.5365854 | 0 | 0.3818740 | 1 | 0.5183462 | 0.5352577 | 1 |
| 0 | 1 | 0.6216216 | 0 | 0.3902439 | 1 | 0.6839425 | 1 | 0.5064656 | 0.5505684 | 1 |

### Performance Evaluation

Using the average probability with a 0.5 cutoff

#Confusion Matrix   
cm\_ens\_prob <- confusionMatrix(  
 factor(ifelse(ensemble$avg\_prob > 0.5, 1 ,0)),  
 factor(cars\_validation$is\_claim),   
 positive = "1")  
#Plot  
fourfoldplot(cm\_ens\_prob$table,  
 color = c("cyan", "pink"),  
 conf.level = 0,  
 margin = 1,  
 main = "Confusion Matrix Ensemble Average Probability")
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# Accuracy  
cm\_ens\_prob$overall["Accuracy"]

## Accuracy   
## 0.4727994

#Sensitivity  
cm\_ens\_prob$byClass["Sensitivity"]

## Sensitivity   
## 0.7188329

#Specificity  
cm\_ens\_prob$byClass["Specificity"]

## Specificity   
## 0.4558803

Using the majority vote

cm\_ens\_maj <- confusionMatrix(  
 factor(ensemble$maj\_vote),  
 factor(cars\_validation$is\_claim),   
 positive = "1")  
#Plot  
fourfoldplot(cm\_ens\_maj$table,  
 color = c("cyan", "pink"),  
 conf.level = 0,  
 margin = 1,  
 main = "Confusion Matrix Ensemble Majority vote")
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# Accuracy  
cm\_ens\_maj$overall["Accuracy"]

## Accuracy   
## 0.5987968

#Sensitivity  
cm\_ens\_maj$byClass["Sensitivity"]

## Sensitivity   
## 0.5523873

#Specificity  
cm\_ens\_maj$byClass["Specificity"]

## Specificity   
## 0.6019882

The majority vote approach’s lesser sensitivity may be due in part to the fact that its projections are more “moderate” in terms of is\_claim=1 predictions. Making a choice based on the majority vote effectively requires that the majority of the models agree on the forecast, which can reduce the likelihood of false positives (i.e., predicting the outcome variable as 1 when it is actually 0). Because there will be fewer overall true positive predictions, the sensitivity may be reduced as a result. On the other hand, because it is essentially averaging the probabilities of all the models, the average probability technique may be less conservative in its forecasts (more is\_claim =1 predictions). Although there may be more false positives as a result, there may also be more actual positive predictions, increasing sensitivity.

### Conclusion

Overall, given that the majority vote strategy offers greater precision and specificity than the average probability approach, it would be a preferable option for this particular case. When selecting an ensemble approach, it’s crucial to take the trade-offs between the various performance measures into account because different applications could give particular metrics a higher priority (e.g., sensitivity versus specificity).

# All methods comparison

Overall, we are interested in a balance between Sensitivity and Specificity as we need to identify correctly claimed files, but also to avoid mistakes in negatives predictions. The situation is tricky since that situation corresponds to a trade-off. Accepting a little decrease in specificity would provide a lot of misclassified negative outcomes given the commonness of that class. On the other hand, accepting a little decrease in sensitivity would goe against or goal.

#### Accuracy

Accuracy measures the quantity of all correct predictions. Formula: TP+TN / TP + TN +FP + FN

Accuracy <- data.frame(LR = round(cm3$overall[1],3)) #predict accuracy by using logistic regression   
Accuracy <- cbind(Accuracy, KNN = round(cmk$overall[1],3)) #predict accuracy by using KNN  
Accuracy <- cbind(Accuracy,CT = round(conf\_matrix\_tree\_v$overall[1],3)) #predict accuracy by using tree  
Accuracy <- cbind(Accuracy,NN=round(conf\_matrix\_1H2N\_valid$overall[1],3)) #predict accuracy by using neural network  
Accuracy <- cbind(Accuracy,EM=round(cm\_ens\_maj$overall[1],3)) #predict accuracy ensemble majority   
Accuracy <- cbind(Accuracy,EA=round(cm\_ens\_prob$overall[1],3)) #predict accuracy ensemble average   
  
Accuracy.melt = melt(Accuracy)

## No id variables; using all as measure variables

ggplot(data = Accuracy.melt,aes(x=reorder(variable, value),y=value))+ylab("Accuracy") + xlab("Method") +  
 geom\_bar(stat="identity", fill="steelblue")+  
 geom\_text(aes(label=value), vjust=1.6, color="white", size=3.5)+  
 theme\_minimal()
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When comparing all methods we see that two models outperform the others. The ensemble with votes model provides an accuracy of 59.9% and is followed by Neural net with a score of 58.1%. The difference is not so big. We retain that Ensemble model with votes is the model providing the most correct positives and negatives predictions.

#### Specificity

Specificity measures the quantity of correct negative predictions. Formula: Specificity = TN / (TN + FP)

Specificity\_P <- data.frame(LR = round(cm2$byClass[2],3)) #predict specificity by using logistic regression   
Specificity\_P <- cbind(Specificity\_P, KNN = round(cmk$byClass[2],3)) #predict specificity by using KNN  
Specificity\_P <- cbind(Specificity\_P,CT = round(conf\_matrix\_tree\_v$byClass[2],3)) #predicts specificity tree  
Specificity\_P <- cbind(Specificity\_P,NN=round(conf\_matrix\_1H2N\_valid$byClass[2],3)) #predict specificity neural network  
Specificity\_P <- cbind(Specificity\_P,EM=round(cm\_ens\_maj$byClass[2],3)) #predict specificity majority voting   
Specificity\_P <- cbind(Specificity\_P,EA=round(cm\_ens\_prob$byClass[2],3)) #predict specificity ensemble average   
  
Specificity\_P.melt = melt(Specificity\_P)

## No id variables; using all as measure variables

ggplot(data = Specificity\_P.melt,aes(x=reorder(variable, value),y=value))+ylab("Specificity") + xlab("Method") +  
 geom\_bar(stat="identity", fill="steelblue")+  
 geom\_text(aes(label=value), vjust=1.6, color="white", size=3.5)+  
 theme\_minimal()
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KNN model is the best in class in this category. It outperforms the others with a ratio of 70.6%, while the classification tree and ensemble average have poor performances. This score is almost 5% better than the second best model (Logistic Regression). A median performance could be expressed by the Ensemble vote and the Neural network. We retain that KNN is very good at classifying negatives outcomes.

#### Sensitivity

Sensitivity measures the quantity of correct positive predictions. Formula: Sensitivity = TP / (TP + FN)

Sensitivity <- data.frame(LR = round(cm2$byClass[1],3)) #predict Sensitivity by using logistic regression   
Sensitivity <- cbind(Sensitivity, KNN = round(cmk$byClass[1],3)) #predict Sensitivity by using KNN  
Sensitivity <- cbind(Sensitivity,CT = round(conf\_matrix\_tree\_v$byClass[1],3)) #predicts Sensitivity tree  
Sensitivity <- cbind(Sensitivity,NN=round(conf\_matrix\_1H2N\_valid$byClass[1],3)) #predict Sensitivity neural network  
Sensitivity <- cbind(Sensitivity,EM=round(cm\_ens\_maj$byClass[1],3)) #predict Sensitivity majority voting   
Sensitivity <- cbind(Sensitivity,EA=round(cm\_ens\_prob$byClass[1],3)) #predict Sensitivity ensemble average   
  
Sensitivity.melt = melt(Sensitivity)

## No id variables; using all as measure variables

ggplot(data = Sensitivity.melt,aes(x=reorder(variable, value),y=value))+ylab("Sensitivity") + xlab("Method") +  
 geom\_bar(stat="identity", fill="steelblue")+  
 geom\_text(aes(label=value), vjust=1.6, color="white", size=3.5)+  
 theme\_minimal()
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Two models are distinct in this category: Classification tree with a score of almost 71.6% and Ensemble average with a score of almost 71.9 %. The difference is extremely small and denote a similar performance. The worst performance is provided by the Neural net with 21.7% of sensitivity. The median performance could be expressed with the Logistic regression and Ensemble vote models. We retain that Ensemble Average(1st) and Classification tree(2nd) are the models providing the most correct positives predictions.

# Conclusions

Our team completed an analysis related to a car insurance business. We wanted to identify if a policyholder was going to claim a file or not by using different methods of classification and to find the best model predicting such a situation. We did it through few methods providing different performances. They were assessed through a range of metrics such as accuracy, specificity and sensitivity. However, the relevant criterion for determining the best model is found in a trade-off between sensitivity and specificity. This criterion determined the voting ensemble as the best method for our business case. Overall, we saw that the best accuracy was given by the ensemble with votes and represented our needed trade-off, but it was also expressed in the median values with respect to specificity and sensitivity. This situation contrasts with the other methods of classification where rather placed at boundaries which doesn’t express our willingness of good performance in both correct positive and correct negative predictions. The solution for the car insurance case lies then in the combination of many models and can be expressed through the use of the ensemble voting method.