**Microservices**

**Smaller services that work together**

Why Microservices?

(Take example of Ecommerce app)

In Monolith applications, presentation, business and data access layer present in same code base and deployed as a single unit. Even though you create multi module project one module is dependent on other.

Benefits:

* Upgrade & Deploying

In Microservices, if any change was made in any service you can change the version of that particular srvc and deploy that srvc itself as code base is different. (only shopping cart)

* Scaling

You can easily scale up and down the particular srvc itself in peak time according to user requirement(like if peak sales in ecommerce)

* Different Tech stack and database this is called polyglot services

i.e, In Microservices as each service is independent each srvc can be developed in any language like java or other and different database.

* Central confirguration management for different environments
* Naming server by Eureka,Fault tolerance by Circuit breaker, Api gateway(find in downside of this doc)
* Less Dependent on other services & easy to test

Drawbacks:

* Automation

Need to build,deploy & monitor all srvcs

* Tracking and debugging

As there are many services if any issue occurs we need to debug many services and track(flow) to find the exact cause.

* Monitoring

Monitoring all the services also becomes difficult even though there are tools(websites) available

* In Monolith app, only single repo is enough and ci/cd pipeline is simple but here there are Mono repo and poly repo.

In Mono Repo, there will be single repo for different services i.e will be different folders for different services. Here we can clone only one repo for all services. For ci/cd pipeline, there are no tools available for multiple ci/cd pipeline for single repo. If any change is occurred in one service only that folder can be deployed by writing scripts so its difficult.

In Poly repo different ci/cd pipeline is available for different services as they are in different repo. But cloning and maintaining multiple repos becomes somewhat difficult

* Configuration management

You need to manage configurations of 100’s of components across different environments.

ServiceOrientedArchitecture Vs Microservices

**Communication b/w Microservices**

By Http i.e rest call Synrconous communication

By Messaging i.e Brokers Asynchronous communication

One will produce messages and other service will consume the messages

**By Spring Boot**

Enable building production ready applications quickly

Provides non-functional features

Embedded servers, metrics & health checks(monitoring), externalized configuration

**By Spring Cloud**

Provides cloud enabled microservices. It is a framework designed to build applications quickly

Important Spring cloud modules

Naming server(Eureka)

Spring cloud load balancer(Client side load balancing)

Feign (Easier Rest Clients)

Visibility & Monotoring with Netflix Api Gateway

Configuration Management with Spring Cloud Config Server

Fault tolerance with Resilience4j

Components of Microservice

**Centralized configuration Management (Spring cloud config server)**

We can maintain config of different services for different environments in central config in git and all microservices will get them. If any change in config happens we can do there.

**Eureka Naming Server (Monitoring & acts as load balancer)**

It is an application that holds information about all client service applications. Each service registers with eureka server known as service registration. When one service needs to call other service calling service asks eureka and eureka server provides instance of other service to the calling service this is known as Service Discovery.

All services will register with Eureka Naming Server. So that we will be knowing which service is up or down. We don’t need port numbers to call one service to other service by feign client by application name we can do as every service is registered with Eureka server.

Dynamically scale up & down.

When one service needs to call other service it will ask Eureka server for the active instances. We will use Spring load balancer for the balancing between different instances. So there is no need of middle tier load balancer seperatley.

So by using Euerka client dependency in your calling function spring cloud load balancer dependency will be there in eureka client. So with both eureka client and feign load balance will happen. In previous spring versions ribbon was used but now its not used.

**API Gateway (Spring Cloud Gateway newer older is Zul)**

It acts as single endpoint to the client side and routes the requests to internal microservices

By using all services are not exposed directly

Authorization & authentication can be done here itself at starting

Service discovery integration

Load balancing

Retries, Circuit Breaker mechanism, Rate limiter

Logging, tracing

**Circuit Breaker(older-Hystrix Circuit Breaker new- Resilience Circuit Breaker)**

In our houses, in abnormal conditions when additional power flows circuit breaker will open and protects internal wiring circuits in house.

In Microservices, a service calls other services to retrieve data and there may be chance that downstream service is down. It may be due to slow network connection, timeouts or temporarily unavailable. So, retrying calls can solve the issue. Sometimes service may be down longer time. So client don’t have knowledge & he will be sending requests continuously. So network resources will be exhausted with low performance & bad user experience. Also, the failure of one service might lead to cascading failures throughout application.

Circuit Breaker pattern works based on 3 states

Closed, Open, Half-open

Closed : downstream is working fine

Open : Suppose downstream service is down, so all requests will be failed. So we can configure if 10 requests comes change closed to open state. So at this time no requests will be going to downstream and user will be getting response as downstream service is down. How much time it will be in open state? We can configure upto 10sec remain in open state. After 10 sec if some request comes the state will be from open state to Half – open state

Half-open: In this state, if suppose 10 requests comes 5 requests will be blocked and 5 requests will be passed. In those 5 requests if more than 60%(threshold value) will be processed successfully then it will move to closed state(that is order service is up) or else it will move to open state. In open state again it waits for 10 secs and it will come to Half-open & process continuous.

Ex: In app.properties

resilience4j.ratelimiter.instances.sample-api.maxRetryAttempts=5

resilience4j.ratelimiter.instances.sample-api.waitDuration=1s

@GetMapping(“/sample-api”)

@Ratelimiter(name=”default”)

@Bulkhead(name=”default”)

Public String sampleApi(){

return “rate limiting response”;

}

Ratelimiter means in specific time I need to call only specific no.of requests. Ex: In above ex mention below config In 10 sec 2 calls

In application.properties

//2 requests in 10secs

resilience4j.ratelimiter.instances.default.limitForPeriod=2

resilience4j.ratelimiter.instances.default.limitRefreshPeriod=10s

Bulkhead means to limit the number of concurrent calls to a particular service.

In above example in app.properties

resilience4j.bulkhead.instances.default.maxConcurrentCalls =10

**The Need For The Cloud**

Loads on applications is not consistent throughout the year:

* Consider a startup company, which could have a potential to grow very fast.
* Imagine an online shopping portal, whose customer load varies throughout the year.
* Other online business portals, such the insurance sector, which have peak load at a particular time of the year, and very little load during other times.

If you provision your infrastructure to be able to handle the peak system lead, what would that infrastructure be doing the rest of the time?

Most of it would just be sitting idle, watching the fun.

That is exactly the problem cloud wants to solve.

Cloud intends to make it easy to provision infrastructure when you need, and just as easy to release it when you don’t. This feature of the cloud has created a lot of buzz around it, over the last decade or so.

The thing is, you cannot take any application and just put it on the cloud.

A lot of things need to be right, in order to make an application cloud-enabled. They are known as **cloud-native applications**.

**Advantages of Cloud**

##### Cost Reduction

**Pay for what you use.** There are significant cost reductions with using infrastructure from the cloud, because you only use what you need for the duration you need them.

##### Scalability And Elasticity

When applications are built well, they can auto scale based on the load. Elasticity means increase or decrease based on work load. Scalability is always used to address the increase in workload in an organization.

##### Reliability

Since your applications are cloud-enabled, they are designed to withstand certain kinds of outages. For example, applications with microservices architecture have fault-tolerance built into them.

### Improved collaboration &  Unlimited storage capacity

Cloud applications improve collaboration by allowing groups of people to quickly and easily share information in the cloud via shared storage.

### Challenges With Developing Cloud Applications

#### Security

Security is a major concern, as the infrastructure is not what you own, and it can be dynamically acquired and released.  Your data gets stored and processed by a third-party vendor and you cannot see it.

## Internet Connectivity

Cloud services are dependent on a high-speed internet connection. So businesses that are relatively small and face connectivity issues should ideally first invest in a good internet connection so that no downtime happens. It is because internet downtime might incur vast business losses.

## Performance and Investment

When your business applications move to a cloud or a third-party vendor, so your business performance starts to depend on your provider as well. Another major problem in cloud computing is investing in the right cloud service provider.

Before investing, you should look for providers with innovative technologies. The performance of the BI’s and other cloud-based systems are linked to the provider’s systems as well

# **Cloud Service Models**

Infrastructure as a Service (IaaS), Platform as a Service (PaaS), [Software as a Service (SaaS)](https://www.javatpoint.com/cloud-service-models#SaaS)

|  |  |  |
| --- | --- | --- |
| IAAS | PAAS | SAAS |
| Advantages:  It’s a pay-as-you-use service where a third party provides you with infrastructure(hardware) services, like storage and virtualization, as you need them, via a cloud, through the internet.  You don’t have to maintain or update your own on-site datacenter because the provider does it for you.  **Focus on the core business, On-demand scalability** | Advantages:  It is where a provider hosts the hardware and software on its own infrastructure and delivers this platform to the user as an integrated solution, solution stack, or service through an internet connection.  You write the code, build, and manage your apps, but you do it without the headaches of software updates or hardware maintenance. The environment to build and deploy is provided for you.  Scalability  Applications deployed can scale from one to thousands of users without any changes to the applications. | Advantages:  Delivers an entire application that is managed by a provider, via a web browser.  One to Many  SaaS services are offered as a one-to-many model means a single instance of the application is shared by multiple users.  No special software or hardware versions required  All users will have the same version of the software and typically access it through the web browser. SaaS reduces IT support costs by outsourcing hardware and software maintenance and support to the IaaS provider.  Multidevice support  SaaS services can be accessed from any device such as desktops, laptops, tablets, phones, and thin clients.  easy to buy & low maintanance  SaaS pricing is based on a monthly fee or annual fee subscription |
| Disadvantages:  **Security (need to choose trustworthy provider)**  Most of the IaaS providers are not able to provide 100% security.  Migration issues  It is difficult to migrate VM from one IaaS provider to the other, so the customers might face problem related to vendor lock-in. | Disadvantages:  It may happen that some applications are local, and some are in the cloud. So there will be chances of increased complexity when we want to use data which in the cloud with the local data.  Data Privacy  Corporate data, whether it can be critical or not, will be private, so if it is not located within the walls of the company, there can be a risk in terms of privacy of data | Disadvantages:  Security  Actually, data is stored in the cloud, so security may be an issue for some users.  **Total Dependency on Internet**  Latency issue  Since data and applications are stored in the cloud at a variable distance from the end-user, there is a possibility that there may be greater latency when interacting with the application compared to local deployment |
| Examples:  AWS, Microsoft Azure & Google Cloud | Examples:  Redhat Openshift, Salesforce & AWS Elastic Beanstalk | Examples:  Google Apps like gmail & etc, Salesforce |
| It provides a virtual data center to store information and create platforms for app development, testing, and deployment.  Used by network architects. | It provides virtual platforms and tools to create, test, and deploy apps.  Used by developers | It provides web software and apps to complete business tasks.  Used by end users. |

**Apache Camel**

Why Name Camel ?

* it stmands for Concise Application Message Exchange Language (i.e. the Java [DSL](https://camel.apache.org/manual/dsl.html) for routing)
* a Camel can carry 4 times the load of other beasts of burden
* You can go a long way with Camel!

What is Apache Camel ?

Apache Camel is an open source framework that provides rule-based routing and mediation engine. Apache Camel essentially provides an implementation of various EIPs. It makes integration easier by providing connectivity to a very large variety of transports and APIs. For example, you can easily route JMS to JSON, JSON to JMS, HTTP to JMS, FTP to JMS, even HTTP to HTTP, and connectivity to Microservices. You simply need to provide appropriate endpoints at both ends. Camel is extensible and thus in future more endpoints can be added easily to the framework.

Camel is a black box that receives messages from some endpoint and sends it to another one. Within the black box, the messages may be processed or simply redirected.

![Camel Message Box](data:image/jpeg;base64,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)

So why have a framework for this? In practical situations as seen in the introduction case study, there may be many senders and many receivers each following its own protocol such as ftp, http and jms. The system may require many complex rules such as message from sender A should be delivered only to B & C. In situations, you may have to translate the message to another format that the receiver expects. This translation may be subject to certain conditions based on the message contents. So essentially you may need to translate between protocols, glue components together, define routing rules, and provide filtering based on message contents.

**Enterprise Integration Patterns (EIP)**

EIP are design patterns that aim to provide solutions for integration challenges. There are many patterns

Pipeline pattern (opposite of multicast pattern)

It is default pattern when you specify multiple outputs. Here its not the **same** message sent to multiple destinations, but a sent through a chain (the pipes and the filters). Output from transformOrder will be input to validateOrder

Ex:

from("jms:queue:order:in").pipeline("direct:transformOrder", "direct:validateOrder", "jms:queue:order:process");

Or

from("jms:queue:order:in")

.to("direct:transformOrder")

.to("direct:validateOrder")

.to("jms:queue:order:process");

Multicast (opposite to pipeline pattern)

Multicast allows us to route the **same message** to a set of different endpoints and process them in a different way. i.e it multicasts the message to different destinations & all destinations gets same copdy of the original message.

By default, processing on different endpoints is not done in parallel, but this can be changed by using *parallelProcessing()* DSL statement.

Ex: both route1 & route2 gets same copy sent from input file

from(“file:files/input”)

.multicast()

.to("direct:route1","direct:route2").end();

from("direct:route1")

.transform(body().append("World"))

.to("file://" + DESTINATION\_FOLDER\_WORLD);

from("direct:route2")

.transform(body().prepend("Hello"))

.to("file://" + DESTINATION\_FOLDER\_HELLO);

## **Content Based Router**

Content Based Router is a message router which routes a message to its destination based on a message header, part of payload or basically anything from message exchange which we consider as content.

Ex:

from(“files:file/input”)

.choice()

.when(simple(“${file:ext}==xml”))

.log(“xml file”)

.otherwise()

.log(“not a xml file”)

.to()

Splitter

The splitter allows us to **split the incoming message into a number of pieces and processing each of them individually. It breaks** the composite message into a series of individual messages, each containing data related to one item.

Ex:

from("file://"SOURCE\_FOLDER”)

.convertBodyTo(String.class)

.split(body(),”/n”)

.to(“activemq:myqueue”);

In above ex: It takes input and splits into multiple lines into multiple messages and sends to the queue. We can also use delimiter , or something else.

Aggregator

The [Aggregator](http://www.enterpriseintegrationpatterns.com/Aggregator.html) from the [EIP patterns](https://camel.apache.org/components/3.20.x/eips/enterprise-integration-patterns.html) allows you to combine a number of messages together into a single message.

Ex: Here if multiple files are sent the ‘to’ element in body contains same the combine all messages.

from("file:files/aggregate-json")

.unmarshal().json(JsonLibrary.Jackson, CurrencyExchange.class)

.aggregate(simple("${body.to}"),newArrayListAggregationStrategy())

.completionSize(3)

.to("log:aggregate-json");

Note: Here newArrayListAggregationStrategy actual logic will be present

Routing Slip

Routes message dynamically according to the routingslip endpoints

Ex:

String routingSlip = "direct:endpoint1,direct:endpoint3";

from("timer:dynamicRouting?period={{timePeriod}}")

.transform().constant("My Message is Hardcoded")

.dynamicRouter(method(dynamicRouterBean));

from(“from:endpoint1”) .to()

from(“from:endpoint3”) .to()

Deadletter channel:

It is common and it should be expected that sometimes problems can happen, for example, database deadlocks, which can cause a message not to be delivered as expected. However, in certain cases, trying again with a certain delay will help and a message will get processed.

**Dead Letter Channel allows us to control what happens with a message once it fails to be delivered.** Using Dead Letter Channel we can specify whether to propagate the thrown Exception to the caller and where to route the failed Exchange.

When a message fails to be delivered, Dead Letter Channel (if used) will move the message to the dead letter endpoint.

DLC allows to catch and handle exceptions in your routes. Without it, any error or exceptions will be silently ignored, which can lead to data loss or other unexpected behaviour. By this, you can ensure all things are logged properly and allows to debug or troubleshoot and fix problems.

Ex:

@Override

public void configure() throws Exception {

errorHandler(deadLetterChannel("log:dead?level=ERROR") //sending to this endpoint when error occurs we can also mention activemq

.maximumRedeliveries(3).redeliveryDelay(1000)

.retryAttemptedLogLevel(LoggingLevel.ERROR));

from("file://" + SOURCE\_FOLDER + "?delete=true")

.process(exchange -> {

throw new IllegalArgumentException("Exception thrown!");

});

Best Practices for Apache Camel

1 You can define endpoint in property file and take from them

Ex: logging-endpoint=log:logendpoint

from(“file:files/input)

to(“{{logging-endpoint }}”)

2 Make sure camel context is running in standalone spring boot

To ensure the spring boot application keeps running until being stopped or the JVM terminated, typically only need when running spring boot standalone, i.e not with spring-boot-stater-web . Normally we use this dependency spring-boot-stater-web. This will launch web application due to this context will be running continuously, if not configure below property.

In app.properties mention this

camel.springboot.main-run-controller=true

3 logging.level.org.apache.camel.impl=DEBUG

logging.level.org.apache.camel.spring.boot = INFO// when program works fine

//can be used in app.properties if you need more information

4 wiretap it is additional endpoint to which all previous information will be sent here also

From()

.wiretap()

.to

5 Using Dead letter channel as mentioned in eip patterns above

DLC allows to catch and handle exceptions in your routes. Without it, any error or exceptions will be silently ignored, which can lead to data loss or other unexpected behaviour. By this, you can ensure all things are logged properly and allows to debug or troubleshoot and fix problems.