**Arrays**

An array is a series of elements of the same type placed in contiguous memory locations that can be individually referenced by adding an index to a unique identifier.  
  
That means that, for example, five values of type int can be declared as an array without having to declare 5 different variables (each with its own identifier). Instead, using an array, the five int values are stored in contiguous memory locations, and all five can be accessed using the same identifier, with the proper index.  
  
For example, an array containing 5 integer values of type int called foo could be represented as:  
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where each blank panel represents an element of the array. In this case, these are values of type int. These elements are numbered from 0 to 4, being 0 the first and 4 the last; In C++, the first element in an array is always numbered with a zero (not a one), no matter its length.  
  
Like a regular variable, an array must be declared before it is used. A typical declaration for an array in C++ is:  
  
type name [elements];  
  
where type is a valid type (such as int, float...), name is a valid identifier and the elements field (which is always enclosed in square brackets []), specifies the length of the array in terms of the number of elements.  
  
Therefore, the foo array, with five elements of type int, can be declared as:

|  |  |  |
| --- | --- | --- |
|  | int foo [5]; |  |

NOTE: The elements field within square brackets [], representing the number of elements in the array, must be a*constant expression*, since arrays are blocks of static memory whose size must be determined at compile time, before the program runs.

**Initializing arrays**

By default, regular arrays of *local scope* (for example, those declared within a function) are left uninitialized. This means that none of its elements are set to any particular value; their contents are undetermined at the point the array is declared.  
  
But the elements in an array can be explicitly initialized to specific values when it is declared, by enclosing those initial values in braces {}. For example:

|  |  |  |
| --- | --- | --- |
|  | int foo [5] = { 16, 2, 77, 40, 12071 }; |  |

This statement declares an array that can be represented like this:  
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The number of values between braces {} shall not be greater than the number of elements in the array. For example, in the example above, foo was declared having 5 elements (as specified by the number enclosed in square brackets, []), and the braces {} contained exactly 5 values, one for each element. If declared with less, the remaining elements are set to their default values (which for fundamental types, means they are filled with zeroes). For example:

|  |  |  |
| --- | --- | --- |
|  | int bar [5] = { 10, 20, 30 }; |  |

Will create an array like this:  
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The initializer can even have no values, just the braces:

|  |  |  |
| --- | --- | --- |
|  | int baz [5] = { }; |  |

This creates an array of five int values, each initialized with a value of zero:  
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When an initialization of values is provided for an array, C++ allows the possibility of leaving the square brackets empty[]. In this case, the compiler will assume automatically a size for the array that matches the number of values included between the braces {}:

|  |  |  |
| --- | --- | --- |
|  | int foo [] = { 16, 2, 77, 40, 12071 }; |  |

After this declaration, array foo would be 5 int long, since we have provided 5 initialization values.  
  
Finally, the evolution of C++ has led to the adoption of *universal initialization* also for arrays. Therefore, there is no longer need for the equal sign between the declaration and the initializer. Both these statements are equivalent:

|  |  |  |
| --- | --- | --- |
| 1 2 | int foo[] = { 10, 20, 30 };  int foo[] { 10, 20, 30 }; |  |

Static arrays, and those declared directly in a namespace (outside any function), are always initialized. If no explicit initializer is specified, all the elements are default-initialized (with zeroes, for fundamental types).

**Accessing the values of an array**

The values of any of the elements in an array can be accessed just like the value of a regular variable of the same type. The syntax is:  
  
name[index]   
Following the previous examples in which foo had 5 elements and each of those elements was of type int, the name which can be used to refer to each element is the following:  
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For example, the following statement stores the value 75 in the third element of foo:

|  |  |  |
| --- | --- | --- |
|  | foo [2] = 75; |  |

and, for example, the following copies the value of the third element of foo to a variable called x:

|  |  |  |
| --- | --- | --- |
|  | x = foo[2]; |  |

Therefore, the expression foo[2] is itself a variable of type int.  
  
Notice that the third element of foo is specified foo[2], since the first one is foo[0], the second one is foo[1], and therefore, the third one is foo[2]. By this same reason, its last element is foo[4]. Therefore, if we write foo[5], we would be accessing the sixth element of foo, and therefore actually exceeding the size of the array.  
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At this point, it is important to be able to clearly distinguish between the two uses that brackets [] have related to arrays. They perform two different tasks: one is to specify the size of arrays when they are declared; and the second one is to specify indices for concrete array elements when they are accessed. Do not confuse these two possible uses of brackets [] with arrays.

|  |  |  |
| --- | --- | --- |
| 1 2 | int foo[5]; // declaration of a new array  foo[2] = 75; // access to an element of the array. |  |

The main difference is that the declaration is preceded by the type of the elements, while the access is not.

Some other valid operations with arrays:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | foo[0] = a;  foo[a] = 75;  b = foo [a+2];  foo[foo[a]] = foo[2] + 5; |  |

For example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 | // arrays example  #include <iostream>  using namespace std;  int foo [] = {16, 2, 77, 40, 12071};  int n, result=0;  int main ()  {  for ( n=0 ; n<5 ; ++n )  {  result += foo[n];  }  cout << result;  return 0;  } | 12206 |

**Multidimensional arrays**

Multidimensional arrays can be described as "arrays of arrays". For example, a bidimensional array can be imagined as a two-dimensional table made of elements, all of them of a same uniform data type.  
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jimmy represents a bidimensional array of 3 per 5 elements of type int. The C++ syntax for this is:

|  |  |  |
| --- | --- | --- |
|  | int jimmy [3][5]; |  |

and, for example, the way to reference the second element vertically and fourth horizontally in an expression would be:

|  |  |  |
| --- | --- | --- |
|  | jimmy[1][3] |  |
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(remember that array indices always begin with zero).  
  
Multidimensional arrays are not limited to two indices (i.e., two dimensions). They can contain as many indices as needed. Although be careful: the amount of memory needed for an array increases exponentially with each dimension. For example:

|  |  |  |
| --- | --- | --- |
|  | char century [100][365][24][60][60]; |  |

declares an array with an element of type char for each second in a century. This amounts to more than 3 billion char! So this declaration would consume more than 3 gigabytes of memory!  
  
At the end, multidimensional arrays are just an abstraction for programmers, since the same results can be achieved with a simple array, by multiplying its indices:

|  |  |  |
| --- | --- | --- |
| 1 2 | int jimmy [3][5]; // is equivalent to  int jimmy [15]; // (3 \* 5 = 15) |  |

With the only difference that with multidimensional arrays, the compiler automatically remembers the depth of each imaginary dimension. The following two pieces of code produce the exact same result, but one uses a bidimensional array while the other uses a simple array:

|  |  |
| --- | --- |
| **multidimensional array** | **pseudo-multidimensional array** |
| #define WIDTH 5  #define HEIGHT 3  int jimmy [HEIGHT][WIDTH];  int n,m;  int main ()  {  for (n=0; n<HEIGHT; n++)  for (m=0; m<WIDTH; m++)  {  jimmy[n][m]=(n+1)\*(m+1);  }  } | #define WIDTH 5  #define HEIGHT 3  int jimmy [HEIGHT \* WIDTH];  int n,m;  int main ()  {  for (n=0; n<HEIGHT; n++)  for (m=0; m<WIDTH; m++)  {  jimmy[n\*WIDTH+m]=(n+1)\*(m+1);  }  } |

None of the two code snippets above produce any output on the screen, but both assign values to the memory block called jimmy in the following way:   
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Note that the code uses defined constants for the width and height, instead of using directly their numerical values. This gives the code a better readability, and allows changes in the code to be made easily in one place.

**Arrays as parameters**

At some point, we may need to pass an array to a function as a parameter. In C++, it is not possible to pass the entire block of memory represented by an array to a function directly as an argument. But what can be passed instead is its address. In practice, this has almost the same effect, and it is a much faster and more efficient operation.  
  
To accept an array as parameter for a function, the parameters can be declared as the array type, but with empty brackets, omitting the actual size of the array. For example:

|  |  |  |
| --- | --- | --- |
|  | void procedure (int arg[]) |  |

This function accepts a parameter of type "array of int" called arg. In order to pass to this function an array declared as:

|  |  |  |
| --- | --- | --- |
|  | int myarray [40]; |  |

it would be enough to write a call like this:

|  |  |  |
| --- | --- | --- |
|  | procedure (myarray); |  |

Here you have a complete example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 | // arrays as parameters  #include <iostream>  using namespace std;  void printarray (int arg[], int length) {  for (int n=0; n<length; ++n)  cout << arg[n] << ' ';  cout << '\n';  }  int main ()  {  int firstarray[] = {5, 10, 15};  int secondarray[] = {2, 4, 6, 8, 10};  printarray (firstarray,3);  printarray (secondarray,5);  } | 5 10 15  2 4 6 8 10 |

In the code above, the first parameter (int arg[]) accepts any array whose elements are of type int, whatever its length. For that reason, we have included a second parameter that tells the function the length of each array that we pass to it as its first parameter. This allows the for loop that prints out the array to know the range to iterate in the array passed, without going out of range.  
  
In a function declaration, it is also possible to include multidimensional arrays. The format for a tridimensional array parameter is:

|  |  |  |
| --- | --- | --- |
|  | base\_type[][depth][depth] |  |

For example, a function with a multidimensional array as argument could be:

|  |  |  |
| --- | --- | --- |
|  | void procedure (int myarray[][3][4]) |  |

Notice that the first brackets [] are left empty, while the following ones specify sizes for their respective dimensions. This is necessary in order for the compiler to be able to determine the depth of each additional dimension.  
  
In a way, passing an array as argument always loses a dimension. The reason behind is that, for historical reasons, arrays cannot be directly copied, and thus what is really passed is a pointer. This is a common source of ERRORS for novice programmers. Although a clear understanding of pointers, explained in a coming chapter, helps a lot.

**Library arrays**

The arrays explained above are directly implemented as a language feature, inherited from the C language. They are a great feature, but by restricting its copy and easily decay into pointers, they probably suffer from an excess of OPTIMIZATION.  
  
To overcome some of these issues with language built-in arrays, C++ provides an alternative array type as a standard container. It is a type template (a class template, in fact) defined in header [<array>](http://www.cplusplus.com/%3Carray%3E).  
  
Containers are a library feature that falls out of the scope of this tutorial, and thus the class will not be explained in detail here. Suffice it to say that they operate in a similar way to built-in arrays, except that they allow being copied (an actually expensive operation that copies the entire block of memory, and thus to use with care) and decay into pointers only when explicitly told to do so (by means of its member data).

Just as an example, these are two versions of the same example using the language built-in array described in this chapter, and the container in the library:

|  |  |
| --- | --- |
| **language built-in array** | **container library array** |
| #include <iostream>  using namespace std;  int main()  {  int myarray[3] = {10,20,30};  for (int i=0; i<3; ++i)  ++myarray[i];  for (int elem : myarray)  cout << elem << '\n';  } | #include <iostream>  #include <array>  using namespace std;  int main()  {  array<int,3> myarray {10,20,30};  for (int i=0; i<myarray.size(); ++i)  ++myarray[i];  for (int elem : myarray)  cout << elem << '\n';  } |

As you can see, both kinds of arrays use the same syntax to access its elements: myarray[i]. Other than that, the main differences lay on the declaration of the array, and the inclusion of an additional header for the *library array*. Notice also how it is easy to access the size of the *library array*.

**Character sequences**

The string class has been briefly introduced in an earlier chapter. It is a very powerful class to handle and manipulate strings of characters. However, because strings are, in fact, sequences of characters, we can represent them also as plain arrays of elements of a character type.  
  
For example, the following array:

|  |  |  |
| --- | --- | --- |
|  | char foo [20]; |  |

is an array that can store up to 20 elements of type char. It can be represented as:  
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Therefore, this array has a capacity to store sequences of up to 20 characters. But this capacity does not need to be fully exhausted: the array can also accommodate shorter sequences. For example, at some point in a program, either the sequence "Hello" or the sequence "Merry Christmas" can be stored in foo, since both would fit in a sequence with a capacity for 20 characters.  
  
By convention, the end of strings represented in character sequences is signaled by a special character: the *null character*, whose literal value can be written as '\0' (backslash, zero).  
  
In this case, the array of 20 elements of type char called foo can be represented storing the character sequences "Hello"and "Merry Christmas" as:  
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Notice how after the content of the string itself, a null character ('\0') has been added in order to indicate the end of the sequence. The panels in gray color represent char elements with undetermined values.

**Initialization of null-terminated character sequences**

Because arrays of characters are ordinary arrays, they follow the same rules as these. For example, to initialize an array of characters with some predetermined sequence of characters, we can do it just like any other array:

|  |  |  |
| --- | --- | --- |
|  | char myword[] = { 'H', 'e', 'l', 'l', 'o', '\0' }; |  |

The above declares an array of 6 elements of type char initialized with the characters that form the word "Hello" plus a *null character* '\0' at the end.  
  
But arrays of character elements have another way to be initialized: using *string literals* directly.  
  
In the expressions used in some examples in previous chapters, string literals have already shown up several times. These are specified by enclosing the text between double quotes ("). For example:

|  |  |  |
| --- | --- | --- |
|  | "the result is: " |  |

This is a *string literal*, probably used in some earlier example.  
  
Sequences of characters enclosed in double-quotes (") are *literal constants*. And their type is, in fact, a null-terminated array of characters. This means that string literals always have a null character ('\0') automatically appended at the end.  
  
Therefore, the array of char elements called myword can be initialized with a null-terminated sequence of characters by either one of these two statements:

|  |  |  |
| --- | --- | --- |
| 1 2 | char myword[] = { 'H', 'e', 'l', 'l', 'o', '\0' };  char myword[] = "Hello"; |  |

In both cases, the array of characters myword is declared with a size of 6 elements of type char: the 5 characters that compose the word "Hello", plus a final null character ('\0'), which specifies the end of the sequence and that, in the second case, when using double quotes (") it is appended automatically.  
  
Please notice that here we are talking about initializing an array of characters at the moment it is being declared, and not about assigning values to them later (once they have already been declared). In fact, because string literals are regular arrays, they have the same restrictions as these, and cannot be assigned values.  
  
Expressions (once myword has already been declared as above), such as:

|  |  |  |
| --- | --- | --- |
| 1 2 | myword = "Bye";  myword[] = "Bye"; |  |

would **not** be valid, like neither would be:

|  |  |  |
| --- | --- | --- |
|  | myword = { 'B', 'y', 'e', '\0' }; |  |

This is because arrays cannot be assigned values. Note, though, that each of its elements can be assigned a value individually. For example, this would be correct:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | myword[0] = 'B';  myword[1] = 'y';  myword[2] = 'e';  myword[3] = '\0'; |  |

**Strings and null-terminated character sequences**

Plain arrays with null-terminated sequences of characters are the typical types used in the C language to represent strings (that is why they are also known as *C-strings*). In C++, even though the standard library defines a specific type for strings (class [string](http://www.cplusplus.com/string)), still, plain arrays with null-terminated sequences of characters (C-strings) are a natural way of representing strings in the language; in fact, string literals still always produce null-terminated character sequences, and not string objects.  
  
In the standard library, both representations for strings (C-strings and library strings) coexist, and most functions requiring strings are overloaded to support both.  
  
For example, cin and cout support null-terminated sequences directly, allowing them to be directly extracted from cin or inserted into cout, just like strings.

For example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 | // strings and NTCS:  #include <iostream>  #include <string>  using namespace std;  int main ()  {  char question1[] = "What is your name? ";  string question2 = "Where do you live? ";  char answer1 [80];  string answer2;  cout << question1;  cin >> answer1;  cout << question2;  cin >> answer2;  cout << "Hello, " << answer1;  cout << " from " << answer2 << "!\n";  return 0;  } | What is your name? Homer  Where do you live? Greece  Hello, Homer from Greece! |

In this example, both arrays of characters using null-terminated sequences and strings are used. They are quite interchangeable in their use together with cin and cout, but there is a notable difference in their declarations: arrays have a fixed size that needs to be specified either implicit or explicitly when declared; question1 has a size of exactly 20 characters (including the terminating null-characters) and answer1 has a size of 80 characters; while strings are simply strings, no size is specified. This is due to the fact that strings have a dynamic size determined during runtime, while the size of arrays is determined on compilation, before the program runs.  
  
In any case, null-terminated character sequences and strings are easily transformed from one another:  
  
Null-terminated character sequences can be transformed into strings implicitly, and strings can be transformed into null-terminated character sequences by using either of string's member functions c\_str or data:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | char myntcs[] = "some text";  string mystring = myntcs; // convert c-string to string  cout << mystring; // printed as a library string  cout << mystring.c\_str(); // printed as a c-string |  |

(note: both c\_str and data members of string are equivalent)

**Pointers**

In earlier chapters, variables have been explained as locations in the computer's memory which can be accessed by their identifier (their name). This way, the program does not need to care about the physical address of the data in memory; it simply uses the identifier whenever it needs to refer to the variable.  
  
For a C++ program, the memory of a computer is like a succession of memory cells, each one byte in size, and each with a unique address. These single-byte memory cells are ordered in a way that allows data representations larger than one byte to occupy memory cells that have consecutive addresses.  
  
This way, each cell can be easily located in the memory by means of its unique address. For example, the memory cell with the address 1776 always follows immediately after the cell with address 1775 and precedes the one with 1777, and is exactly one thousand cells after 776 and exactly one thousand cells before 2776.  
  
When a variable is declared, the memory needed to store its value is assigned a specific location in memory (its memory address). Generally, C++ programs do not actively decide the exact memory addresses where its variables are stored. Fortunately, that task is left to the environment where the program is run - generally, an operating system that decides the particular memory locations on runtime. However, it may be useful for a program to be able to obtain the address of a variable during runtime in order to access data cells that are at a certain position relative to it.

**Address-of operator (&)**

The address of a variable can be obtained by preceding the name of a variable with an ampersand sign (&), known as*address-of operator*. For example:

|  |  |  |
| --- | --- | --- |
|  | foo = &myvar; |  |

This would assign the address of variable myvar to foo; by preceding the name of the variable myvar with the *address-of operator* (&), we are no longer assigning the content of the variable itself to foo, but its address.  
  
The actual address of a variable in memory cannot be known before runtime, but let's assume, in order to help clarify some concepts, that myvar is placed during runtime in the memory address 1776.  
  
In this case, consider the following code fragment:

|  |  |  |
| --- | --- | --- |
| 1 2 3 | myvar = 25;  foo = &myvar;  bar = myvar; |  |

The values contained in each variable after the execution of this are shown in the following diagram:   
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First, we have assigned the value 25 to myvar (a variable whose address in memory we assumed to be 1776).  
  
The second statement assigns foo the address of myvar, which we have assumed to be 1776.  
  
Finally, the third statement, assigns the value contained in myvar to bar. This is a standard assignment operation, as already done many times in earlier chapters.  
  
The main difference between the second and third statements is the appearance of the *address-of operator* (&).  
  
The variable that stores the address of another variable (like foo in the previous example) is what in C++ is called a*pointer*. Pointers are a very powerful feature of the language that has many uses in lower level programming. A bit later, we will see how to declare and use pointers.

**Dereference operator (\*)**

As just seen, a variable which stores the address of another variable is called a *pointer*. Pointers are said to "point to" the variable whose address they store.  
  
An interesting property of pointers is that they can be used to access the variable they point to directly. This is done by preceding the pointer name with the *dereference operator* (\*). The operator itself can be read as "value pointed to by".  
  
Therefore, following with the values of the previous example, the following statement:

|  |  |  |
| --- | --- | --- |
|  | baz = \*foo; |  |

This could be read as: "baz equal to value pointed to by foo", and the statement would actually assign the value 25 tobaz, since foo is 1776, and the value pointed to by 1776 (following the example above) would be 25.  
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It is important to clearly differentiate that foo refers to the value 1776, while \*foo (with an asterisk \* preceding the identifier) refers to the value stored at address 1776, which in this case is 25. Notice the difference of including or not including the *dereference operator* (I have added an explanatory comment of how each of these two expressions could be read):

|  |  |  |
| --- | --- | --- |
| 1 2 | baz = foo; // baz equal to foo (1776)  baz = \*foo; // baz equal to value pointed to by foo (25) |  |

The reference and dereference operators are thus complementary:

* & is the *address-of operator*, and can be read simply as "address of"
* \* is the *dereference operator*, and can be read as "value pointed to by"

Thus, they have sort of opposite meanings: An address obtained with & can be dereferenced with \*.  
  
Earlier, we performed the following two assignment operations:

|  |  |  |
| --- | --- | --- |
| 1 2 | myvar = 25;  foo = &myvar; |  |

Right after these two statements, all of the following expressions would give true as result:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | myvar == 25  &myvar == 1776  foo == 1776  \*foo == 25 |  |

The first expression is quite clear, considering that the assignment operation performed on myvar was myvar=25. The second one uses the address-of operator (&), which returns the address of myvar, which we assumed it to have a value of1776. The third one is somewhat obvious, since the second expression was true and the assignment operation performed on foo was foo=&myvar. The fourth expression uses the *dereference operator* (\*) that can be read as "value pointed to by", and the value pointed to by foo is indeed 25.  
  
So, after all that, you may also infer that for as long as the address pointed to by foo remains unchanged, the following expression will also be true:

|  |  |  |
| --- | --- | --- |
|  | \*foo == myvar |  |

**Declaring pointers**

Due to the ability of a pointer to directly refer to the value that it points to, a pointer has different properties when it points to a char than when it points to an int or a float. Once de-referenced, the type needs to be known. And for that, the declaration of a pointer needs to include the data type the pointer is going to point to.  
  
The declaration of pointers follows this syntax:  
  
type \* name;   
  
where type is the data type pointed to by the pointer. This type is not the type of the pointer itself, but the type of the data the pointer points to. For example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 | int \* number;  char \* character;  double \* decimals; |  |

These are three declarations of pointers. Each one is intended to point to a different data type, but, in fact, all of them are pointers and all of them are likely going to occupy the same amount of space in memory (the size in memory of a pointer depends on the platform where the program runs). Nevertheless, the data to which they point to do not occupy the same amount of space nor are of the same type: the first one points to an int, the second one to a char, and the last one to a double. Therefore, although these three example variables are all of them pointers, they actually have different types: int\*, char\*, and double\* respectively, depending on the type they point to.  
  
Note that the asterisk (\*) used when declaring a pointer only means that it is a pointer (it is part of its type compound specifier), and should not be confused with the *dereference operator* seen a bit earlier, but which is also written with an asterisk (\*). They are simply two different things represented with the same sign.

Let's see an example on pointers:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 | // my first pointer  #include <iostream>  using namespace std;  int main ()  {  int firstvalue, secondvalue;  int \* mypointer;  mypointer = &firstvalue;  \*mypointer = 10;  mypointer = &secondvalue;  \*mypointer = 20;  cout << "firstvalue is " << firstvalue << '\n';  cout << "secondvalue is " << secondvalue << '\n';  return 0;  } | firstvalue is 10  secondvalue is 20 |

Notice that even though neither firstvalue nor secondvalue are directly set any value in the program, both end up with a value set indirectly through the use of mypointer. This is how it happens:  
  
First, mypointer is assigned the address of firstvalue using the address-of operator (&). Then, the value pointed to by mypointer is assigned a value of 10. Because, at this moment, mypointer is pointing to the memory location of firstvalue, this in fact modifies the value of firstvalue.  
  
In order to demonstrate that a pointer may point to different variables during its lifetime in a program, the example repeats the process with secondvalue and that same pointer, mypointer.

Here is an example a little bit more elaborated:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 | // more pointers  #include <iostream>  using namespace std;  int main ()  {  int firstvalue = 5, secondvalue = 15;  int \* p1, \* p2;  p1 = &firstvalue; // p1 = address of firstvalue  p2 = &secondvalue; // p2 = address of secondvalue  \*p1 = 10; // value pointed to by p1 = 10  \*p2 = \*p1; // value pointed to by p2 = value pointed //to by p1  p1 = p2; // p1 = p2 (value of pointer is copied)  \*p1 = 20; // value pointed to by p1 = 20    cout << "firstvalue is " << firstvalue << '\n';  cout << "secondvalue is " << secondvalue << '\n';  return 0;  } | firstvalue is 10  secondvalue is 20 |

Each assignment operation includes a comment on how each line could be read: i.e., replacing ampersands (&) by "address of", and asterisks (\*) by "value pointed to by".  
  
Notice that there are expressions with pointers p1 and p2, both with and without the *dereference operator* (\*). The meaning of an expression using the *dereference operator* (\*) is very different from one that does not. When this operator precedes the pointer name, the expression refers to the value being pointed, while when a pointer name appears without this operator, it refers to the value of the pointer itself (i.e., the address of what the pointer is pointing to).  
  
Another thing that may call your attention is the line:

|  |  |  |
| --- | --- | --- |
|  | int \* p1, \* p2; |  |

This declares the two pointers used in the previous example. But notice that there is an asterisk (\*) for each pointer, in order for both to have type int\* (pointer to int). This is required due to the precedence rules. Note that if, instead, the code was:

|  |  |  |
| --- | --- | --- |
|  | int \* p1, p2; |  |

p1 would indeed be of type int\*, but p2 would be of type int. Spaces do not matter at all for this purpose. But anyway, simply remembering to put one asterisk per pointer is enough for most pointer users interested in declaring multiple pointers per statement. Or even better: use a different statemet for each variable.

**Pointers and arrays**

The concept of arrays is related to that of pointers. In fact, arrays work very much like pointers to their first elements, and, actually, an array can always be implicitly converted to the pointer of the proper type. For example, consider these two declarations:

|  |  |  |
| --- | --- | --- |
| 1 2 | int myarray [20];  int \* mypointer; |  |

The following assignment operation would be valid:

|  |  |  |
| --- | --- | --- |
|  | mypointer = myarray; |  |

After that, mypointer and myarray would be equivalent and would have very similar properties. The main difference being that mypointer can be assigned a different address, whereas myarray can never be assigned anything, and will always represent the same block of 20 elements of type int. Therefore, the following assignment would not be valid:

|  |  |  |
| --- | --- | --- |
|  | myarray = mypointer; |  |

Let's see an example that mixes arrays and pointers:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 | // more pointers  #include <iostream>  using namespace std;  int main ()  {  int numbers[5];  int \* p;  p = numbers; \*p = 10;  p++; \*p = 20;  p = &numbers[2]; \*p = 30;  p = numbers + 3; \*p = 40;  p = numbers; \*(p+4) = 50;  for (int n=0; n<5; n++)  cout << numbers[n] << ", ";  return 0;  } | 10, 20, 30, 40, 50, |

Pointers and arrays support the same set of operations, with the same meaning for both. The main difference being that pointers can be assigned new addresses, while arrays cannot.  
  
In the chapter about arrays, brackets ([]) were explained as specifying the index of an element of the array. Well, in fact these brackets are a dereferencing operator known as *offset operator*. They dereference the variable they follow just as \*does, but they also add the number between brackets to the address being dereferenced.

For example:

|  |  |  |
| --- | --- | --- |
| 1 2 | a[5] = 0; // a [offset of 5] = 0  \*(a+5) = 0; // pointed to by (a+5) = 0 |  |

These two expressions are equivalent and valid, not only if a is a pointer, but also if a is an array. Remember that if an array, its name can be used just like a pointer to its first element.

**Pointer initialization**

Pointers can be initialized to point to specific locations at the very moment they are defined:

|  |  |  |
| --- | --- | --- |
| 1 2 | int myvar;  int \* myptr = &myvar; |  |

The resulting state of variables after this code is the same as after:

|  |  |  |
| --- | --- | --- |
| 1 2 3 | int myvar;  int \* myptr;  myptr = &myvar; |  |

When pointers are initialized, what is initialized is the address they point to (i.e., myptr), never the value being pointed (i.e., \*myptr). Therefore, the code above shall not be confused with:

|  |  |  |
| --- | --- | --- |
| 1 2 3 | int myvar;  int \* myptr;  \*myptr = &myvar; |  |

Which anyway would not make much sense (and is not valid code).  
  
The asterisk (\*) in the pointer declaration (line 2) only indicates that it is a pointer, it is not the dereference operator (as in line 3). Both things just happen to use the same sign: \*. As always, spaces are not relevant, and never change the meaning of an expression.  
  
Pointers can be initialized either to the address of a variable (such as in the case above), or to the value of another pointer (or array):

|  |  |  |
| --- | --- | --- |
| 1 2 3 | int myvar;  int \*foo = &myvar;  int \*bar = foo; |  |

**Pointer arithmetic**

To conduct arithmetical operations on pointers is a little different than to conduct them on regular integer types. To begin with, only addition and subtraction operations are allowed; the others make no sense in the world of pointers. But both addition and subtraction have a slightly different behavior with pointers, according to the size of the data type to which they point.  
  
When fundamental data types were introduced, we saw that types have different sizes. For example: char always has a size of 1 byte, short is generally larger than that, and int and long are even larger; the exact size of these being dependent on the system. For example, let's imagine that in a given system, char takes 1 byte, short takes 2 bytes, and long takes 4.  
  
Suppose now that we define three pointers in this compiler:

|  |  |  |
| --- | --- | --- |
| 1 2 3 | char \*mychar;  short \*myshort;  long \*mylong; |  |

and that we know that they point to the memory locations 1000, 2000, and 3000, respectively.   
  
Therefore, if we write:

|  |  |  |
| --- | --- | --- |
| 1 2 3 | ++mychar;  ++myshort;  ++mylong; |  |

mychar, as one would expect, would contain the value 1001. But not so obviously, myshort would contain the value 2002, and mylong would contain 3004, even though they have each been incremented only once. The reason is that, when adding one to a pointer, the pointer is made to point to the following element of the same type, and, therefore, the size in bytes of the type it points to is added to the pointer.  
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This is applicable both when adding and subtracting any number to a pointer. It would happen exactly the same if we wrote:

|  |  |  |
| --- | --- | --- |
| 1 2 3 | mychar = mychar + 1;  myshort = myshort + 1;  mylong = mylong + 1; |  |

Regarding the increment (++) and decrement (--) operators, they both can be used as either prefix or suffix of an expression, with a slight difference in behavior: as a prefix, the increment happens before the expression is evaluated, and as a suffix, the increment happens after the expression is evaluated. This also applies to expressions incrementing and decrementing pointers, which can become part of more complicated expressions that also include dereference operators (\*). Remembering operator precedence rules, we can recall that postfix operators, such as increment and decrement, have higher precedence than prefix operators, such as the dereference operator (\*). Therefore, the following expression:

|  |  |  |
| --- | --- | --- |
|  | \*p++ |  |

is equivalent to \*(p++). And what it does is to increase the value of p (so it now points to the next element), but because++ is used as postfix, the whole expression is evaluated as the value pointed originally by the pointer (the address it pointed to before being incremented).  
  
Essentially, these are the four possible combinations of the dereference operator with both the prefix and suffix versions of the increment operator (the same being applicable also to the decrement operator):

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | \*p++ // same as \*(p++): increment pointer, and dereference unincremented address  \*++p // same as \*(++p): increment pointer, and dereference incremented address  ++\*p // same as ++(\*p): dereference pointer, and increment the value it points to  (\*p)++ // dereference pointer, and post-increment the value it points to |  |

A typical -but not so simple- statement involving these operators is:

|  |  |  |
| --- | --- | --- |
|  | \*p++ = \*q++; |  |

Because ++ has a higher precedence than \*, both p and q are incremented, but because both increment operators (++) are used as postfix and not prefix, the value assigned to \*p is \*q before both p and q are incremented. And then both are incremented. It would be roughly equivalent to:

|  |  |  |
| --- | --- | --- |
| 1 2 3 | \*p = \*q;  ++p;  ++q; |  |

Like always, parentheses reduce confusion by adding legibility to expressions.

**Pointers and const**

Pointers can be used to access a variable by its address, and this access may include modifying the value pointed. But it is also possible to declare pointers that can access the pointed value to read it, but not to modify it. For this, it is enough with qualifying the type pointed to by the pointer as const. For example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 | int x;  int y = 10;  const int \* p = &y;  x = \*p; // ok: reading p  \*p = x; // error: modifying p, which is const-qualified |  |

Here p points to a variable, but points to it in a const-qualified manner, meaning that it can read the value pointed, but it cannot modify it. Note also, that the expression &y is of type int\*, but this is assigned to a pointer of type const int\*. This is allowed: a pointer to non-const can be implicitly converted to a pointer to const. But not the other way around! As a safety feature, pointers to const are not implicitly convertible to pointers to non-const.  
  
One of the use cases of pointers to const elements is as function parameters: a function that takes a pointer to non-const as parameter can modify the value passed as argument, while a function that takes a pointer to const as parameter cannot.

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 | // pointers as arguments:  #include <iostream>  using namespace std;  void increment\_all (int\* start, int\* stop)  {  int \* current = start;  while (current != stop) {  ++(\*current); // increment value pointed  ++current; // increment pointer  }  }  void print\_all (const int\* start, const int\* stop)  {  const int \* current = start;  while (current != stop) {  cout << \*current << '\n';  ++current; // increment pointer  }  }  int main ()  {  int numbers[] = {10,20,30};  increment\_all (numbers,numbers+3);  print\_all (numbers,numbers+3);  return 0;  } | 11  21  31 |

Note that print\_all uses pointers that point to constant elements. These pointers point to constant content they cannot modify, but they are not constant themselves: i.e., the pointers can still be incremented or assigned different addresses, although they cannot modify the content they point to.  
  
And this is where a second dimension to constness is added to pointers: Pointers can also be themselves const. And this is specified by appending const to the pointed type (after the asterisk):

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 | int x;  int \* p1 = &x; // non-const pointer to non-const int  const int \* p2 = &x; // non-const pointer to const int  int \* const p3 = &x; // const pointer to non-const int  const int \* const p4 = &x; // const pointer to const int |  |

The syntax with const and pointers is definitely tricky, and recognizing the cases that best suit each use tends to require some experience. In any case, it is important to get constness with pointers (and references) right sooner rather than later, but you should not worry too much about grasping everything if this is the first time you are exposed to the mix of const and pointers. More use cases will show up in coming chapters.  
  
To add a little bit more confusion to the syntax of const with pointers, the const qualifier can either precede or follow the pointed type, with the exact same meaning:

|  |  |  |
| --- | --- | --- |
| 1 2 | const int \* p2a = &x; // non-const pointer to const int  int const \* p2b = &x; // also non-const pointer to const int |  |

As with the spaces surrounding the asterisk, the order of const in this case is simply a matter of style. This chapter uses a prefix const, as for historical reasons this seems to be more extended, but both are exactly equivalent. The merits of each style are still intensely debated on the internet.

**Pointers and string literals**

As pointed earlier, *string literals* are arrays containing null-terminated character sequences. In earlier sections, string literals have been used to be directly inserted into cout, to initialize strings and to initialize arrays of characters.  
  
But they can also be accessed directly. String literals are arrays of the proper array type to contain all its characters plus the terminating null-character, with each of the elements being of type const char (as literals, they can never be modified). For example:

|  |  |  |
| --- | --- | --- |
|  | const char \* foo = "hello"; |  |

This declares an array with the literal representation for "hello", and then a pointer to its first element is assigned to foo. If we imagine that "hello" is stored at the memory locations that start at address 1702, we can represent the previous declaration as:  
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Note that here foo is a pointer and contains the value 1702, and not 'h', nor "hello", although 1702 indeed is the address of both of these.  
  
The pointer foo points to a sequence of characters. And because pointers and arrays behave essentially in the same way in expressions, foo can be used to access the characters in the same way arrays of null-terminated character sequences are. For example:

|  |  |  |
| --- | --- | --- |
| 1 2 | \*(foo+4)  foo[4] |  |

Both expressions have a value of 'o' (the fifth element of the array).

**Pointers to pointers**

C++ allows the use of pointers that point to pointers, that these, in its turn, point to data (or even to other pointers). The syntax simply requires an asterisk (\*) for each level of indirection in the declaration of the pointer:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 | char a;  char \* b;  char \*\* c;  a = 'z';  b = &a;  c = &b; |  |

This, assuming the randomly chosen memory locations for each variable of 7230, 8092, and 10502, could be represented as:  
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With the value of each variable represented inside its corresponding cell, and their respective addresses in memory represented by the value under them.

The new thing in this example is variable c, which is a pointer to a pointer, and can be used in three different levels of indirection, each one of them would correspond to a different value:

* c is of type char\*\* and a value of 8092
* \*c is of type char\* and a value of 7230
* \*\*c is of type char and a value of 'z'

**void pointers**

The void type of pointer is a special type of pointer. In C++, void represents the absence of type. Therefore, voidpointers are pointers that point to a value that has no type (and thus also an undetermined length and undetermined dereferencing properties).  
  
This gives void pointers a great flexibility, by being able to point to any data type, from an integer value or a float to a string of characters. In exchange, they have a great limitation: the data pointed to by them cannot be directly dereferenced (which is logical, since we have no type to dereference to), and for that reason, any address in a void pointer needs to be transformed into some other pointer type that points to a concrete data type before being dereferenced.  
  
One of its possible uses may be to pass generic parameters to a function. For example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 | // increaser  #include <iostream>  using namespace std;  void increase (void\* data, int psize)  {  if ( psize == sizeof(char) )  { char\* pchar; pchar=(char\*)data; ++(\*pchar); }  else if (psize == sizeof(int) )  { int\* pint; pint=(int\*)data; ++(\*pint); }  }  int main ()  {  char a = 'x';  int b = 1602;  increase (&a,sizeof(a));  increase (&b,sizeof(b));  cout << a << ", " << b << '\n';  return 0;  } | y, 1603 |

sizeof is an operator integrated in the C++ language that returns the size in bytes of its argument. For non-dynamic data types, this value is a constant. Therefore, for example, sizeof(char) is 1, because char has always a size of one byte. 

**Invalid pointers and null pointers**

In principle, pointers are meant to point to valid addresses, such as the address of a variable or the address of an element in an array. But pointers can actually point to any address, including addresses that do not refer to any valid element. Typical examples of this are *uninitialized pointers* and pointers to nonexistent elements of an array:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | int \* p; // uninitialized pointer (local variable)  int myarray[10];  int \* q = myarray+20; // element out of bounds |  |

Neither p nor q point to addresses known to contain a value, but none of the above statements causes an error. In C++, pointers are allowed to take any address value, no matter whether there actually is something at that address or not. What can cause an error is to dereference such a pointer (i.e., actually accessing the value they point to). Accessing such a pointer causes undefined behavior, ranging from an error during runtime to accessing some random value.  
  
But, sometimes, a pointer really needs to explicitly point to nowhere, and not just an invalid address. For such cases, there exists a special value that any pointer type can take: the *null pointer value*. This value can be expressed in C++ in two ways: either with an integer value of zero, or with the nullptr keyword:

|  |  |  |
| --- | --- | --- |
| 1 2 | int \* p = 0;  int \* q = nullptr; |  |

Here, both p and q are *null pointers*, meaning that they explicitly point to nowhere, and they both actually compare equal: all *null pointers* compare equal to other *null pointers*. It is also quite usual to see the defined constant NULL be used in older code to refer to the *null pointer* value:

|  |  |  |
| --- | --- | --- |
|  | int \* r = NULL; |  |

NULL is defined in several headers of the standard library, and is defined as an alias of some *null pointer* constant value (such as 0 or nullptr).  
  
Do not confuse *null pointers* with void pointers! A *null pointer* is a value that any pointer can take to represent that it is pointing to "nowhere", while a void pointer is a type of pointer that can point to somewhere without a specific type. One refers to the value stored in the pointer, and the other to the type of data it points to.

**Pointers to functions**

C++ allows operations with pointers to functions. The typical use of this is for passing a function as an argument to another function. Pointers to functions are declared with the same syntax as a regular function declaration, except that the name of the function is enclosed between parentheses () and an asterisk (\*) is inserted before the name:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 | // pointer to functions  #include <iostream>  using namespace std;  int addition (int a, int b)  { return (a+b); }  int subtraction (int a, int b)  { return (a-b); }  int operation (int x, int y, int (\*functocall)(int,int))  {  int g;  g = (\*functocall)(x,y);  return (g);  }  int main ()  {  int m,n;  int (\*minus)(int,int) = subtraction;  m = operation (7, 5, addition);  n = operation (20, m, minus);  cout <<n;  return 0;  } | 8 |

In the example above, minus is a pointer to a function that has two parameters of type int. It is directly initialized to point to the function subtraction:

|  |  |
| --- | --- |
|  | int (\* minus)(int,int) = subtraction; |

**Dynamic memory**

In the programs seen in previous chapters, all memory needs were determined before program execution by defining the variables needed. But there may be cases where the memory needs of a program can only be determined during runtime. For example, when the memory needed depends on user input. On these cases, programs need to dynamically allocate memory, for which the C++ language integrates the operators new and delete.

**Operators new and new[]**

Dynamic memory is allocated using operator new. new is followed by a data type specifier and, if a sequence of more than one element is required, the number of these within brackets []. It returns a pointer to the beginning of the new block of memory allocated. Its syntax is:   
  
pointer = new type  
pointer = new type [number\_of\_elements]  
  
The first expression is used to allocate memory to contain one single element of type type. The second one is used to allocate a block (an array) of elements of type type, where number\_of\_elements is an integer value representing the amount of these. For example:

|  |  |  |
| --- | --- | --- |
| 1 2 | int \* foo;  foo = new int [5]; |  |

In this case, the system dynamically allocates space for five elements of type int and returns a pointer to the first element of the sequence, which is assigned to foo (a pointer). Therefore, foo now points to a valid block of memory with space for five elements of type int.  
  
![http://www.cplusplus.com/doc/tutorial/dynamic/dynamic.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARsAAABZAgMAAABzpGhhAAAADFBMVEXAwMD///8AAP8AAACfbIs7AAAAAXRSTlMAQObYZgAAALpJREFUWMPt2LENwjAQheETN4BXoaGz5CmgYAQqGnqWYAQKsgSWMgCr3AARpkgTpAgJ5yEu0fs7N58c29JJEUEWgY6BLICjXShaEN+lbbalOnn6OZdHa0nYSOsPq29KZZj9fT9sXr2/n9pMNtthp8rVkQ4dOnQqnd3Fl7O/+nION19O0yzt3vt5+rxPnad9qzNmytOhQ4cOHZ+OrxT0ry6ILydZytoh9mMWAJsKmmPUTOfX5yyYe2ez6QUsRikgSAKI1gAAAABJRU5ErkJggg==)   
  
Here, foo is a pointer, and thus, the first element pointed to by foo can be accessed either with the expression foo[0] or the expression \*foo (both are equivalent). The second element can be accessed either with foo[1] or \*(foo+1), and so on...  
  
There is a substantial difference between declaring a normal array and allocating dynamic memory for a block of memory using new. The most important difference is that the size of a regular array needs to be a *constant expression*, and thus its size has to be determined at the moment of designing the program, before it is run, whereas the dynamic memory allocation performed by new allows to assign memory during runtime using any variable value as size.  
  
The dynamic memory requested by our program is allocated by the system from the memory heap. However, computer memory is a limited resource, and it can be exhausted. Therefore, there are no guarantees that all requests to allocate memory using operator new are going to be granted by the system.   
  
C++ provides two standard mechanisms to check if the allocation was successful:  
  
One is by handling exceptions. Using this method, an exception of type bad\_alloc is thrown when the allocation fails. Exceptions are a powerful C++ feature explained later in these tutorials. But for now, you should know that if this exception is thrown and it is not handled by a specific handler, the program execution is terminated.  
  
This exception method is the method used by default by new, and is the one used in a declaration like:

|  |  |  |
| --- | --- | --- |
|  | foo = new int [5]; // if allocation fails, an exception is thrown |  |

The other method is known as nothrow, and what happens when it is used is that when a memory allocation fails, instead of throwing a bad\_alloc exception or terminating the program, the pointer returned by new is a *null pointer*, and the program continues its execution normally.  
  
This method can be specified by using a special object called nothrow, declared in header [<new>](http://www.cplusplus.com/%3Cnew%3E), as argument for new:

|  |  |  |
| --- | --- | --- |
|  | foo = new (nothrow) int [5]; |  |

In this case, if the allocation of this block of memory fails, the failure can be detected by checking if foo is a null pointer:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 | int \* foo;  foo = new (nothrow) int [5];  if (foo == nullptr) {  //ERROR assigning memory. Take measures.  } |  |

This nothrow method is likely to produce less efficient code than exceptions, since it implies explicitly checking the pointer value returned after each and every allocation. Therefore, the exception mechanism is generally preferred, at least for critical allocations. Still, most of the coming examples will use the nothrow mechanism due to its simplicity.

**Operators delete and delete[]**

In most cases, memory allocated dynamically is only needed during specific periods of time within a program; once it is no longer needed, it can be freed so that the memory becomes available again for other requests of dynamic memory. This is the purpose of operator delete, whose syntax is:

|  |  |  |
| --- | --- | --- |
| 1 2 | delete pointer;  delete[] pointer; |  |

The first statement releases the memory of a single element allocated using new, and the second one releases the memory allocated for arrays of elements using new and a size in brackets ([]).  
  
The value passed as argument to delete shall be either a pointer to a memory block previously allocated with new, or a*null pointer* (in the case of a *null pointer*, delete produces no effect).

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 | // rememb-o-matic  #include <iostream>  #include <new>  using namespace std;  int main ()  {  int i,n;  int \* p;  cout << "How many numbers would you like to type? ";  cin >> i;  p= new (nothrow) int[i];  if (p == nullptr)  cout << "Error: memory could not be allocated";  else  {  for (n=0; n<i; n++)  {  cout << "Enter number: ";  cin >> p[n];  }  cout << "You have entered: ";  for (n=0; n<i; n++)  cout << p[n] << ", ";  delete[] p;  }  return 0;  } | How many numbers would you like to type? 5  Enter number : 75  Enter number : 436  Enter number : 1067  Enter number : 8  Enter number : 32  You have entered: 75, 436, 1067, 8, 32, |

Notice how the value within brackets in the new statement is a variable value entered by the user (i), not a constant expression:

|  |  |  |
| --- | --- | --- |
|  | p= new (nothrow) int[i]; |  |

There always exists the possibility that the user introduces a value for i so big that the system cannot allocate enough memory for it. For example, when I tried to give a value of 1 billion to the "How many numbers" question, my system could not allocate that much memory for the program, and I got the text message we prepared for this case ([ERROR[![http://cdncache-a.akamaihd.net/items/it/img/arrow-10x10.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAKCAYAAACNMs+9AAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAyRpVFh0WE1MOmNvbS5hZG9iZS54bXAAAAAAADw/eHBhY2tldCBiZWdpbj0i77u/IiBpZD0iVzVNME1wQ2VoaUh6cmVTek5UY3prYzlkIj8+IDx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iIHg6eG1wdGs9IkFkb2JlIFhNUCBDb3JlIDUuMy1jMDExIDY2LjE0NTY2MSwgMjAxMi8wMi8wNi0xNDo1NjoyNyAgICAgICAgIj4gPHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj4gPHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9IiIgeG1sbnM6eG1wPSJodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvIiB4bWxuczp4bXBNTT0iaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wL21tLyIgeG1sbnM6c3RSZWY9Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC9zVHlwZS9SZXNvdXJjZVJlZiMiIHhtcDpDcmVhdG9yVG9vbD0iQWRvYmUgUGhvdG9zaG9wIENTNiAoTWFjaW50b3NoKSIgeG1wTU06SW5zdGFuY2VJRD0ieG1wLmlpZDo4Njc4OTc4NDJEMzUxMUUzOTFBM0I3RjJCMjVEOEI2RCIgeG1wTU06RG9jdW1lbnRJRD0ieG1wLmRpZDo4Njc4OTc4NTJEMzUxMUUzOTFBM0I3RjJCMjVEOEI2RCI+IDx4bXBNTTpEZXJpdmVkRnJvbSBzdFJlZjppbnN0YW5jZUlEPSJ4bXAuaWlkOjg2Nzg5NzgyMkQzNTExRTM5MUEzQjdGMkIyNUQ4QjZEIiBzdFJlZjpkb2N1bWVudElEPSJ4bXAuZGlkOjg2Nzg5NzgzMkQzNTExRTM5MUEzQjdGMkIyNUQ4QjZEIi8+IDwvcmRmOkRlc2NyaXB0aW9uPiA8L3JkZjpSREY+IDwveDp4bXBtZXRhPiA8P3hwYWNrZXQgZW5kPSJyIj8+mX0bwAAAAL9JREFUeNpsz78LgUEcx/F7OIOUUga7Tf4LJaWsZvWUXTZRSlJYKAazbIqyK4t/wKiUgcGkSH6/v3VyxadeXU/3uXu+57jLmDIJIowdrhgi+9n0wIcuDlijigf6eH2KGhXk0MEZDSQwgYOnXChFFzMUzeEUxvCbg2nkpRjBXX0Tt0oZzLHQ6jctM9tKCqihru2BrbTNWkAJI3n1BgH1PyHcsNXmV/LiKS5WyYskBjhKsYcTyohaxb3MhqZ8vAUYAP8OKf0qLt2tAAAAAElFTkSuQmCC)](http://www.cplusplus.com/doc/tutorial/dynamic/#2459460)](http://www.cplusplus.com/doc/tutorial/dynamic/#2459460)memory could not be allocated).  
  
It is considered good practice for programs to always be able to handle failures to allocate memory, either by checking the pointer value (if nothrow) or by catching the proper exception.

**Dynamic memory in C**

C++ integrates the operators new and delete for allocating dynamic memory. But these were not available in the C language; instead, it used a library solution, with the functions [malloc](http://www.cplusplus.com/malloc), [calloc](http://www.cplusplus.com/calloc), [realloc](http://www.cplusplus.com/realloc) and [free](http://www.cplusplus.com/free), defined in the header[<cstdlib>](http://www.cplusplus.com/%3Ccstdlib%3E) (known as <stdlib.h> in C). The functions are also available in C++ and can also be used to allocate and deallocate dynamic memory.  
  
Note, though, that the memory blocks allocated by these functions are not necessarily compatible with those returned by new, so they should not be mixed; each one should be handled with its own set of functions or operators.

**Data structures**

**Data structures**

A *data structure* is a group of data elements grouped together under one name. These data elements, known as*members*, can have different types and different lengths. Data structures can be declared in C++ using the following syntax:  
  
struct type\_name {  
member\_type1 member\_name1;  
member\_type2 member\_name2;  
member\_type3 member\_name3;  
.  
.  
} object\_names;  
  
Where type\_name is a name for the structure type, object\_name can be a set of valid identifiers for objects that have the type of this structure. Within braces {}, there is a list with the data members, each one is specified with a type and a valid identifier as its name.  
  
For example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 | struct product {  int weight;  double price;  } ;  product apple;  product banana, melon; |  |

This declares a structure type, called product, and defines it having two members: weight and price, each of a different fundamental type. This declaration creates a new type (product), which is then used to declare three objects (variables) of this type: apple, banana, and melon. Note how once product is declared, it is used just like any other type.  
  
Right at the end of the struct definition, and before the ending semicolon (;), the optional field object\_names can be used to directly declare objects of the structure type. For example, the structure objects apple, banana, and melon can be declared at the moment the data structure type is defined:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | struct product {  int weight;  double price;  } apple, banana, melon; |  |

In this case, where object\_names are specified, the type name (product) becomes optional: struct requires either atype\_name or at least one name in object\_names, but not necessarily both.  
  
It is important to clearly differentiate between what is the structure type name (product), and what is an object of this type (apple, banana, and melon). Many objects (such as apple, banana, and melon) can be declared from a single structure type (product).  
  
Once the three objects of a determined structure type are declared (apple, banana, and melon) its members can be accessed directly. The syntax for that is simply to insert a dot (.) between the object name and the member name. For example, we could operate with any of these elements as if they were standard variables of their respective types:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 | apple.weight  apple.price  banana.weight  banana.price  melon.weight  melon.price |  |

Each one of these has the data type corresponding to the member they refer to: apple.weight, banana.weight, andmelon.weight are of type int, while apple.price, banana.price, and melon.price are of type double.

Here is a real example with structure types in action:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 | // example about structures  #include <iostream>  #include <string>  #include <sstream>  using namespace std;  struct movies\_t {  string title;  int year;  } mine, yours;  void printmovie (movies\_t movie);  int main ()  {  string mystr;  mine.title = "2001 A Space Odyssey";  mine.year = 1968;  cout << "Enter title: ";  getline (cin,yours.title);  cout << "Enter year: ";  getline (cin,mystr);  stringstream(mystr) >> yours.year;  cout << "My favorite movie is:\n ";  printmovie (mine);  cout << "And yours is:\n ";  printmovie (yours);  return 0;  }  void printmovie (movies\_t movie)  {  cout << movie.title;  cout << " (" << movie.year << ")\n";  } | Enter title: Alien  Enter year: 1979  My favorite movie is:  2001 A Space Odyssey (1968)  And yours is:  Alien (1979) |

The example shows how the members of an object act just as regular variables. For example, the member yours.year is a valid variable of type int, and mine.title is a valid variable of type string.  
  
But the objects mine and yours are also variables with a type (of type movies\_t). For example, both have been passed to function printmovie just as if they were simple variables. Therefore, one of the features of data structures is the ability to refer to both their members individually or to the entire structure as a whole. In both cases using the same identifier: the name of the structure.  
  
Because structures are types, they can also be used as the type of arrays to construct tables or databases of them:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 | // array of structures  #include <iostream>  #include <string>  #include <sstream>  using namespace std;  struct movies\_t {  string title;  int year;  } films [3];  void printmovie (movies\_t movie);  int main ()  {  string mystr;  int n;  for (n=0; n<3; n++)  {  cout << "Enter title: ";  getline (cin,films[n].title);  cout << "Enter year: ";  getline (cin,mystr);  stringstream(mystr) >> films[n].year;  }  cout << "\nYou have entered these movies:\n";  for (n=0; n<3; n++)  printmovie (films[n]);  return 0;  }  void printmovie (movies\_t movie)  {  cout << movie.title;  cout << " (" << movie.year << ")\n";  } | Enter title: Blade Runner  Enter year: 1982  Enter title: The Matrix  Enter year: 1999  Enter title: Taxi Driver  Enter year: 1976    You have entered these movies:  Blade Runner (1982)  The Matrix (1999)  Taxi Driver (1976) |

**Pointers to structures**

Like any other type, structures can be pointed to by its own type of pointers:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 | struct movies\_t {  string title;  int year;  };  movies\_t amovie;  movies\_t \* pmovie; |  |

Here amovie is an object of structure type movies\_t, and pmovie is a pointer to point to objects of structure type movies\_t. Therefore, the following code would also be valid:

|  |  |  |
| --- | --- | --- |
|  | pmovie = &amovie; |  |

The value of the pointer pmovie would be assigned the address of object amovie.  
  
Now, let's see another example that mixes pointers and structures, and will serve to introduce a new operator: the arrow operator (->):

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 | // pointers to structures  #include <iostream>  #include <string>  #include <sstream>  using namespace std;  struct movies\_t {  string title;  int year;  };  int main ()  {  string mystr;  movies\_t amovie;  movies\_t \* pmovie;  pmovie = &amovie;  cout << "Enter title: ";  getline (cin, pmovie->title);  cout << "Enter year: ";  getline (cin, mystr);  (stringstream) mystr >> pmovie->year;  cout << "\nYou have entered:\n";  cout << pmovie->title;  cout << " (" << pmovie->year << ")\n";  return 0;  } | Enter title: Invasion of the body snatchers  Enter year: 1978    You have entered:  Invasion of the body snatchers (1978) |

The arrow operator (->) is a dereference operator that is used exclusively with pointers to objects that have members. This operator serves to access the member of an object directly from its address. For example, in the example above:

|  |  |  |
| --- | --- | --- |
|  | pmovie->title |  |

is, for all purposes, equivalent to:

|  |  |  |
| --- | --- | --- |
|  | (\*pmovie).title |  |

Both expressions, pmovie->title and (\*pmovie).title are valid, and both access the member title of the data structure pointed by a pointer called pmovie. It is definitely something different than:

|  |  |  |
| --- | --- | --- |
|  | \*pmovie.title |  |

which is rather equivalent to:

|  |  |  |
| --- | --- | --- |
|  | \*(pmovie.title) |  |

This would access the value pointed by a hypothetical pointer member called title of the structure object pmovie (which is not the case, since title is not a pointer type). The following panel summarizes possible combinations of the operators for pointers and for structure members:

|  |  |  |
| --- | --- | --- |
| **Expression** | **What is evaluated** | **Equivalent** |
| a.b | Member b of object a |  |
| a->b | Member b of object pointed to by a | (\*a).b |
| \*a.b | Value pointed to by member b of object a | \*(a.b) |

**Nesting structures**

Structures can also be nested in such a way that an element of a structure is itself another structure:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 | struct movies\_t {  string title;  int year;  };  struct friends\_t {  string name;  string email;  movies\_t favorite\_movie;  } charlie, maria;  friends\_t \* pfriends = &charlie; |  |

After the previous declarations, all of the following expressions would be valid:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | charlie.name  maria.favorite\_movie.title  charlie.favorite\_movie.year  pfriends->favorite\_movie.year |  |

(where, by the way, the last two expressions refer to the same member).

**Other data types**

**Type aliases (typedef / using)**

A type alias is a different name by which a type can be identified. In C++, any valid type can be aliased so that it can be referred to with a different identifier.  
  
In C++, there are two syntaxes for creating such type aliases: The first, inherited from the C language, uses the typedefkeyword:  
  
typedef existing\_type new\_type\_name ;  
  
where existing\_type is any type, either fundamental or compound, and new\_type\_name is an identifier with the new name given to the type.  
  
For example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | typedef char C;  typedef unsigned int WORD;  typedef char \* pChar;  typedef char field [50]; |  |

This defines four type aliases: C, WORD, pChar, and field as char, unsigned int, char\* and char[50], respectively. Once these aliases are defined, they can be used in any declaration just like any other valid type:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | C mychar, anotherchar, \*ptc1;  WORD myword;  pChar ptc2;  field name; |  |

More recently, a second syntax to define type aliases was introduced in the C++ language:

|  |  |  |
| --- | --- | --- |
|  | using new\_type\_name = existing\_type ; |  |

For example, the same type aliases as above could be defined as:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | using C = char;  using WORD = unsigned int;  using pChar = char \*;  using field = char [50]; |  |

Both aliases defined with typedef and aliases defined with using are semantically equivalent. The only difference being that typedef has certain limitations in the realm of templates that using has not. Therefore, using is more generic, although typedef has a longer history and is probably more common in existing code.  
  
Note that neither typedef nor using create new distinct data types. They only create synonyms of existing types. That means that the type of myword above, declared with type WORD, can as well be considered of type unsigned int; it does not really matter, since both are actually referring to the same type.  
  
Type aliases can be used to reduce the length of long or confusing type names, but they are most useful as tools to abstract programs from the underlying types they use. For example, by using an alias of int to refer to a particular kind of parameter instead of using int directly, it allows for the type to be easily replaced by long (or some other type) in a later version, without having to change every instance where it is used.

**Unions**

Unions allow one portion of memory to be accessed as different data types. Its declaration and use is similar to the one of structures, but its functionality is totally different:

|  |
| --- |
| union type\_name {  member\_type1 member\_name1;  member\_type2 member\_name2;  member\_type3 member\_name3;  .  .  } object\_names; |

This creates a new union type, identified by type\_name, in which all its member elements occupy the same physical space in memory. The size of this type is the one of the largest member element. For example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 | union mytypes\_t {  char c;  int i;  float f;  } mytypes; |  |

declares an object (mytypes) with three members:

|  |  |  |
| --- | --- | --- |
| 1 2 3 | mytypes.c  mytypes.i  mytypes.f |  |

Each of these members is of a different data type. But since all of them are referring to the same location in memory, the modification of one of the members will affect the value of all of them. It is not possible to store different values in them in a way that each is independent of the others.  
  
One of the uses of a union is to be able to access a value either in its entirety or as an array or structure of smaller elements. For example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 5 6 7 8 | union mix\_t {  int l;  struct {  short hi;  short lo;  } s;  char c[4];  } mix; |  |

If we assume that the system where this program runs has an int type with a size of 4 bytes, and a short type of 2 bytes, the union defined above allows the access to the same group of 4 bytes: mix.l, mix.s and mix.c, and which we can use according to how we want to access these bytes: as if they were a single value of type int, or as if they were two values of type short, or as an array of char elements, respectively. The example mixes types, arrays, and structures in the union to demonstrate different ways to access the data. For a little-endian system, this union could be represented as:  
  
![http://www.cplusplus.com/doc/tutorial/other_data_types/union.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAW8AAAB2AgMAAAB6/PpgAAAADFBMVEXAwMD///8AAP8AAACfbIs7AAAAAXRSTlMAQObYZgAAAjNJREFUaN7tmMFqGzEQhgfm0kNgXqHnngoht4F5itDX6KV3H0ueJOQpBHsN6FUG9ipQpcTrbiztRm5W27rMb7BhrfkQv2TPLwHsIolbS3/D7+5Lfas8u//ROvD7Ovxj+pvwrraY5+b5rnDqaQtdp+cchAhdH7jQ4BfhH7WFCT166AeH0Mvz3vCutnRd0G5b0f7PrYea51fhedfwbzKZTKa5Pl8t/MvT1jrsBP8XPOf8FntOhHpAMY6BvOsDh5E5H6C6wfPR7zrh6WTp+izoKNH7wVlSM5lMpn0S18/WgYed4M2J66FnnHvoGec28Hzqwaig6/Dpa3HL8CU192J0jQNjiDgqUMookdbwFL2KpFEuwaUNz55gdJAiUPpYg+OzKjHgkOGqzXB5tfF9eFoWDHAxPNc0wfM0LoInKjM12ULJFm2GBx/HUVWUcIxr5wh6jlGEMIJKEAcmk8n0PyeuT4fG7l8deNgJXgtFj62h6PEPEtdm8B085yk9vfSs15pj2sGAQzjBj4mMVHKuOcLfVi8lrpdblSJRieOih9YaOCOV8Wu6HxOdwSWmiYT0HTo8wU+JbAafVUMFPt2P6dcZnG4Hx4mDc/iUyG4ox5WiGkIdnq+wFM7glG/7zuGSPab00qJ6aeYXw/kCeKZWbOGaLZptUdCyuragx/uxvCtOrsltDCFw2ohOAr9NZKSUwrOuVFe3YiXL5weVrVg5HvD6SSD9BorglyJvTr1ncIXycFCr3ly/AJasm4eVCp3/AAAAAElFTkSuQmCC)   
The exact alignment and order of the members of a union in memory depends on the system, with the possibility of creating portability issues.

**Anonymous unions**

When unions are members of a class (or structure), they can be declared with no name. In this case, they become *anonymous unions*, and its members are directly accessible from objects by their member names. For example, see the differences between these two structure declarations:

|  |  |
| --- | --- |
| **structure with regular union** | **structure with anonymous union** |
| struct book1\_t {  char title[50];  char author[50];  union {  float dollars;  int yen;  } price;  } book1; | struct book2\_t {  char title[50];  char author[50];  union {  float dollars;  int yen;  };  } book2; |

The only difference between the two types is that in the first one, the member union has a name (price), while in the second it has not. This affects the way to access members dollars and yen of an object of this type. For an object of the first type (with a regular union), it would be:

|  |  |  |
| --- | --- | --- |
| 1 2 | book1.price.dollars  book1.price.yen |  |

whereas for an object of the second type (which has an anonymous union), it would be:

|  |  |  |
| --- | --- | --- |
| 1 2 | book2.dollars  book2.yen |  |

Again, remember that because it is a member union (not a member structure), the members dollars and yen actually share the same memory location, so they cannot be used to store two different values simultaneously. The price can be set in dollars or in yen, but not in both simultaneously.

**Enumerated types (enum)**

*Enumerated types* are types that are defined with a set of custom identifiers, known as *enumerators*, as possible values. Objects of these *enumerated types* can take any of these enumerators as value.  
  
Their syntax is:

|  |
| --- |
| enum type\_name {  value1,  value2,  value3,  .  .  } object\_names; |

This creates the type type\_name, which can take any of value1, value2, value3, ... as value. Objects (variables) of this type can directly be instantiated as object\_names.  
  
For example, a new type of variable called colors\_t could be defined to store colors with the following declaration:

|  |  |  |
| --- | --- | --- |
|  | enum colors\_t {black, blue, green, cyan, red, purple, yellow, white}; |  |

Notice that this declaration includes no other type, neither fundamental nor compound, in its definition. To say it another way, somehow, this creates a whole new data type from scratch without basing it on any other existing type. The possible values that variables of this new type color\_t may take are the enumerators listed within braces. For example, once the colors\_t enumerated type is declared, the following expressions will be valid:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | colors\_t mycolor;    mycolor = blue;  if (mycolor == green) mycolor = red; |  |

Values of *enumerated types* declared with enum are implicitly convertible to the integer type int, and vice versa. In fact, the elements of such an enum are always assigned an integer numerical equivalent internally, of which they become an alias. If it is not specified otherwise, the integer value equivalent to the first possible value is 0, the equivalent to the second is 1, to the third is 2, and so on... Therefore, in the data type colors\_t defined above, black would be equivalent to 0, blue would be equivalent to 1, green to 2, and so on...  
  
A specific integer value can be specified for any of the possible values in the enumerated type. And if the constant value that follows it is itself not given its own value, it is automatically assumed to be the same value plus one. For example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 | enum months\_t { january=1, february, march, april,  may, june, july, august,  september, october, november, december} y2k; |  |

In this case, the variable y2k of the enumerated type months\_t can contain any of the 12 possible values that go fromjanuary to december and that are equivalent to the values between 1 and 12 (not between 0 and 11, since january has been made equal to 1).  
  
Because enumerated types declared with enum are implicitly convertible to int, and each of the enumerator values is actually of type int, there is no way to distinguish 1 from january - they are the exact same value of the same type. The reasons for this are historical and are inheritance of the C language.

**Enumerated types with enum class**

But, in C++, it is possible to create real enum types that are neither implicitly convertible to int and that neither have enumerator values of type int, but of the enum type itself, thus preserving type safety. They are declared with enum class(or enum struct) instead of just enum:

|  |  |  |
| --- | --- | --- |
|  | enum class Colors {black, blue, green, cyan, red, purple, yellow, white}; |  |

Each of the enumerator values of an enum class type needs to be scoped into its type (this is actually also possible withenum types, but it is only optional). For example:

|  |  |  |
| --- | --- | --- |
| 1 2 3 4 | Colors mycolor;    mycolor = Colors::blue;  if (mycolor == Colors::green) mycolor = Colors::red; |  |

Enumerated types declared with enum class also have more control over their underlying type; it may be any integral data type, such as char, short or unsigned int, which essentially serves to determine the size of the type. This is specified by a colon and the underlying type following the enumerated type. For example:

|  |  |  |
| --- | --- | --- |
|  | enum class EyeColor : char {blue, green, brown}; |  |

Here, Eyecolor is a distinct type with the same size of a char (1 byte).