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**SUMMARY OF RECENT ONLINE TECHNICAL – Android Applications Using Java, XML and Android** – see my Linked In Project Section for details and github links to files:

* **Android Applications (Java/XML) – Creative, Serious and Playful Science of Android Applications:** We used XML, Java and Android to create applications for Android based devices emulated as Virtual Machines on Eclipse, with either an ARM or Intel microprocessor emulated device. We used the Android Development Kit and Eclipse programming tools that Android software developers use and build complete and useful apps during this course. Fundamental computer science principles and programming ideas that power today’s smartphone and tablet apps were covered too. After the course ended, I did some labs on my own using Android Studio rather than Elcipse as the IDE. The apps I made were:
  + **Happy Birthday Valentine:** This app uses: ScrollView, LinearLayout, OnClickListener, TextView, ImageView, Simple Animation, Intents, EditText and a Button for email. If you click on the first picture, of Peter and Sophie with party hats and noise makers in their mouths, it animates, moves to the right and then comes back. If you click on the Send Email button, you can send a happy birthday email to my incognitodiscforums@gmail.com email account. If you hit the ESC key, you come back to the app. You hear the Beatles "Happy Birthday Song - Live Version" playing in the background once the app opens, and only stops to send an email, or if you click the bottom image, of Peter with his saxophone. If you click that image, it takes you to a You Tube video of a monkey singing happy birthday. If you hit the ESC key, you come back to the app, and the Beatles happy birthday song starts to play again. I chose to make this because it happened to be my eldest child's 11th birthday on Valentine's day during this class.
  + **Playing With Music App:** This application simply "plays with music" using web views and separate activities.  There are 2 activities outside main, one that has buttons that take you to the You Tube video page for those musical songs.  The other activity uses a raw mp3, but also has buttons that start and stop the raw mp3 song.  The interactivity is the button presses that the user must press, that are responded to in the Java code. Unlike the first app in this assignment, I used the "onClick" properties in the XML code to specify the Java routine to respond to the button press, since I used "listeners" in the onCreate code to respond to those in the first app.  The music I chose was really randomly chosen trying to find music that may appeal to all sorts of people's tastes in the class who evaluate the apps.  For the raw musical section, I chose "Happy New Year", since we just started a new year, and also, because this version is a mix of opera and rock. The app demonstrated interactivity.
  + **Android Application: War of Worlds, Jabberwocky, Univ. of Illinois NASA group, Round Ball Game:** I decided to use 5 activities for this assignment, using the first one just to direct the person running it to go back to the main menu, to see the icons to run the activities for JabberWocky, RoundBall, War of the Worlds and Univ. of Illinois at NASA.  I also embedded the jabberwocky image as an IMG element within the poem html page given by the professor.  It was challenging at first for me to get the buttons for Jabberwocky to work correctly within the separate XML layout using the web view defined in the main XML file.  Rather than make the buttons respond to the onClick property in the XML file, in my web search, I found another way of doing that, by making a listener for the button within the onCreate activity code.  I also searched and searched but could not find a short enough mp3 clip for the jabberwocky poem, and finally found one as a phone ring, but it was not that great, so instead, used a 30 second music clip I had laying around that has nothing to do with that poem, called "Nutrocker", from Emerson, Lake and Palmer in the 1970's, since I had no other 30 second clip, and no time left to find one that would match better with the Jabberwocky poem!  I had no issues with the other activities, incorporating the provided RoundBall game in one activity, Univ. of Illinois at NASA's web page in another activity, and War of the Worlds web page in another activity.
  + **Part 1 of our first simple app: Displaying in both portrait and landscape modes their photos with titles and a blurb (as follows) that scrolled to read about them, and the app would allow you to switch between the 2 of them.** I chose Ada Lovelace and Grace Murray Hopper as my 2 historically famous computer scientists since from the suggested list, these 2 were the only women, and women continue to be a minority in this field.
    - **Ada Lovelace (1815-1852, England):** Ada's mathematical talents led her to an ongoing working relationship and friendship with British mathematician Charles Babbage, and in particular Babbage's work on the Analytical Engine. She translated an article by Italian military engineer Luigi Menabrea on the engine, which she supplemented with a set of her notes, simply called Notes-- containing what many consider to be the first computer program—that is, an algorithm designed to be carried out by a machine. She also developed a vision on the capability of computers to go beyond mere calculating or number-crunching while others focused only on those capabilities.
    - **Grace Murray Hopper (1906-1992):** Grace was an American computer scientist and United States Navy rear admiral. A pioneer in the field, she was one of the first programmers of the Harvard Mark I computer, and developed the first compiler for a computer programming language. She conceptualized the idea of machine-independent programming languages, which led to the development of COBOL, one of the first modern programming languages. She is credited with the term "debugging" for fixing computer glitches (inspired by an actual moth removed from the computer). The U.S. Navy named a ship after her and Cray named a supercomputer after her at NERSC.
  + **Part 2 of our first very basic and simple app. It is similar to the first application, in that there is a portrait photo with caption, and you use CTRL-F11 to switch to the landscape version of another photo with caption, but the theme was from our prior summer vacation and the history we toured along with a bike ride near home.** Why did I decide to build this application? I chose the West Family Adventures as the theme for application #2 for assignment #1, because these were 2 of the 3 pictures on our holiday cards sent to many people during the holiday week 2013, when this assignment was started, and the videos watched, and also because application #2 was stated to be “anything that is interesting to you but is not the same application as application #1.” The reason this was interesting to me, was because it was about 2 adventures my family had in 2013 that we shared on our holiday card in 2013. The portrait adventure was our family bike riding in Borderland State Park in the town in which we live, in Easton,MA,USA, in October 2013. The landscape adventure was our family having just climbed to the top of Warwick Castle in England, all hot and sweaty, in July 2013. Borderland State Park in Easton is a very beautiful state park donated to Easton by an old rich family from Easton, the Ames Family, who used it as their summer home at the start of 1900 or so. It has a great park, an old mansion to tour, trails to walk, ride, walk dogs or ride horses, and ponds. Warwick Castle was an interesting place to tour this summer, not far from where Rich grew up in Derby, England, and was originally built in 1068, in wood. It was transformed into stone in 1215. There were no elevators or air conditioners of course in that era, so we were very hot when we reached the top of the Warwick Castle tower!
* **Android Wear – Create a Watch Face Lab**, Done at Google's offices at 5 Cambridge Center, Cambridge, MA, on March 19th, 2015 – **The International Women's Day Summit with Google's Women Tech Maker's Group:**
  + In this lab at the summit, we created an analog watch face, customized to our individual needs, while keeping the best practices for the platform in mind. There was a bonus section on using the Palette API to automatically choose the color of the watch face. The lab was split in the following sections at Google:
    - Concepts and Setup
    - Change the background
    - Change the Watch Hands
    - Account For Ambient Mode
    - Automatic Color Selection Using the Palette API
  + Android Wear is a wearable platform designed for small, powerful devices, worn on the body. It is designed to deliver useful information when you need it most, intelligent answers to spoken questions, and tools to reach fitness goals.
  + Being a personal Device, style is a big part of it. Aside from offering a choice of manufacturers, customizable watch faces give users even more ways to express their personal style. That is what we created in this lab.
  + A Watch Face is essentially a native service that runs in the background on an Android Wear device. Within this service, there is an engine that renders each screen. This can be thought of as an animator flipping through the pages of a book with cartoon drawings. The watch face code we created filled each of these pages, making the watch face move.
  + In this lab, Android Studio with the Android Wear SDK was used rather than Elclipse with the Android SDK that I used in the smart phone Anroid Apps described above from an online course.
  + **Overview of Key components Used:**
    - **MyWatchFaceService.java** – This is the watch face and it's engine, **MyWatchFaceService.Engine**. Within the Engine class, we created 3 methods:
      * **onCreate()** – we initiated new classes, such as the bitmap image object for the background, etc, run when the Engine is first started.
      * **onSurfaceChanged()** – This is the first time that we have the dimension of the screen. Armed with this new information, we can resize any screen element for drawing. This code was run only once at the start.
      * **onDraw()** – This is the core of the lab that we did. It renders every frame on the watch face canvas. Since it runs on every frame, it had to be as fast as was possible, so no image resizing or object creations were done here. This allows us to have a higher frame rate which results in smoother animations. No intense computations should be done here. Image loading and resizing was done in onCreate() and onSurfaceChanged() only for this reason.
      * res/drawable-nodpi/ - directory where image files were placed.
  + We connected our Android Wear to an emulator, and hit the run button, which installs the app to run on the emulated Android Wear device (instead of a real device). We selected “Do Not Launch Activity” followed by run, since Activity is a program that users launch, and watch faces run in the background automatically, so there is no activity to run.
  + After the app is installed, you do a long tap on the watch face or emulator and scroll across until you see a watch face labelled “Analog Watch Face”, and select it by tapping on it.
  + To add new watch faces to your Android Wear module, select one by doing “File→New Module”, and then select Android Wear module. Fill in the module name, and “add no activity”, followed by finish.
  + With this Android Wear module now in your project, you can add a base template for a watch face by going to the Android Wear module, right click on the folder called “Java”, and select New→Wear→WatchFace. You can go through the Wizard to add either an analog or digital watch face.
  + **Next we changed the backgroud of the watch face to be our own custom background:**
    - **Prepare the Image:**
      * **Select any photograph of your choice.** Note that some images with tiny details may not scale well to the small watch face display We cropped it to be 600x600 pixels, jpg or png format. The next step was to rename it to “custom\_background”.