**TCP Client Server for Coding Challenge: Karen West**

**Github Link:** <https://github.com/KarenWest/tcpClientServerCodeChallenge/tree/main>

--The document describing the code challenge is in this repo: **Code Challenge (1).docx.**

--This document : TCPClientSErverCodeChallenge.docx describes how to run the code, how the code works, and what code was modified for the coding challenge requirement.

**Adapted for Coding Challenge from This Github Link**: <https://github.com/elhayra/tcp_server_client>

--I adapted this github repo to make it work for the coding challenge.

--I will highlight the code description that I either added or modified to make it meet the coding challenge requirements.

--I included descriptions of code not modified, and also included notes on systems calls and build tools at the end which can be scrolled past but are there for reference.

**Running the Code:**

To run the code to demonstrate the coding requirement: please see what I did in my Ubuntu VM running on Oracle Virtual Box in the following snips.

**In this coding challenge scenario:**

N = 3 sender/clients here (I only tested for N=3 client senders):

I ran on 1 Ubuntu Linux Virtual Machine (VM)  in Virtual Box (on a Windows 10 machine running Oracle's Virtual Box).

So all client senders have the same IP address: (localhost 127.0.0.1) for this one Linux VM.

In the snip below, they are distinguished by their FD (file descriptor) number 4,5,6.

**Server/Receiver Output: This is one terminal window of my Ubuntu Linux VM:**

**--You see the 3 client senders connect to the receiver/server at localhost IP 127.0.0.1 at FD's: 4,5,6.**

**--In the output,  you can see that Client 2 sent its message 2absd which was received by the server/receiver before Client 1 sends its message (in next snip). Then client 3 sends its message.**

**--Menu Item 4 in the server/receiver prints the received client messages in ID order (client 1’s message is printed first, then 2 and 3).**
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**Client/Sender 2 Output in another terminal window in my Ubuntu Linux VM: Sends msg 2absd to server/receiver first**

![A computer screen shot of a program
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**Client/Sender 1 Output in another terminal window in my Ubuntu Linux VM : sends 1tuyuw6 to server/receiver next**

![A computer screen shot of a program
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**Client / Sender 3 Output: sends 3qwet to server/receiver last**

![A screenshot of a computer program

Description automatically generated](data:image/png;base64,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)

**--After the 3 clients sent their messages (Client 2 then Client 1 then Client 3):**

--You can scroll back above to see when I selected the server/receiver menu option to print in ascending ID order the messages it received from the clients.

**Check on the Message Size Requirement of <= 10 characters:**

--Here client 2 sends a message > 10 characters and is asked to re-enter it:
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**Server/Receiver then receives the correct length message from Client 2:**
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**Code Description:**

**examples/server\_example.cpp: main()**

* A server is started on port 65123.
* An observer (server\_observer\_t) is initialized with the fields:
  + incomingPacketHandler: onIncomingMsg
  + disconnectionHandler: onClientDisconnected
  + wantedIP: localhost: 127.0.0.1
* The server then subscribes to this observer handler.
* There are 3 client senders for this server example. There is a loop to accept these 3 clients calling the function: acceptClient().
* A Boolean called: shouldTerminate is initialized to FALSE, and the while loop looks at that and loops this server\_example with the following until this value becomes TRUE.
  + printMenu() is called – there are 5 options.
  + getMenuSelection() is called to determine what to do next from the menu selection.
  + shouldTerminate is the return from: handleMenuSelection().

**examples/client\_example.cpp: main()**

* signal() is called with parameters: SIGINT Linux signal, and sig\_exit as the handler of that. If the user does CTRL-C, this closes the client.
* A client observer (client\_observer\_t) is initialized with the following fields:
  + wantedIP: localhost: 127.0.0.1
  + incomingPacketHandler: onIncomingMsg
  + disconnectionHandler: onDisconnection
* The client the subscribes to this observer.
* A Boolean called connected is initialized to FALSE and the while loop looks at that and loops this client\_example with the following until this value becomes TRUE:
  + The client calls connectTo with these parameters:
    - Localhost IP address: 127.0.0.1
    - Port number: 65123
  + The loops stops when the connection succeeds.
* A Boolean called shouldTerminate is initialized to FALSE, and the while loop looks at that and loops this client\_example with the following until this value becomes TRUE.
  + printMenu() – there are 2 options.
  + getMenuSelection() is called to determine what to do next from the menu selection.
  + shouldTerminate is the return from: handleMenuSelection().

**--The first line in examples/server\_example.cpp: main() calls the server (TcpServer class in src/tcp\_server.cpp) code’s start method** on port 65123 and allows the default maxNumberOfClients to be 5 and the removeDeadClientsAutomatically to be TRUE.

**--The next part of examples/server\_example.cpp: main() configures the observer:**

**include/server\_observer.h: struct server\_observer\_t defines these fields that are used in the observer:**

* **wantedIP** (std::string) initialized to the empty string
* **incomingPacketHander** (std::function<void (const std::string &clientIP, const char \* msg, size\_t size)>)
* **disconnectionHandler** (std::function<void (const std::string &ip, const std::string &msg)>

--**So the examples/server\_example.cpp:** main() configures the observer (server\_oibserver\_t) to be:

* observer.incomingPacketHandler = onIncomingMsg
* observer.disconnectionHandler = onClientDisconnected
* observer.wantedIP = “127.0.0.1” //localhost

--**The examples/server\_example.cpp: then subscribes to this observer:** server.subscribe(observer).

--**The examples/server\_example.cpp: then loops for N=3 times calling acceptClient().**

**examples/server\_example.cpp: acceptClient():**

* **Sets up a try-catch block**
  + **The try block:**
    - Prints “waiting for incoming client…”
    - Sets std::string clientIP = server.acceptClient(0)
    - It calls the server.printClients() to print all currently connected clients with their IP address and file escriptor number.
  + **The catch(const std::runtime\_error &error) block:**
    - This prints to std::cout that the accepting client failed with error.what().

--**Now the examples/server\_example.cpp: main() starts it’s shouldTerminate while loop, with should terminate Boolean initialized to FALSE. These are more details on that loop that I had mentioned above:**

* **examples/server\_example.cpp: main() while loop call to: printMenu(): prints the following menu selection to** std::cout, asking the user to “select one of the following options: “
  + "1. send all clients a message"
  + "2. print list of accepted clients"
  + "3. send message to a specific client"
  + "4. Print Client Messages In Priority Order by client sender ID"
  + "5. close server and exit"
* **examples/server\_example.cpp: main() while loop call: selection is set to the return from: getMenuSelection():**
  + getMenuSelection(): Selection is set to zero. It then reads the menu selection (1-5 choices) from std::cin
  + If nothing is read from std::cin = 0, an error is thrown: std::runtime\_error() with “invalid menu input, expected a number, but got something else”.
  + It then calls: std::cin.ignore (std::numeric\_limits<std::streamsize>::max(), “\n”) amd returns selection.
* **examples/server\_example.cpp: main() while loop call: shouldTerminate is set to the return from: handleMenuSelection(selection):**
  + Static int’s: minSelection = 1 and maxSelection = 5 (currently has 5 menu choices). If not in the correct range, an error is printed and FALSE returned to shouldTerminate in main().
  + The switch case statement handles the menu selections as follows:
    - Case 1: Sends all clients a message. Msg is std::string.
      * A call to getline(std::cin, msg)
      * Pipe\_ret\_t = sendingResult = server.sendToAllClients(msg.c\_str(), msg.size()).
      * A message is printed if the send to all clients succeeds or fails and then this case breaks.
    - Case 2: print a list of accepted clients.
      * A call to the server (TcpServer class in src/tcp\_server.cpp) method printClients() is called and then this case breaks.
    - Case 3: Sends a message to a specific client
      * Std::cin reads in the IP address from the user along with the message to send to this client.
      * Pipe\_ret\_t result = server.sendToClient( clientIP, message.c\_str(), message.size()) and prints whether it was a success or failure before breaking from this case.
    - Case 4: prints all client messages based on the priority of the client ID in ascending ID order:
      * It calls: server.printClientsMsgsByPriorotyOfId() before breaking from this case.
    - Case 5: closes the server
      * Pipe\_ret\_t sendingResult = server.close() is called, and prints whether this was a success or failure, and returns true to main()’s shouldTerminate variable, which ends the main() while loop, now that the server has been closed. terminateDeadClientsRemover() is called. The server and all clients are closed.
    - Default case: prints an error message that the menu selection was out of range.
    - FALSE is returned to main’s shouldTerminte variable at the end, and TRUE is only returned in case 5 when the server is closed.

**examples/server\_example.cpp: onIncomingMsg handler that is initialized to be the callback function for the observer.incomingPacketHandler (see structure definition in : include/server\_observer.h, also described above). This handler will be called for every new message received by clients with the requested IP address.**

* This handler is shared by all the clients in this example, since it was used in a single Ubuntu Linux VM running on Virtual box. So it’s IP is localhost 127.0.0.1. The client’s are distinguished by their file descriptor numbers, in the example I ran in the output above, as 4,5 and 6.
* To demonstrate the priority scheme requested by the coding challenge, this handler first looked at the message’s front character, which was required to be the client ID number 1,2, or 3. So in my example output provided above, you will see this handler first received client 2’s message, followed by client 1’s message, and then client 3’s message.
* However, the coding challenge required as well that we print out the messages sent by client’s in ascending order of the client ID, so that is done with server/receiver menu option 4 after all 3 clients have sent their messages. It is then that you see the coding challenge requirement to print the messages in order of ascending client ID order is met. In this handler, you observe that the messages were not received that way (client 2 sent first, then client 1, then client 3) in the output provided above.

**examples/server\_example.cpp: onClientDisconnected handler that is initialized to be the callback function for the observer.disconnectionHandler (see structure definition in : include/server\_observer.h, also described above). This handler will be called when a client disconnects.**

* This handler prints a message that the client with it’s IP address disconnected with a reason as well.

**--After the first line in examples/client\_example.cpp: main() that calls signal(SIGINT, sig\_exit) to set up the signal handler for SIGINT to be sig\_exit(), the client then sets up its observer.**

**include/client\_observer.h: struct client\_observer\_t defines these fields that are used in the observer:**

* **wantedIP** (std::string) initialized to the empty string
* **incomingPacketHander** = nullptr: (std::function<void (const char \* msg, size\_t size)>)
* **disconnectionHandler** = nullptr (std::function<void (const pipe\_ret\_t &ret)>)

--**So the examples/client\_example.cpp:** main() configures the client (client\_observer\_t) to be:

* observer.incomingPacketHandler = onIncomingMsg
* observer.disconnectionHandler = onDisconnection
* observer.wantedIP = “127.0.0.1” //localhost

--**The examples/client\_example.cpp: then subscribes to this observer:** client.subscribe(observer).

-- **The examples/client\_example.cpp: then connects the client to an open server: a while loop that loops on the Boolean connected is started and exits when the client is connected to the server:**

* pipe\_ret\_t connectedRet = client.connectTo(“127.0.0.1” //localhost, 65123 //port)
* A message is printed saying whether the connection was a success or failure, and if a failure, it sleeps(2), and then prints a message that it is trying to reconnect the client to the server. IF the connection was a success, the Boolean connected is TRUE and the while loop exits.

--**Now the examples/client\_example.cpp: main() starts it’s shouldTerminate while loop, with shouldTerminate Boolean initialized to FALSE. These are more details on that loop that I had mentioned above:**

* **examples/client\_example.cpp: main() while loop call to: printMenu(): prints the following menu selection to** std::cout, asking the user to “select one of the following options: “
  + "1. send message to server"
  + "2. close client and exit"
* **examples/client\_example.cpp: main() while loop call: selection is set to the return from: getMenuSelection():**
  + getMenuSelection(): Selection is set to zero. It then reads the menu selection (1-2 choices) from std::cin
  + If nothing is read from std::cin = 0, an error is thrown: std::runtime\_error() with “invalid menu input, expected a number, but got something else”.
  + It then calls: std::cin.ignore (std::numeric\_limits<std::streamsize>::max(), “\n”) and returns selection.
* **examples/client\_example.cpp: main() while loop call: shouldTerminate is set to the return from: handleMenuSelection(selection):**
  + Static int’s: minSelection = 1 and maxSelection = 2 (currently has 2 menu choices). If not in the correct range, an error is printed and FALSE returned to shouldTerminate in main().
  + The switch case statement handles the menu selections as follows:
    - Case 1: Sends message to the server.
      * A call to std::cin is made to get the std::string message. A check is made to ensure the message length is <= 10 characters or otherwise it asks the user to reenter a message size in this range.
      * Pipe\_ret\_t = sendRet = client.sendMSg(message.c\_str(), message.size()).
      * A message is printed if the send to the server succeeds or fails and then this case breaks.
    - Case 2: closes the client
      * Pipe\_ret\_t closeResult = client.close() is called, and prints whether this was a success or failure, and returns true to main()’s shouldTerminate variable, which ends the main() while loop, now that the client has been closed. The client is closed if it’s not been closed already. **src/tcp\_server.cpp:TcpServer::terminateReceiveThread**() is called to **delete the \_receiveTask**. The socket is closed and the \_isClosed member variable is set to TRUE.
    - Default case: prints an error message that the menu selection was out of range.
    - FALSE is returned to main’s shouldTerminate variable at the end, and TRUE is only returned in case 2 when the client is closed.

**examples/client\_example.cpp: onIncomingMsg handler that is initialized to be the callback function for the observer.incomingPacketHandler (see structure definition in : include/client\_observer.h, also described above). This handler will be called for every new message received by the server.**

* A message is printed that says “Got msg from server:“ , along with the msg received from the server.

**examples/client\_example.cpp: onDisconnection handler that is initialized to be the callback function for the observer.disconnectionHandler (see structure definition in : include/client\_observer.h, also described above). This handler will be called when a client disconnects.**

* This handler prints a message that the server disconnected with a message sent as a parameter as well.

**examples/client\_example.cpp: sig\_exit(int s):** when the SIGINT signal is sent while running the client, it means the user did a CTRL-C to stop the client from running, and sig\_exit() handles that:

* A message is printed that the client is closing.
* Pipe\_ret\_t finishRet = client.close() is called, and a message is printed to std::cout that the client is closed if successful, or that it failed to close the client if the client.close() fails. **Src/client.cpp:Client::terminateReceiveThread()** is called to **delete the \_receiveThread**. If closing the socket fails, a run time error is thrown.
* Exit(0) is called to end the client process from running on Linux.

**--The src directory object files are made into a *static shared library* (libtcp\_client\_server.a) for the client and server example code to use. It is a compiled archive (.a) but not linked with the other code until the program build’s final step. It is *not* a dynamically linked library that is linked only at run time of the code.**

* src/tcp\_server.cpp
* src/tcp\_client.cpp:
* src/common.cpp
* src/client.cpp:
* src/pipe\_ret\_t.cpp

**src/Tcp\_server.cpp: Constructor : TcpServer::TcpServer():**

* Initializes TcpServer class member variable **\_subscribers.reserve(10),** so at least 10 server\_observer\_t’s are allocated for the \_subscribers vector, and the vector space is automatically expanded as needed (similarly for the \_clients vector space below).
* Initializes TcpServer class member variable **\_clients.reserve(10)**
* Initializes TcpServer class member variable \_**stopRemoveClientsTask = FALSE**

**src/Tcp\_server.cpp: Destructor : TcpServer::~TcpServer():**

* Calls close() on TcpServer(), resources released (see TcpServer::close()).

**src/Tcp\_server.cpp: TcpServer::subscribe(const server\_observer\_t &observer):**

* Locks the server member variable: \_subscribersMtx with:
  + std::lock\_guard<std::mutex> lock(\_subscriberMtx)
* The server adds this subscriber observer to its list:
  + \_subscribers.push\_back(observer)

**src/Tcp\_server.cpp : TcpServer::printClients():**

* Locks the server member variable: \_clientsMtx with:
  + std::lock\_guard<std::mutex> lock(\_clientsMtx)
* If the member variable vector \_clients is empty, the “no connected clients” message is printed.
* A for loop is started on the client vector, and the src/clients.cpp class print() is called on each Client in the server’s member variable vector \_clients.

**src/Tcp\_server.cpp: TcpServer::removeDeadClients(): (dead client = disconnected client):**

* An iterator is created for the client vector list:
  + Std::vector<Client\*>::const\_iterator clientToRemove;
* A while loop is started looping on the member Boolean variable \_stopRemoveDeadClientsTask
  + Locks the server member variable: \_clientsMtx with:
    - std::lock\_guard<std::mutex> lock(\_clientsMtx)
  + A do-while loop is started:
    - clientToRemove = std::find\_if(\_clients.begin(), \_clients.end(), [] (Client \*client) { return !client->isConnected(); } )
    - If the clientToRemove is not at the end of the vector list:
      * (\*clientToRemove)->close() is called to release that client’s resources and then the client is deleted.
    - The do-while loop ends if: clientToRemove is the \_clients.end(), the last on the clients vector list.
  + There is a sleep(2) and then back to the top of the while loop to evaluate the member Boolean again: \_stopRemoveClientsTask. When this Boolean is true, TcpServer::removeDeadClients is done (which is set to true in: TcpServer::terminateDeadClientsRemover()).

**src/Tcp\_server.cpp: TcpServer::terminateDeadClientsRemover():**

* If the TcpServer member variable: \_clientsRemoverThread is not zero:
  + the TcpServer member variable: \_stopRemoveClientsTask is set to TRUE.
  + The TcpServer member variable \*: **\_clientsRemoverThread->join()** is called. The TcpServer thread \*: **\_clientsRemoverThread blocks until it finishes executing**.
  + TcpServer \* \_clientsRemoverThread is deleted and then set to nullptr.

**src/Tcp\_server.cpp: TcpServer::clientEventHandler(const Client &client, ClientEvent event, const std::string &msg)): handle different client events. Subscriber callbacks should be short and fast and not call other server functions to avoid deadlock.**

* A switch case statement on the parameter: event:
  + Case ClientEvent::DISCONNECTED:
    - A call is made to TcpServer: publishClientDisconnected(client.getIp(), msg) before breaking from this case.
  + Case ClientEvent::INCOMING\_MSG:
    - A call is made to TcpServer: publishClientMsg(client, msg.c\_str(), msg.size()) before breaking from this case.

**src/Tcp\_server.cpp: TcpServer::publishClientMsg(const Client & client, const char \* msg, size\_t msgSize):**

* Locks the server member variable: \_subscribersMtx with:
  + std::lock\_guard<std::mutex> lock(\_subscriberMtx)
* A std::string msgStr is made from the parameter const char \* msg
* A for loop is started to loop on the server observer subscriber vector list member variable: \_subscribers:
  + If the subscriber.wantedIP == client.getIp() (observer gets notification about client from specific client IP here) OR subscriber.wantedIp is empty:
    - If the subscriber.incomingPacketHandler is defined:
      * The first letter in the message string parameter is checked to find out which client sent this message, since the first character is always the ID of the client (1,2,3).
      * The member variable \_observerMsgs[] array of std::string’s is indexed by the client ID and the message placed here so that later it can be printed in the ascending priority order as specified in the coding challenge.
      * Subscriber.incomingPacketHandler(client.getIp(), msg, msgSize) is called.

**src/Tcp\_server.cpp: TcpServer::printClientMsgsByPriorityOfId():** assumes for the coding challenge example that there are N=3 clients: This is the server’s menu option to print clients by client ID in ascending order, and not necessarily in the order that the messages were received by the server from the clients. These are in the TcpServer’s \_observerMsgs array, which has the messages it receives there from the clients in the TcpServer publishClientMsg().

**src/Tcp\_server.cpp: TcpServer::publishClientDisconnected(const std::string &clientIP, const std::string &clientMsg):**

* Locks the server member variable: \_subscribersMtx with:
  + std::lock\_guard<std::mutex> lock(\_subscriberMtx)
* A for loop is started to loop on the server observer subscriber vector list member variable: \_subscribers:
* If the subscriber.wantedIP == clientIP (observer gets notification about client from specific client IP here)
  + If the subscriber.disconnectionHandler is defined:
    - A call is made to: subscriber.disconnectionHandler(clientIP, clientMsg)

**src/Tcp\_server.cpp: TcpServer::start(int port, int maxNumOfClients, bool removeDeadClientsAutomatically): binds the port and and starts listening**

* If the removeDeadClientsAutomatically Boolean parameter to start() is TRUE, the **server’s member variable \_clientsRemoverThread is instantiated with a call to : new std::Thread ()** passing it the **parameter &TcpServer::removeDeadClients** and it’s TcpServer class object (this) as well.
* **It then sets up a try-catch block:**
  + **The try block:**
    - Calls initializeSocket()
    - bindAddress()
    - listenToClients(maxNumberOfClients)
  + **The catch ( const std::runtime\_error &error) block:**
    - Returns to the caller: pipe\_ret\_t::failure(error.what())
  + **Otherwise this is returned:** pipe\_ret\_t::success()

**src/Tcp\_server.cpp: TcpServer::initializeSocket():**

* The member variable \_sockfd is initialized using **socket() with protocol family AF\_INET, socket type SOCK\_STREAM, and protocol zero.** This socket is the uniform interface between the user process and the network protocol stacks in the kernel. The socket layer functions are used by the user process (tcp\_server here) to send or receive packets and to do other socket operations. If this socket creation fails a runtime error is thrown.
* **Setsockopt()** is used **to set the socket for reuse**. This is done because if the socket is closed, you may have to wait 4 minutes. It is given level **SOL\_SOCKET** so that the socket can be manipulated at the API level. Optname **SO\_REUSEADDR** is passed uninterpreted to the appropriate protocol module for interpretation (socket reuse). Most **socket-level options** utilize an int argument for optval, and it should be non-zero (1) to enable a boolean option, or zero if the option is to be disabled.

**src/Tcp\_server.cpp: TcpServer::bindAddress(int port):**

* The tcp\_server member variable \_serverAddress (type struct sockaddr\_in) is first zeroed and then initialized with these fields:
  + \_serverAddress.sin\_family = AF\_INET
  + \_serverAddress.sin\_addr.s\_addr = htonl(INADDR\_ANY)
  + \_serverAddress.sin\_port = htons(port)
  + Note: uint32\_t htonl(uint32\_t hostlong) : The **htonl**() function converts the unsigned integer *hostlong* from host byte order to network byte order.
  + Note: uint16\_t htons(uint16\_t hostshort): The **htons**() function converts the unsigned short integer *hostshort* from host byte order to network byte order.
  + Note: On the i386 the host byte order is Least Significant Byte first, whereas the network byte order, as used on the Internet, is Most Significant Byte first.
  + Note: Some systems require the inclusion of *<[netinet/in.h](https://linux.die.net/include/netinet/in.h)>* instead of *<[arpa/inet.h](https://linux.die.net/include/arpa/inet.h)>*.
* **Bind**() is done next: When a socket is created with socket(), it exists in a name space (address family) but has no address assigned to it. **bind**() assigns the address specified by *\_serverAddress* to the socket referred to by the file descriptor \_*sockfd*. *addrlen* specifies the size, in bytes, of the address structure pointed to by *\_serverAddress.* Traditionally, this operation is called “assigning a name to a socket”. If bind fails, a run time error is thrown.

**src/Tcp\_server.cpp: TcpServer::** **listenToClients(int maxNumOfClients):**

* **Listen(int sockfd, int backlog) is called** passing in the \_sockfd and the maxNumOfClients.
* Listen() marks the socket referred to by *sockfd* as a passive socket, that is, as a socket that will be used to accept incoming connection requests using accept(). The *sockfd* argument is a file descriptor that refers to a socket of type SOCK\_STREAM in this code, but could also be SOCK\_SEQPACKET. The *backlog* argument defines the maximum length to which the queue of pending connections for *sockfd* may grow. If a connection request arrives when the queue is full, the client may receive an error with an indication of **ECONNREFUSED** or, if the underlying protocol supports retransmission, the request may be ignored so that a later reattempt at connection succeeds. If listening to the maxNumOfClients fails, a run time error is thrown.

--still working on the document—the following are not completed yet:

**src/tcp\_server.c** – some of this is above, but any code that I added or changed is already described and highlighted above.

**src/tcp\_server.cpp: TcpServer::acceptClient(uint timeout):**

* **Accept and handle new client socket.**
* To handle multiple clients, client\_example.cpp : main() calls this 3 times to enable the acceptance of more than one client.
* If the timeout argument is zero, this function is executed in blocking mode.
* If the timeout argument is greater than zero, this function is executed in non-blocking mode (asynchronously) and will quit after timeout seconds if no client tried to connect.
* It returns the accept client IP (std::string).
* src/tcp\_server.cpp: **TcpServer:: waitForClient(timeout) is called**, blocking if timeout=0, and within a timeout if timeout > 0. If not successful in connecting to a client, a run time error is thrown.
* **fileDescriptor = accept(\_sockfd.get(), (struct sockaddr\*)&\_clientAddress, &socketSize):** accept() accepts a connection on socket. This system call is used with connection-based socket types (SOCK\_STREAM, SOCK\_SEQPACKET—SOCKSTREAM in this project example). It extracts the first connection request on the queue of pending connections for the listening socket, \_sockfd.get(), creates a new connected socket, and returns a fileDescriptor referring to that socket. The newly created socket is not in the listening state. The original socket in \_sockfd is unaffected by this call. The argument \_sockfd is a socket that has been created with socket(), bound to a local IP address with bind(), and is listening for connections with listen(). The argument \_clientAddress is a pointer to a sockaddr structure. This structure is filled in with the address of the peer socket, as known to the communications layer. The exact format of the address returned to \_clientAddress is determined by the socket’s address family (referenced in socket() and respective protocol man pages). When \_clientAddress is NULL, nothing is filled in, and in this case, &socketSize is NULL since its not used. The socketSize argument is a value-result argument. The caller must initialize it to contain the size in bytes of the structure pointed to by \_clientAddress, and on return, it will contain the actual size of the peer address. The returned address is truncated if the buffer provided is too small. In this case, socketSize will return a value greater than was supplied to the call. If no pending connections are waiting on the queue, and the socket is NOT marked as non-blocking, accept() blocks the caller until a connection is present. If the socket is marked as non-blocking, and no pending connections are present in the queue, accept() fails with the error EAGAIN or EWOULDBLOCK.
* **In order to be notified of incoming connections on a socket, you can use select(), poll() or epoll(). A readable event will be delivered when a new connection is attempted and you may then call accept() to get a socket for that connection.** Alternatively, you can set the socket to deliver SIGIO when activity occurs on the socket.
* **There is another version of accept() that has a flags parameter.** When this is zero, it’s the same as the other accept() system call, and when non-zero, the following values can be bitwise Ored in flags to obtain different behavior:
  + SOCK\_NONBLOCK: Set the O\_NONBLOCK file status flag on the open file description (see open()) referred to by the new file descriptor. Using this flag saves extra calls to fcntl() to achieve the same result.
  + SOCK\_CLOEXEC: Set the close-on-exec (FD\_CLOEXEC) flag on the new file descriptor. See the description of the O\_CLOEXEC flag in open() for reasons why this may be useful.
* **On success, these accept() system calls return a file descriptor for the accepted socket** ( a non-negative integer). On error, -1 is returned, errno is set to indicate the error and socketSize is left unchanged. In the error case, a run time error event is thrown with the errno.
* **auto newClient = new Client(fileDescriptor);**
* The **auto** keyword in C++ **automatically detects and assigns a data type to the variable with which it is used**. The compiler analyses the variable's data type by looking at its initialization. It is necessary to initialize the variable when declaring it using the auto keyword.
* The IP address is assigned: **newClient->setIp(inet\_ntoa(\_clientAddress.sin\_addr));**
* NOTE: The **inet\_ntoa**() function converts the Internet host address *in*, given in network byte order, to a string in IPv4 dotted-decimal notation. The string is returned in a statically allocated buffer, which subsequent calls will overwrite.
* **using namespace std::placeholders**
* **newClient->setEventsHandler(std::bind(&TcpServer::clientEventHandler, this, \_1, \_2, \_3))**
* Note: **std::bind**: Returns a function object based on fn, but with its arguments bound to args.  
  Each argument may either be bound to a *value* or be a [*placeholder*](https://cplusplus.com/placeholders):  
  - If bound to a *value*, calling the returned function object will always use that value as argument.  
  - If a [*placeholder*](https://cplusplus.com/placeholders), calling the returned function object forwards an argument passed to the call (the one whose order number is specified by the placeholder).
* **std::placeholders: Note:**
  + **namespace placeholders** { extern /\* unspecified \*/ \_1; extern /\* unspecified \*/ \_2; extern /\* unspecified \*/ \_3; // ...}
  + **Bind argument placeholders**
  + This **namespace declares an unspecified number of objects: \_1, \_2, \_3,...,** which are used **to specify *placeholders* in calls to function** [**bind**](https://cplusplus.com/bind).
  + When the function object returned by [bind](https://cplusplus.com/bind) is called, an argument with *placeholder* \_1 is replaced by the first argument in the call, \_2 is replaced by the second argument in the call, and so on... For example:

|  |
| --- |
| * + using namespace std::placeholders;   + auto bound\_fn = std::bind (fn,100,\_1);   + bound\_fn(5); // calls fn(100,5), i.e.: replacing \_1 by the first argument: 5 |

* **newClient->startListen()**
* **std::lock\_guard<std::mutex> lock(\_clientsMtx);**
* **\_clients.push\_back(newClient); // new client is added to the servers clients vector**
* **return newClient->getIp();**

**src/tcp\_server.cpp: TcpServer::** **waitForClient(uint32\_t timeout):**

* When timeout > 0: The server waits for the client with the timeout value by calling :
  + src/common.cpp: in **namespace fd\_wait:** 
    - **const fd\_wait::Result waitResult = fd\_wait::waitFor(\_sockfd, timeout)**
  + A Boolean is initialized to**: noIncomingClient =** (!**FD\_ISSET(\_sockfd.get(), &\_fds))**
  + **FD\_ISSET(fd, &fdset):** Returns a non-zero value if the bit for the file descriptor fd is set in the file descriptor set pointed to by fdset, and 0 otherwise.
  + These are the possible error cases with waitResult: FAILURE, TIMEOUT or FILE DESCRIPTOR IS NOT SET. Otherwise, SUCCESS is returned.

**src/Tcp\_server.cpp:: TcpServer::** **sendToAllClients(const char \* msg, size\_t size):**

* **The server’s \_clientsMtx is locked for its \_clients vector**: std::lock\_guard<std::mutex> lock(\_clientsMtx);
* For each client in the server’s vector of \_clients: sendToClient() is called, passing a pointer to the client, the msg and the size, and the send result returned to the caller immediately if one client send is not successful, but if all client sends are successful, the send result of success is returned for all clients to the caller.

**src/tcp\_server.cpp::** **TcpServer::sendToClient(const Client & client, const char \* msg, size\_t size):**

* Sends a message to a specific client determined by the IP address, and returns true if the message was sent successfully.
* This is done by using a try-catch block:
  + Try: client.send(msg, size)
  + Catch(): returns the run time error if the client.send() fails.

**src/tcp\_server.cpp::** **TcpServer::sendToClient(const std::string & clientIP, const char \* msg, size\_t size):**

* Because **this version of TcpServer::sendToClient()** uses the \_clients member variable vector of clients, the mutex for it has to be locked: std::lock\_guard<std::mutex> lock(\_clientsMtx)
* An iterator is created to iterate through the \_clients vector:
* **Note**: InputIterator find\_if (InputIterator first, InputIterator last, UnaryPredicate pred);
* First iterator below is: clients.begin()
* Last iterator below is: clients.end()
* Pred below is: [&clientIP](Client \*client) { return client->getIp() == clientIP; }
* **Std::find\_if:** Returns an iterator to the first element in the range [first,last) for which pred returns true. If no such element is found, the function returns last.
  + const auto clientIter = std::find\_if(\_clients.begin(), \_clients.end(),

[&clientIP](Client \*client) { return client->getIp() == clientIP; });

* If a **client is found in the server’s \_clients vector with a matching IP address, the other TcpServer::sendToClient() described above here is called, and the return value returned to the caller:**
  + **return sendToClient(client, msg, size)**

**src/tcp\_server.cpp::** **TcpServer::close():**

* **terminateDeadClientsRemover**() is called
* In the first block: **The server’s \_clientsMtx is locked for its \_clients vector**: std::lock\_guard<std::mutex> lock(\_clientsMtx);
* A for loop on the TcpServer’s \_clients vector is started with a try-catch block:
  + **Try block: calls: client->close() //src/clients.cpp:Client::close()**
  + **Catch block: returns the run time error if the client->close() fails.**
  + The TcpServer’s \_clients vector is then cleared: **\_clients.clear()**: destroys the vector by removing all elements from the vector and sets size of vector to zero.
* **In the second block: the server is closed.** 
  + **::close( \_sockfd.get()) is called. This description goes with unistd.h version.** The *close*() function shall deallocate the file descriptor indicated by *fildes*. To deallocate means to make the file descriptor available for return by subsequent calls to *open*() or other functions that allocate file descriptors. All outstanding record locks owned by the process on the file associated with the file descriptor shall be removed (that is, unlocked).
  + If *close*() is interrupted by a signal that is to be caught, it shall return -1 with *errno* set to [EINTR] and the state of *fildes* is unspecified. If an I/O error occurred while reading from or writing to the file system during *close*(), it may return -1 with *errno* set to [EIO]; if this error is returned, the state of *fildes* is unspecified.
  + When all file descriptors associated with a pipe or FIFO special file are closed, any data remaining in the pipe or FIFO shall be discarded.
  + When all file descriptors associated with an open file description have been closed, the open file description shall be freed.
  + If the link count of the file is 0, when all file descriptors associated with the file are closed, the space occupied by the file shall be freed and the file shall no longer be accessible.
  + If a STREAMS-based *fildes* is closed and the calling process was previously registered to receive a SIGPOLL signal for events associated with that STREAM, the calling process shall be unregistered for events associated with the STREAM. The last *close*() for a STREAM shall cause the STREAM associated with *fildes* to be dismantled. If O\_NONBLOCK is not set and there have been no signals posted for the STREAM, and if there is data on the module's write queue, *close*() shall wait for an unspecified time (for each module and driver) for any output to drain before dismantling the STREAM. The time delay can be changed via an I\_SETCLTIME *ioctl*() request. If the O\_NONBLOCK flag is set, or if there are any pending signals, *close*() shall not wait for output to drain, and shall dismantle the STREAM immediately.
  + If the implementation supports STREAMS-based pipes, and *fildes* is associated with one end of a pipe, the last *close*() shall cause a hangup to occur on the other end of the pipe. In addition, if the other end of the pipe has been named by *fattach*(), then the last *close*() shall force the named end to be detached by *fdetach*(). If the named end has no open file descriptors associated with it and gets detached, the STREAM associated with that end shall also be dismantled.
  + If *fildes* refers to the master side of a pseudo-terminal, and this is the last close, a SIGHUP signal shall be sent to the controlling process, if any, for which the slave side of the pseudo-terminal is the controlling terminal. It is unspecified whether closing the master side of the pseudo-terminal flushes all queued input and output.
  + If *fildes* refers to the slave side of a STREAMS-based pseudo-terminal, a zero-length message may be sent to the master.
  + When there is an outstanding cancelable asynchronous I/O operation against *fildes* when *close*() is called, that I/O operation may be canceled. An I/O operation that is not canceled completes as if the *close*() operation had not yet occurred. All operations that are not canceled shall complete as if the *close*() blocked until the operations completed. The *close*() operation itself need not block awaiting such I/O completion. Whether any I/O operation is canceled, and which I/O operation may be canceled upon *close*(), is implementation-defined.
  + If a shared memory object or a memory mapped file remains referenced at the last close (that is, a process has it mapped), then the entire contents of the memory object shall persist until the memory object becomes unreferenced. If this is the last close of a shared memory object or a memory mapped file and the close results in the memory object becoming unreferenced, and the memory object has been unlinked, then the memory object shall be removed.
  + If *fildes* refers to a socket, *close*() shall cause the socket to be destroyed. If the socket is in connection-mode, and the SO\_LINGER option is set for the socket with non-zero linger time, and the socket has untransmitted data, then *close*() shall block for up to the current linger interval until all data is transmitted.
  + **If closing the server fails, a run time error is returned, otherwise, success is returned.**

**src/tcp\_client.cpp:**

**src/tcp\_client.cpp:TcpClient::TcpClient() constructor:**

* The TcpClient constructor initializes \_isConnected to FALSE and \_isClosed to TRUE.

**src/tcp\_client.cpp:TcpClient::~TcpClient() destructor:**

* TcpClient::close() is called, terminating the receive thread, calling the unistd.h ::close() on the socket file descriptor and returns fail if this fails, sets \_isClosed to TRUE, and returns success.

**src/tcp\_client.cpp:TcpClient::connectTo(const std::string & address, int port):**

* **A try-catch block starts the connectTo() function.**
  + **Try block:** 
    - * **Calls initializeSocket()**
      * **Calls setAddress(address, port)**
  + **Catch block: returns a run time error if the try block fails.**
* **connectResult = connect(\_sockfd.get() , (struct sockaddr \*)&\_server , sizeof(\_server))**
  + The **connect**() system call connects the socket referred to by the file descriptor *sockfd* to the address specified by *addr*. The *addrlen* argument specifies the size of *addr*. The format of the address in *addr* is determined by the address space of the socket *sockfd*; see [socket(2)](https://man7.org/linux/man-pages/man2/socket.2.html) for further details.
  + If the socket *sockfd* is of type **SOCK\_DGRAM**, then *addr* is the address to which datagrams are sent by default, and the only address from which datagrams are received. If the socket is of type **SOCK\_STREAM** or **SOCK\_SEQPACKET**, this call attempts to make a connection to the socket that is bound to the address specified by *addr*.
  + Some protocol sockets (e.g., UNIX domain stream sockets) may successfully **connect**() only once.
  + Some protocol sockets (e.g., datagram sockets in the UNIX and Internet domains) may use **connect**() multiple times to change their association.
  + Some protocol sockets (e.g., TCP sockets as well as datagram sockets in the UNIX and Internet domains) may dissolve the association by connecting to an address with the *sa\_family* member of *sockaddr* set to **AF\_UNSPEC**; thereafter, the socket can be connected to another address. (**AF\_UNSPEC** is supported since Linux 2.2.)
* If the connect() fails, failure is returned.
* TcpClient::startReceivingMessages() is called.
* The TcpClient member variable \_isConnected is set to TRUE and \_isClosed is set to FALSE, and success returned.

**src/tcp\_client.cpp:TcpClient::** **initializeSocket():**

* The member variable \_sockfd is initialized using **socket() with protocol family AF\_INET, socket type SOCK\_STREAM, and protocol zero.** This socket is the uniform interface between the user process and the network protocol stacks in the kernel. The socket layer functions are used by the user process (tcp\_client here) to send or receive packets and to do other socket operations. If this socket creation fails , a run time error is thrown.

**src/tcp\_client.cpp:TcpClient::** **setAddress(const std::string& address, int port):**

* const int inetSuccess = **inet\_aton(address.c\_str(), &\_server.sin\_addr)**
  + **Note: int inet\_aton(const char \****cp***, struct in\_addr \****inp***);**
  + **inet\_aton**() converts the Internet host address *cp* from the IPv4 numbers-and-dots notation into binary form (in network byte order) and stores it in the structure that *inp* points to. **inet\_aton**() returns nonzero if the address is valid, zero if not. The address supplied in *cp* can have one of the following forms:
  + *a.b.c.d*
  + Each of the four numeric parts specifies a byte of the address; the bytes are assigned in left-to-right order to produce the binary address.
  + *a.b.c*
  + Parts *a* and *b* specify the first two bytes of the binary address. Part *c* is interpreted as a 16-bit value that defines the rightmost two bytes of the binary address. This notation is suitable for specifying (outmoded) Class B network addresses.
  + *a.b*
  + Part *a* specifies the first byte of the binary address. Part *b* is interpreted as a 24-bit value that defines the rightmost three bytes of the binary address. This notation is suitable for specifying (outmoded) Class C network addresses.
  + *a*
  + The value *a* is interpreted as a 32-bit value that is stored directly into the binary address without any byte rearrangement.
  + In all of the above forms, components of the dotted address can be specified in decimal, octal (with a leading *0*), or hexadecimal, with a leading *0X*). Addresses in any of these forms are collectively termed *IPV4 numbers-and-dots notation*. The form that uses exactly four decimal numbers is referred to as *IPv4 dotted-decimal notation* (or sometimes: *IPv4 dotted-quad notation*
* **If inet\_aton() does not put the IP address into IP strings and dots formet, the next step is to try to resolve it:** 
  + - struct hostent \*host
    - struct in\_addr \*\*addrList
    - if ( (host = **gethostbyname( address.c\_str() )** ) == nullptr){
    - throw std::runtime\_error("Failed to resolve hostname")
    - }
    - addrList = (struct in\_addr \*\*) host->h\_addr\_list
    - \_server.sin\_addr = \*addrList[0]
* If inet\_aton() succeeded in putting the IP address into IP strings and dots format:
  + \_server.sin\_family = AF\_INET //**protocol family**
  + \_server.sin\_port = **htons**(port)
  + Note: uint16\_t htons(uint16\_t hostshort): The **htons**() function converts the unsigned short integer *hostshort* from host byte order to network byte order.
  + Note: On the i386 the host byte order is Least Significant Byte first, whereas the network byte order, as used on the Internet, is Most Significant Byte first.
  + Note: Some systems require the inclusion of *<[netinet/in.h](https://linux.die.net/include/netinet/in.h)>* instead of *<[arpa/inet.h](https://linux.die.net/include/arpa/inet.h)>*.

**src/tcp\_client.cpp:TcpClient::** **startReceivingMessages():**

* The client member variable **\_receiveTask** is initialized with:
  + - **new std::thread(&TcpClient::receiveTask, this);**
    - **Note: std::thread:**
    - class thread;
    - Thread
    - Class to represent individual *threads of execution*.
    - A thread of execution is a sequence of instructions that can be executed concurrently with other such sequences in *multithreading* environments, while sharing a same address space.
    - An initialized thread object represents an active thread of execution; Such a thread object is *joinable*, and has a unique *thread id*.
    - A default-constructed (non-initialized) thread object is *not joinable*, and its *thread id* is common for all *non-joinable* threads.
    - A *joinable* thread becomes *not joinable* if *moved from*, or if either join or detach are called on them

**src/tcp\_client.cpp:TcpClient::** **sendMsg(const char \* msg, size\_t size):**

* **const size\_t numBytesSent = send(\_sockfd.get(), msg, size, 0)**
* **If the number of bytes sent is less than zero or if less than the number of bytes requested in the size parameter, an error message is printed, and failure returned. Otherwise, success is returned if the send() succeeds.**
  + **Note:** ssize\_t send(int *sockfd*, const void *buf*[.*len*], size\_t *len*, int *flags*)
  + The system calls **send**(), **sendto**(), and **sendmsg**() are used to transmit a message to another socket.
  + The **send**() call may be used only when the socket is in a *connected* state (so that the intended recipient is known). The only difference between **send**() and [write(2)](https://man7.org/linux/man-pages/man2/write.2.html) is the presence of *flags*. With a zero *flags* argument, **send**() is equivalent to [write(2)](https://man7.org/linux/man-pages/man2/write.2.html). Also, the following call:
    - send(sockfd, buf, len, flags)
    - is equivalent to
    - sendto(sockfd, buf, len, flags, NULL, 0)
    - The argument *sockfd* is the file descriptor of the sending socket.
    - If **sendto**() is used on a connection-mode (**SOCK\_STREAM**, **SOCK\_SEQPACKET**) socket, the arguments *dest\_addr* and *addrlen* are ignored (and the error **EISCONN** may be returned when they are not NULL and 0), and the error **ENOTCONN** is returned when the socket was not actually connected. Otherwise, the address of the target is given by *dest\_addr* with *addrlen* specifying its size.
    - For **sendmsg**(), the address of the target is given by *msg.msg\_name*, with *msg.msg\_namelen* specifying its size. For **send**() and **sendto**(), the message is found in *buf* and has length *len*. For **sendmsg**(), the message is pointed to by the elements of the array *msg.msg\_iov*. The **sendmsg**() call also allows sending ancillary data (also known as control information). If the message is too long to pass atomically through the underlying protocol, the error **EMSGSIZE** is returned, and the message is not transmitted.
    - No indication of failure to deliver is implicit in a **send**().
    - Locally detected errors are indicated by a return value of -1.
    - When the message does not fit into the send buffer of the socket, **send**() normally blocks, unless the socket has been placed in nonblocking I/O mode. In nonblocking mode it would fail with the error **EAGAIN** or **EWOULDBLOCK** in this case.
    - The select() call may be used to determine when it is possible to send more data.
    - **The flags argument:**
    - The *flags* argument is the bitwise OR of zero or more of the following flags.
    - **MSG\_CONFIRM:** Tell the link layer that forward progress happened: you got a successful reply from the other side. If the link layer doesn't get this it will regularly reprobe the neighbor (e.g., via a unicast ARP). Valid only on **SOCK\_DGRAM** and **SOCK\_RAW** sockets and currently implemented only for IPv4 and IPv6. See [arp(7)](https://man7.org/linux/man-pages/man7/arp.7.html) for details.
    - **MSG\_DONTROUTE:** Don't use a gateway to send out the packet, send to hosts only on directly connected networks. This is usually use only by diagnostic or routing programs. This is defined only for protocol families that route; packet sockets don't.
    - **MSG\_DONTWAIT** : Enables nonblocking operation; if the operation would block, **EAGAIN** or **EWOULDBLOCK** is returned. This provides similar behavior to setting the **O\_NONBLOCK** flag (via the [fcntl(2)](https://man7.org/linux/man-pages/man2/fcntl.2.html) **F\_SETFL** operation), but differs in that **MSG\_DONTWAIT** is a per-call option, whereas **O\_NONBLOCK** is a setting on the open file description (see [open(2)](https://man7.org/linux/man-pages/man2/open.2.html)), which will affect all threads in the calling process and as well as other processes that hold file descriptors referring to the same open file description.
    - **MSG\_EOR** : Terminates a record (when this notion is supported, as for sockets of type **SOCK\_SEQPACKET**).
    - **MSG\_MORE** : The caller has more data to send. This flag is used with TCP sockets to obtain the same effect as the **TCP\_CORK** socket option (see [tcp(7)](https://man7.org/linux/man-pages/man7/tcp.7.html)), with the difference that this flag can be set on a per-call basis Since Linux 2.6, this flag is also supported for UDP sockets, and informs the kernel to package all of the data sent in calls with this flag set into a single datagram which is transmitted only when a call is performed that does not specify this flag. (See also the **UDP\_CORK** socket option described in [udp(7)](https://man7.org/linux/man-pages/man7/udp.7.html).
    - **MSG\_NOSIGNAL** (since Linux 2.2) Don't generate a **SIGPIPE** signal if the peer on a stream-oriented socket has closed the connection. The **EPIPE** error is still returned. This provides similar behavior to using [sigaction(2)](https://man7.org/linux/man-pages/man2/sigaction.2.html) to ignore **SIGPIPE**, but, whereas **MSG\_NOSIGNAL** is a per-call feature, ignoring **SIGPIPE** setts a process attribute that affects all threads in the process.
    - **MSG\_OOB:** Sends *out-of-band* data on sockets that support this notion (e.g., of type **SOCK\_STREAM**); the underlying protocol must also support *out-of-band* data.
    - **MSG\_FASTOPEN** : Attempts TCP Fast Open (RFC7413) and sends data in the SYN like a combination of [connect(2)](https://man7.org/linux/man-pages/man2/connect.2.html) and [write(2)](https://man7.org/linux/man-pages/man2/write.2.html), by performing an implicit [connect(2)](https://man7.org/linux/man-pages/man2/connect.2.html) operation. It blocks until the data is buffered and the handshake has completed. For a non-blocking socket, it returns the number of bytes buffered and sent in the SYN packet. If the cookie is not available locally, it returns **EINPROGRESS**, and sends a SYN with a Fast Open cookie request automatically. The caller needs to write the data again when the socket is connected. On errors, it set the same [*errno*](https://man7.org/linux/man-pages/man3/errno.3.html) as [connect(2)](https://man7.org/linux/man-pages/man2/connect.2.html) if the handshake fails. The flag requires enabling TCP Fast Open client support on sysctl *net.ipv4.tcp\_fastopen*. Refer to **TCP\_FASTOPEN\_CONNECT** socket option in [tcp(7)](https://man7.org/linux/man-pages/man7/tcp.7.html) for an alternative approach.
    - **sendmsg()**: The definition of the *msghdr* structure employed by **sendmsg**() is as follows:
      * struct msghdr {
        + void \*msg\_name; /\* Optional address \*/
        + socklen\_t msg\_namelen; /\* Size of address \*/
        + struct iovec \*msg\_iov; /\* Scatter/gather array \*/
        + size\_t msg\_iovlen; /\* # elements in msg\_iov \*/
        + void \*msg\_control; /\* Ancillary data, see below \*/
        + size\_t msg\_controllen; /\* Ancillary data buffer len \*/
        + int msg\_flags; /\* Flags (unused) \*/
      * };
      * The *msg\_name* field is used on an unconnected socket to specify the target address for a datagram. It points to a buffer containing the address; the *msg\_namelen* field should be set to the size of the address. For a connected socket, these fields should be specified as NULL and 0, respectively.
      * The *msg\_iov* and *msg\_iovlen* fields specify scatter-gather locations, as for [writev(2)](https://man7.org/linux/man-pages/man2/writev.2.html).
      * You may send control information (ancillary data) using the *msg\_control* and *msg\_controllen* members. The maximum control buffer length the kernel can process is limited per socket by the value in */proc/sys/net/core/optmem\_max*; see [socket(7)](https://man7.org/linux/man-pages/man7/socket.7.html). For further information on the use of ancillary data in various socket domains, see [unix(7)](https://man7.org/linux/man-pages/man7/unix.7.html) and [ip(7)](https://man7.org/linux/man-pages/man7/ip.7.html).
      * The *msg\_flags* field is ignored.

**src/tcp\_client.cpp:TcpClient::** **subscribe(const client\_observer\_t & observer):**

* Locks the server member variable: \_subscribersMtx with:
  + std::lock\_guard<std::mutex> lock(\_subscriberMtx)
* **The \_subscribers TcpClient member variable vector adds the observer to it.**

**src/tcp\_client.cpp:TcpClient::** **publishServerMsg(const char \* msg, size\_t msgSize):**

* This publishes the incomingPacketHandler client message to the observer. Observers get only messages that originated from clients with IP addresses identical to the specific observer requested IP.
* Locks the server member variable: \_subscribersMtx with:
  + std::lock\_guard<std::mutex> lock(\_subscriberMtx)
* A for loop is started to loop on the client subscriber vector list member variable: \_subscribers:
  + If the subscriber.incomingPacketHandler is defined:
    - A call is made to: subscriber.incomingPacketHandler(msg. msgSize)

**src/tcp\_client.cpp:TcpClient::** **publishServerDisconnected(const pipe\_ret\_t & ret):**

* Publish Client disconnection to observer. Observers only get notified about clients with an IP address identical to the specific observer requested IP.
* Locks the server member variable: \_subscribersMtx with:
  + std::lock\_guard<std::mutex> lock(\_subscriberMtx)
* A for loop is started to loop on the server observer subscriber vector list member variable: \_subscribers:
  + If the subscriber.disconnectionHandler is defined:
    - A call is made to: subscriber.disconnectionHandler(ret)

**src/tcp\_client.cpp:TcpClient::** **receiveTask():**

* **The TcpClient receives server packets and notifies the user.**
* **A while loop is started on TcpClient::isConnected() being true:** std::atomic<bool> \_isConnected: The main characteristic of atomic objects is that access to this contained value from different threads cannot cause data races (i.e., doing that is *well-defined behavior*, with accesses properly sequenced). Generally, for all other objects, the possibility of causing a data race for accessing the same object concurrently qualifies the operation as *undefined behavior*.
* src/common.cpp: in namespace fd\_wait:Result waitResult = fd\_wait:waitFor(\_sockfd)
  + If waitResult == FAILURE, a run time error is thrown.
  + If waitResult == TIMEOUT, the while loop continues from the top.
* char msg[MAX\_PACKET\_SIZE]
* **const size\_t numOfBytesReceived = recv(\_sockfd.get(), msg, MAX\_PACKET\_SIZE, 0)**
* **If the numBytesReceived is less than 1 byte, a std::string errorMsg is created.**
  + - If the numBytesReceived == 0, the server closed the connection goes into the errorMsg. Otherwise, the errorMsg gets the errno string error message.
    - The TcpClient member variable \_isConnected is set to FALSE.
    - **TcpClient::publishServerDisconnected()** is called with the failure error message (described just above) and return called.
* **If the numBytesReceived is greater than or equal to 1 byte:**
  + - **TcpClient::publishServerMsg( msg, numBytesReceived)** is called, described just above.
* **Note:**  The **recv**(), **recvfrom**(), and **recvmsg**() calls are used to receive

messages from a socket. They may be used to receive data on both

connectionless and connection-oriented sockets. This page first

describes common features of all three system calls, and then

describes the differences between the calls.

The only difference between **recv**() and [read(2)](https://man7.org/linux/man-pages/man2/read.2.html) is the presence of

*flags*. With a zero *flags* argument, **recv**() is generally

equivalent to [read(2)](https://man7.org/linux/man-pages/man2/read.2.html) (but see NOTES). Also, the following call

recv(sockfd, buf, len, flags);

is equivalent to

recvfrom(sockfd, buf, len, flags, NULL, NULL);

All three calls return the length of the message on successful

completion. If a message is too long to fit in the supplied

buffer, excess bytes may be discarded depending on the type of

socket the message is received from.

If no messages are available at the socket, the receive calls

wait for a message to arrive, unless the socket is nonblocking

(see [fcntl(2)](https://man7.org/linux/man-pages/man2/fcntl.2.html)), in which case the value -1 is returned and [*errno*](https://man7.org/linux/man-pages/man3/errno.3.html)

is set to **EAGAIN** or **EWOULDBLOCK**. The receive calls normally

return any data available, up to the requested amount, rather

than waiting for receipt of the full amount requested.

An application can use [select(2)](https://man7.org/linux/man-pages/man2/select.2.html), [poll(2)](https://man7.org/linux/man-pages/man2/poll.2.html), or [epoll(7)](https://man7.org/linux/man-pages/man7/epoll.7.html) to

determine when more data arrives on a socket.

**The flags argument**

The *flags* argument is formed by ORing one or more of the

following values:

**MSG\_CMSG\_CLOEXEC** (**recvmsg**() only; since Linux 2.6.23)

Set the close-on-exec flag for the file descriptor

received via a UNIX domain file descriptor using the

**SCM\_RIGHTS** operation (described in [unix(7)](https://man7.org/linux/man-pages/man7/unix.7.html)). This flag is

useful for the same reasons as the **O\_CLOEXEC** flag of

[open(2)](https://man7.org/linux/man-pages/man2/open.2.html).

**MSG\_DONTWAIT** (since Linux 2.2)

Enables nonblocking operation; if the operation would

block, the call fails with the error **EAGAIN** or

**EWOULDBLOCK**. This provides similar behavior to setting

the **O\_NONBLOCK** flag (via the [fcntl(2)](https://man7.org/linux/man-pages/man2/fcntl.2.html) **F\_SETFL** operation),

but differs in that **MSG\_DONTWAIT** is a per-call option,

whereas **O\_NONBLOCK** is a setting on the open file

description (see [open(2)](https://man7.org/linux/man-pages/man2/open.2.html)), which will affect all threads

in the calling process and as well as other processes that

hold file descriptors referring to the same open file

description.

**MSG\_ERRQUEUE** (since Linux 2.2)

This flag specifies that queued errors should be received

from the socket error queue. The error is passed in an

ancillary message with a type dependent on the protocol

(for IPv4 **IP\_RECVERR**). The user should supply a buffer of

sufficient size. See [cmsg(3)](https://man7.org/linux/man-pages/man3/cmsg.3.html) and [ip(7)](https://man7.org/linux/man-pages/man7/ip.7.html) for more

information. The payload of the original packet that

caused the error is passed as normal data via *msg\_iovec*.

The original destination address of the datagram that

caused the error is supplied via *msg\_name*.

The error is supplied in a *sock\_extended\_err* structure:

#define SO\_EE\_ORIGIN\_NONE 0

#define SO\_EE\_ORIGIN\_LOCAL 1

#define SO\_EE\_ORIGIN\_ICMP 2

#define SO\_EE\_ORIGIN\_ICMP6 3

struct sock\_extended\_err

{

uint32\_t ee\_errno; /\* Error number \*/

uint8\_t ee\_origin; /\* Where the error originated \*/

uint8\_t ee\_type; /\* Type \*/

uint8\_t ee\_code; /\* Code \*/

uint8\_t ee\_pad; /\* Padding \*/

uint32\_t ee\_info; /\* Additional information \*/

uint32\_t ee\_data; /\* Other data \*/

/\* More data may follow \*/

};

struct sockaddr \*SO\_EE\_OFFENDER(struct sock\_extended\_err \*);

*ee\_errno* contains the [*errno*](https://man7.org/linux/man-pages/man3/errno.3.html) number of the queued error.

*ee\_origin* is the origin code of where the error

originated. The other fields are protocol-specific. The

macro **SO\_EE\_OFFENDER** returns a pointer to the address of

the network object where the error originated from given a

pointer to the ancillary message. If this address is not

known, the *sa\_family* member of the *sockaddr* contains

**AF\_UNSPEC** and the other fields of the *sockaddr* are

undefined. The payload of the packet that caused the

error is passed as normal data.

For local errors, no address is passed (this can be

checked with the *cmsg\_len* member of the *cmsghdr*). For

error receives, the **MSG\_ERRQUEUE** flag is set in the

*msghdr*. After an error has been passed, the pending

socket error is regenerated based on the next queued error

and will be passed on the next socket operation.

**MSG\_OOB**

This flag requests receipt of out-of-band data that would

not be received in the normal data stream. Some protocols

place expedited data at the head of the normal data queue,

and thus this flag cannot be used with such protocols.

**MSG\_PEEK**

This flag causes the receive operation to return data from

the beginning of the receive queue without removing that

data from the queue. Thus, a subsequent receive call will

return the same data.

**MSG\_TRUNC** (since Linux 2.2)

For raw (**AF\_PACKET**), Internet datagram (since Linux

2.4.27/2.6.8), netlink (since Linux 2.6.22), and UNIX

datagram as well as sequenced-packet (since Linux 3.4)

sockets: return the real length of the packet or datagram,

even when it was longer than the passed buffer.

For use with Internet stream sockets, see [tcp(7)](https://man7.org/linux/man-pages/man7/tcp.7.html).

**MSG\_WAITALL** (since Linux 2.2)

This flag requests that the operation block until the full

request is satisfied. However, the call may still return

less data than requested if a signal is caught, an error

or disconnect occurs, or the next data to be received is

of a different type than that returned. This flag has no

effect for datagram sockets.

**recvfrom()**

**recvfrom**() places the received message into the buffer *buf*. The

caller must specify the size of the buffer in *len*.

If *src\_addr* is not NULL, and the underlying protocol provides the

source address of the message, that source address is placed in

the buffer pointed to by *src\_addr*. In this case, *addrlen* is a

value-result argument. Before the call, it should be initialized

to the size of the buffer associated with *src\_addr*. Upon return,

*addrlen* is updated to contain the actual size of the source

address. The returned address is truncated if the buffer

provided is too small; in this case, *addrlen* will return a value

greater than was supplied to the call.

If the caller is not interested in the source address, *src\_addr*

and *addrlen* should be specified as NULL.

**recv()**

The **recv**() call is normally used only on a *connected* socket (see

[connect(2)](https://man7.org/linux/man-pages/man2/connect.2.html)). It is equivalent to the call:

recvfrom(fd, buf, len, flags, NULL, 0);

**recvmsg()**

The **recvmsg**() call uses a *msghdr* structure to minimize the number

of directly supplied arguments. This structure is defined as

follows in *<sys/socket.h>*:

struct msghdr {

void \*msg\_name; /\* Optional address \*/

socklen\_t msg\_namelen; /\* Size of address \*/

struct iovec \*msg\_iov; /\* Scatter/gather array \*/

size\_t msg\_iovlen; /\* # elements in msg\_iov \*/

void \*msg\_control; /\* Ancillary data, see below \*/

size\_t msg\_controllen; /\* Ancillary data buffer len \*/

int msg\_flags; /\* Flags on received message \*/

};

The *msg\_name* field points to a caller-allocated buffer that is

used to return the source address if the socket is unconnected.

The caller should set *msg\_namelen* to the size of this buffer

before this call; upon return from a successful call, *msg\_namelen*

will contain the length of the returned address. If the

application does not need to know the source address, *msg\_name*

can be specified as NULL.

The fields *msg\_iov* and *msg\_iovlen* describe scatter-gather

locations, as discussed in [readv(2)](https://man7.org/linux/man-pages/man2/readv.2.html).

The field *msg\_control*, which has length *msg\_controllen*, points to

a buffer for other protocol control-related messages or

miscellaneous ancillary data. When **recvmsg**() is called,

*msg\_controllen* should contain the length of the available buffer

in *msg\_control*; upon return from a successful call it will

contain the length of the control message sequence.

The messages are of the form:

struct cmsghdr {

size\_t cmsg\_len; /\* Data byte count, including header

(type is socklen\_t in POSIX) \*/

int cmsg\_level; /\* Originating protocol \*/

int cmsg\_type; /\* Protocol-specific type \*/

/\* followed by

unsigned char cmsg\_data[]; \*/

};

Ancillary data should be accessed only by the macros defined in

[cmsg(3)](https://man7.org/linux/man-pages/man3/cmsg.3.html).

As an example, Linux uses this ancillary data mechanism to pass

extended errors, IP options, or file descriptors over UNIX domain

sockets. For further information on the use of ancillary data in

various socket domains, see [unix(7)](https://man7.org/linux/man-pages/man7/unix.7.html) and [ip(7)](https://man7.org/linux/man-pages/man7/ip.7.html).

The *msg\_flags* field in the *msghdr* is set on return of **recvmsg**().

It can contain several flags:

**MSG\_EOR**

indicates end-of-record; the data returned completed a

record (generally used with sockets of type

**SOCK\_SEQPACKET**).

**MSG\_TRUNC**

indicates that the trailing portion of a datagram was

discarded because the datagram was larger than the buffer

supplied.

**MSG\_CTRUNC**

indicates that some control data was discarded due to lack

of space in the buffer for ancillary data.

**MSG\_OOB**

is returned to indicate that expedited or out-of-band data

was received.

**MSG\_ERRQUEUE**

indicates that no data was received but an extended error

from the socket error queue.

**src/tcp\_client.cpp:TcpClient::** **terminateReceiveThread():**

* The TcpClient member variable \_isConnected is set to FALSE.
* If the TcpClient member variable \_receiveTask is defined:
  + - \_receiveTask->join() is called to wait for the \_receiveTask to finish running its thread.
    - \_receiveTask is then deleted and set to the nullptr.

**src/tcp\_client.cpp:TcpClient::close():**

* If the TcpClient member variable \_isClosed is not zero, a failure message of “client is already closed” is returned.
* TcpClient::terminateReceiveThread() is called (described above).
* A boolean is created closedFailed = (::close(\_sockfd.get()) == -1) :
  + See a detailed description of: ::close( \_sockfd.get()) above in TcpServer::close(). The client’s socket is closed. If it fails, failure is returned but if it passes, the member variable \_isClosed is set to TRUE, and success returned.

**src/common.cpp:**

**src/common.cpp: in namespace fd\_wait: waitFor(const FileDescriptor &fileDescriptor, uint32\_t timeoutSeconds):**

* **Monitors file descriptor and waits for an I/O operation**
* **It uses the struct timeval tv to set:**
  + - tv.tv\_sec = timeoutSeconds;
    - tv.tv\_usec = 0;
    - fd\_set fds;
    - FD\_ZERO(&fds);
    - FD\_SET(fileDescriptor.get(), &fds);
* **const int selectRet = select(fileDescriptor.get () + 1, &fds, nullptr, nullptr, &tv)**
  + - **One of these is returned to the caller: FAILURE, TIMEOUT or SUCCESS.**
* **Note: select**() and **pselect**() allow a program to monitor multiple file descriptors, waiting until one or more of the file descriptors become "ready" for some class of I/O operation (e.g., input possible). A file descriptor is considered ready if it is possible to perform the corresponding I/O operation (e.g., [**read**](https://linux.die.net/man/2/read)(2)) without blocking.
* The operation of **select**() and **pselect**() is identical, other than these three differences:
* (i)
* **select**() uses a timeout that is a *struct timeval* (with seconds and microseconds), while **pselect**() uses a *struct timespec* (with seconds and nanoseconds).
* (ii)
* **select**() may update the *timeout* argument to indicate how much time was left. **pselect**() does not change this argument.
* (iii)
* **select**() has no *sigmask* argument, and behaves as **pselect**() called with NULL *sigmask*.
* Three independent sets of file descriptors are watched. Those listed in *readfds* will be watched to see if characters become available for reading (more precisely, to see if a read will not block; in particular, a file descriptor is also ready on end-of-file), those in *writefds* will be watched to see if a write will not block, and those in *exceptfds* will be watched for exceptions. On exit, the sets are modified in place to indicate which file descriptors actually changed status. Each of the three file descriptor sets may be specified as NULL if no file descriptors are to be watched for the corresponding class of events.
* Four macros are provided to manipulate the sets. **FD\_ZERO**() clears a set. **FD\_SET**() and **FD\_CLR**() respectively add and remove a given file descriptor from a set. **FD\_ISSET**() tests to see if a file descriptor is part of the set; this is useful after **select**() returns.
* *nfds* is the highest-numbered file descriptor in any of the three sets, plus 1.
* The *timeout* argument specifies the minimum interval that **select**() should block waiting for a file descriptor to become ready. (This interval will be rounded up to the system clock granularity, and kernel scheduling delays mean that the blocking interval may overrun by a small amount.) If both fields of the *timeval* structure are zero, then **select**() returns immediately. (This is useful for polling.) If *timeout* is NULL (no timeout), **select**() can block indefinitely.
* *sigmask* is a pointer to a signal mask (see [**sigprocmask**](https://linux.die.net/man/2/sigprocmask)(2)); if it is not NULL, then **pselect**() first replaces the current signal mask by the one pointed to by *sigmask*, then does the "select" function, and then restores the original signal mask.
* Other than the difference in the precision of the *timeout* argument, the following **pselect**() call:
* ready = pselect(nfds, &readfds, &writefds, &exceptfds,

timeout, &sigmask);

* is equivalent to *atomically* executing the following calls:
* sigset\_t origmask;
* pthread\_sigmask(SIG\_SETMASK, &sigmask, &origmask);
* ready = select(nfds, &readfds, &writefds, &exceptfds, timeout);
* pthread\_sigmask(SIG\_SETMASK, &origmask, NULL);
* The reason that **pselect**() is needed is that if one wants to wait for either a signal or for a file descriptor to become ready, then an atomic test is needed to prevent race conditions. (Suppose the signal handler sets a global flag and returns. Then a test of this global flag followed by a call of **select**() could hang indefinitely if the signal arrived just after the test but just before the call. By contrast, **pselect**() allows one to first block signals, handle the signals that have come in, then call **pselect**() with the desired *sigmask*, avoiding the race.)
* **The timeout**
* The time structures involved are defined in *<*[*sys/time.h*](https://linux.die.net/include/sys/time.h)*>* and look like

struct timeval {

long tv\_sec; /\* seconds \*/

long tv\_usec; /\* microseconds \*/

};

* and

struct timespec {

long tv\_sec; /\* seconds \*/

long tv\_nsec; /\* nanoseconds \*/

};

* (However, see below on the POSIX.1-2001 versions.)
* Some code calls **select**() with all three sets empty, *nfds* zero, and a non-NULL *timeout* as a fairly portable way to sleep with subsecond precision.
* On Linux, **select**() modifies *timeout* to reflect the amount of time not slept; most other implementations do not do this. (POSIX.1-2001 permits either behavior.) This causes problems both when Linux code which reads *timeout* is ported to other operating systems, and when code is ported to Linux that reuses a *struct timeval* for multiple **select**()s in a loop without reinitializing it. Consider *timeout* to be undefined after **select**() returns.

**src/client.cpp:**

**src/client.cpp:Client::Client(int fileDescriptor): constructor:**

* The Client member variable \_sockfd.set(fileDescriptor) is called.
* Client::setConnected(false) is called.

**src/client.cpp:Client::** **operator==(const Client & other) const:**

* If the other Client’s \_sockfd.get() equals this client’s \_sockfd.get() and both the other.\_ip address is equal to this clients this.\_ip address, then TRUE is returned, otherwise FALSE is returned.

**src/client.cpp:Client::** **startListen():**

* **Client::setConnected(TRUE) is called.**
* **\_receiveThread = new std::thread(&Client::receiveTask, this) is called:**
* **See src/tcp\_client.cpp:TcpClient::** **startReceivingMessages() above for a detailed description of std::thread.**

**src/client.cpp:Client::** **send(const char \*msg, size\_t msgSize) const:**

* **const size\_t numBytesSent = ::send(\_sockfd.get(), (char \*)msg, msgSize, 0)**
* See src/tcp\_client.cpp:TcpClient:: sendMsg(const char \* msg, size\_t size)—for a detailed description of ::send() in the line above.
* If the number of bytes sent is less than zero or if less than the number of bytes requested in the size parameter, an error message is printed.

**src/client.cpp:Client::** **receiveTask(): Note that receiveTask() is privately defined by Client (as is the TcpClient’s receiveTask()).**

* **The Client receives packets and notifies the user.**
* **A while loop is started on Client::isConnected() being true.**
* std::atomic<bool> \_isConnected: The main characteristic of atomic objects is that access to this contained value from different threads cannot cause data races (i.e., doing that is *well-defined behavior*, with accesses properly sequenced). Generally, for all other objects, the possibility of causing a data race for accessing the same object concurrently qualifies the operation as *undefined behavior*.
* src/common.cpp: in namespace fd\_wait:Result waitResult = fd\_wait:waitFor(\_sockfd)
  + If waitResult == FAILURE, a run time error is thrown.
  + If waitResult == TIMEOUT, the while loop continues from the top.
* char receivedMessage[MAX\_PACKET\_SIZE]
* **const size\_t numOfBytesReceived = recv(\_sockfd.get(), receivedMessage, MAX\_PACKET\_SIZE, 0)**
* **If the numBytesReceived is less than 1 byte, a std::string disconnectionMsg is created.**
  + - If the numBytesReceived == 0, the client closed the connection goes into the disconnectionMsg. Otherwise, disconnection Msg gets the errno string disconnection message.
    - Client::setConnected(FALSE): The Client member variable \_isConnected is set to FALSE.
    - **Client::publishEvent**(ClientEvent::DISCONNECTED, disconnectionMessage) is called with the disconnection message (described just below) and return called.
* **If the numBytesReceived is greater than or equal to 1 byte:**
  + - **Client::publishEvent(ClientEvent::INCOMING\_MSG, receivedMessage)** is called, described just below.

**src/client.cpp:Client::** **publishEvent(ClientEvent clientEvent, const std::string &msg):**

* **The Client member variable handler is called with:** 
  + **\_eventHandlerCallback(\*this, clientEvent, msg)**

**src/client.cpp:Client::** **print() const:**

* **The following information is printed:**
  + **IP address: by calling: Client::getIp()**
  + **Connected: by calling: Client::isConnected()**
  + **Socket File Descriptor (FD) by calling: Client::\_sockfd.get()**

**src/client.cpp:Client::** **terminateReceiveThread():**

* Client::setConnected(FALSE) is called.
* If the Client member variable \_receiveThread is defined:
  + - \_receiveThread->join() is called to wait for the \_receiveThread to finish running its thread.
    - \_receiveThread is then deleted and set to the nullptr.

**src/client.cpp:Client::** **close():**

* If the Client member variable \_isClosed is not zero, a failure message of “client is already closed” is returned.
* Client::terminateReceiveThread() is called (described above).
* A boolean is created closedFailed = (::close(\_sockfd.get()) == -1) :
  + See a detailed description of: ::close( \_sockfd.get()) above in TcpServer::close(). The client’s socket is closed. If it fails, failure is returned but if it passes, the member variable \_isClosed is set to TRUE, and success returned.

**src/pipe\_ret\_t.cpp:**

* **Note:** C++ allows defining static data members within a class using the static keyword.  
  When a data member is declared as static, then we must keep the following note in mind:
* Irrespective of the number of objects created, ***only a single copy of the static member is created in memory.***
* ***All objects of a class share the static member.***
* ***All static data members are initiated to zero when the first object of that class is created.***
* ***Static data members are visible only within the class but their lifetime is the entire program.***
* **Relevance:** Static data members are usually used to maintain values that are common for the entire class. **, For Example,** to keep a track of how many objects of a particular class have been created.
* **Place of Storage:** Although static data members are declared inside a class, they are not considered to be a part of the objects. Consequently, their declaration in the class is not considered as their definition. A static data member is defined outside the class. This means that even though the static data member is declared in class scope, their definition persists in the entire file. A static member has file scope. However, since a static data member is declared inside the class, they can be accessed only by using the class name and the scope resolution operator.

**src/pipe\_ret\_t.cpp:** **pipe\_ret\_t::failure(const std::string &msg):**

* This returns the static pipe\_ret\_t value failure with the \_successFlag set to FALSE and the msg set to what is passed into this call.

**src/pipe\_ret\_t.cpp:** **pipe\_ret\_t::** **success(const std::string &msg):**

* This returns the static pipe\_ret\_t value success with the \_successFlag set to TRUE and the msg set to what is passed into this call.

**include files:**

* **client.h: defines the class “Client”:**

#pragma once

#include <string>

#include <thread>

#include <functional>

#include <mutex>

#include <atomic>

#include "pipe\_ret\_t.h"

#include "client\_event.h"

#include "file\_descriptor.h"

**class** **Client** {

**using client\_event\_handler\_t** = std::function<void(const Client&, ClientEvent, const std::string&)>;

**private**:

FileDescriptor \_sockfd;

std::string **\_ip** = "";

std::atomic<bool> **\_isConnected**;

std::thread \* **\_receiveThread** = nullptr;

client\_event\_handler\_t **\_eventHandlerCallback**;

void **setConnected**(bool flag) { \_isConnected = flag; }

void **receiveTask**();

void **terminateReceiveThread**();

**public**:

**Client**(int);

bool **operator ==**(const Client & other) const ;

void **setIp**(const std::string & ip) { \_ip = ip; }

std::string **getIp**() const { return \_ip; }

void **setEventsHandler**(const client\_event\_handler\_t & eventHandler) { \_eventHandlerCallback = eventHandler; }

void **publishEvent**(ClientEvent clientEvent, const std::string &msg = "");

bool **isConnected**() const { return \_isConnected; }

void **startListen**();

void **send**(const char \* msg, size\_t msgSize) const;

void **close**();

void **print**() const;

};

* **client\_event.h: defines the enum ClientEvent:**

#pragma once

**enum ClientEvent** {

DISCONNECTED,

INCOMING\_MSG

};

* **client\_observer.h: defines the structure of a client observer: the wantedIP address, function template definitions for the incomingPacketHandler and the disconnectionHandler:**

#pragma once

#include <string>

#include <functional>

#include "pipe\_ret\_t.h"

**struct client\_observer\_t** {

std::string wantedIP = "";

std::function<void(const char \* msg, size\_t size)> incomingPacketHandler = nullptr;

std::function<void(const pipe\_ret\_t & ret)> disconnectionHandler = nullptr;

};

* **common.h: defines the MAX\_PACKET\_SIZE, the enum Result for the fd\_wait(), and the definition header of the waitFor() function.**

#pragma once

#include <cstdio>

#define MAX\_PACKET\_SIZE 4096

**namespace fd\_wait** {

**enum Result** {

FAILURE,

TIMEOUT,

SUCCESS

};

Result **waitFor**(const FileDescriptor &fileDescriptor, uint32\_t timeoutSeconds = 1);

};

* **file\_descriptior.h: defines the FileDescriptor class with a private \_sockfd, set and get public functions for it:**

#pragma once

**class** **FileDescriptor** {

**private:**

int \_sockfd = 0;

**public**:

void set(int fd) { \_sockfd = fd; }

int get() const { return \_sockfd; }

};

* **pipe\_ret\_t.h: defines the class pipe\_ret\_t that contains private variables for \_successFlag and \_msg. It has in its public space: multiple constructors (default and one that initializes the member variables), message() to return the message() private variable, isSuccessful() to return the private \_successFlag. It has static functions for returning failure() and success() with the msg string.**

#pragma once

**class pipe\_ret\_t** {

**private**:

bool **\_successFlag** = false;

std::string **\_msg** = "";

**public:**

**pipe\_ret\_t()** = default;

**pipe\_ret\_t(bool successFlag, const std::string &msg) :**

**\_successFlag{successFlag},**

**\_msg{msg}**

{}

std::string **message()** const { return \_msg; }

bool **isSuccessful()** const { return \_successFlag; }

**static pipe\_ret\_t failure**(const std::string & msg);

**static pipe\_ret\_t success**(const std::string &msg = "");

};

* **server\_observer.h**: **defines the structure of a server observer: the wantedIP address, function template definitions for the incomingPacketHandler and the disconnectionHandler: Note that it is different than the client\_observer.h definitions of this.**

#pragma once

#include <string>

#include <functional>

#include "client.h"

**struct server\_observer\_t** {

std::string **wantedIP** = "";

std::function<void(const std::string &clientIP, const char \* msg, size\_t size)> **incomingPacketHandler;**

std::function<void(const std::string &ip, const std::string &msg)> **disconnectionHandler;**

};

* **tcp\_client.h: defines the TcpClient class:**

#pragma once

#include <iostream>

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <string.h>

#include <sys/types.h>

#include <sys/socket.h>

#include <netinet/in.h>

#include <arpa/inet.h>

#include <netdb.h>

#include <netdb.h>

#include <vector>

#include <errno.h>

#include <thread>

#include <mutex>

#include <atomic>

#include "client\_observer.h"

#include "pipe\_ret\_t.h"

#include "file\_descriptor.h"

**class TcpClient**

{

**private**:

FileDescriptor \_sockfd;

std::atomic<bool> \_isConnected;

std::atomic<bool> \_isClosed;

struct sockaddr\_in \_server;

std::vector<client\_observer\_t> \_subscibers;

std::thread \* \_receiveTask = nullptr;

std::mutex \_subscribersMtx;

void initializeSocket();

void startReceivingMessages();

void setAddress(const std::string& address, int port);

void publishServerMsg(const char \* msg, size\_t msgSize);

void publishServerDisconnected(const pipe\_ret\_t & ret);

void receiveTask();

void terminateReceiveThread();

**public**:

TcpClient();

~TcpClient();

pipe\_ret\_t connectTo(const std::string & address, int port);

pipe\_ret\_t sendMsg(const char \* msg, size\_t size);

void subscribe(const client\_observer\_t & observer);

bool isConnected() const { return \_isConnected; }

pipe\_ret\_t close();

};

* **tcp\_server.h: defines the TcpServer class**
  + added this private variable: std::string \_observerMsgs[3];

#pragma once

#include <vector>

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/socket.h>

#include <netinet/in.h>

#include <arpa/inet.h>

#include <thread>

#include <functional>

#include <cstring>

#include <errno.h>

#include <iostream>

#include <mutex>

#include "client.h"

#include "server\_observer.h"

#include "pipe\_ret\_t.h"

#include "file\_descriptor.h"

**class TcpServer** {

**private**:

FileDescriptor \_sockfd;

struct sockaddr\_in \_serverAddress;

struct sockaddr\_in \_clientAddress;

fd\_set \_fds;

std::vector<Client\*> \_clients;

std::vector<server\_observer\_t> \_subscribers;

std::mutex \_subscribersMtx;

std::mutex \_clientsMtx;

std::thread \* \_clientsRemoverThread = nullptr;

std::atomic<bool> \_stopRemoveClientsTask;

std::string \_observerMsgs[3];

void publishClientMsg(const Client & client, const char \* msg, size\_t msgSize);

void publishClientDisconnected(const std::string&, const std::string&);

pipe\_ret\_t waitForClient(uint32\_t timeout);

void clientEventHandler(const Client&, ClientEvent, const std::string &msg);

void removeDeadClients();

void terminateDeadClientsRemover();

static pipe\_ret\_t sendToClient(const Client & client, const char \* msg, size\_t size);

**public**:

TcpServer();

~TcpServer();

pipe\_ret\_t start(int port, int maxNumOfClients = 5, bool removeDeadClientsAutomatically = true);

void initializeSocket();

void bindAddress(int port);

void listenToClients(int maxNumOfClients);

std::string acceptClient(uint timeout);

void subscribe(const server\_observer\_t & observer);

pipe\_ret\_t sendToAllClients(const char \* msg, size\_t size);

pipe\_ret\_t sendToClient(const std::string & clientIP, const char \* msg, size\_t size);

pipe\_ret\_t close();

void printClients();

void printClientMsgsByPriorityOfId();

};

**build directory: Cmake tutorial notes follow below**

* CMakefiles directory: This contains the following:
  + 3.22.1 (version in my Ubuntu Linux for Cmake) directory
  + CMakeTemp directory
  + Tcp\_client.dir directory
  + Tcp\_client\_server.dir directory
  + Tcp\_server.dir directory
  + Cmake.check\_cache file
  + CMakeDirectoryInformation file
  + CMakeOutput file
  + Makefile file
  + Makefile2 file
  + progess.marks file
  + TargetDirectories file
* cmake\_install file
* CMakeCache file
* libtcp\_client\_server.a **static library file**:
* --in this file toward the bottom, you see the objects that make the static library in the build: build/CMakeFiles/tcp\_client\_server.dir/build:

* + libtcp\_client\_server.a: CMakeFiles/tcp\_client\_server.dir/src/tcp\_client.cpp.o
  + libtcp\_client\_server.a: CMakeFiles/tcp\_client\_server.dir/src/tcp\_server.cpp.o
  + libtcp\_client\_server.a: CMakeFiles/tcp\_client\_server.dir/src/client.cpp.o
  + libtcp\_client\_server.a: CMakeFiles/tcp\_client\_server.dir/src/pipe\_ret\_t.cpp.o
  + libtcp\_client\_server.a: CMakeFiles/tcp\_client\_server.dir/src/common.cpp.o
* Makefile file
* tcp\_client and tcp\_server executable binary files—these are shown in the snips when I ran them for this coding challenge.
* **Cmake Info: tutorial below taken from here:** 
  + <https://medium.com/@onur.dundar1/cmake-tutorial-585dd180109b>

Introduction

CMake is an extensible, open-source system that manages the build process in an operating system and in a compiler-independent manner.

Unlike many cross-platform systems, CMake is designed to be used in conjunction with the native build environment. Simple configuration files placed in each source directory (called CMakeLists.txt files) are used to generate standard build files (e.g., Makefiles on Unix and projects/workspaces in Windows MSVC) which are used in the usual way.

CMake can generate a native build environment that will compile source code, create libraries, generate wrappers and build executable binaries in arbitrary combinations. CMake supports in-place and out-of-place builds, and can therefore support multiple builds from a single source tree.

CMake has supports for static and dynamic library builds. Another nice feature of CMake is that it can generates a cache file that is designed to be used with a graphical editor. For example, while CMake is running, it locates include files, libraries, and executables, and may encounter optional build directives. This information is gathered into the cache, which may be changed by the user prior to the generation of the native build files.

CMake scripts also make source management easier because it simplifies build script into one file and more organized, readable format.

**Popular Open Source Project with CMake**

Here is a list of popular open source projects using CMake for build purposes:

* OpenCV: <https://github.com/opencv/opencv>
* Caffe2: <https://github.com/caffe2/caffe2>
* MySql Server: <https://github.com/mysql/mysql-server>

See Wikipedia for a longer list <https://en.wikipedia.org/wiki/CMake#Applications_that_use_CMake>

It is always a good practice to read open source projects, which are widely used to learn about the best practices

# CMake as a Scripting Language

CMake intended to be a cross-platform build process manager so it defines it is own scripting language with certain syntax and built-in features. CMake itself is a software program, so it should be invoked with the script file to interpret and generate actual build file.

A developer can write either simple or complex building scripts using CMake language for the projects.

Build logic and definitions with CMake language is written either in CMakeLists.txt or a file ends with <project\_name>.cmake. But as a best practice, main script is named as CMakeLists.txt instead of cmake.

* CMakeLists.txt file is placed at the source of the project you want to build.
* CMakeLists.txt is placed at the root of the source tree of any application, library it will work for.
* If there are multiple modules, and each module can be compiled and built separately, CMakeLists.txt can be inserted into the sub folder.
* .cmake files can be used as scripts, which runs cmake command to prepare environment pre-processing or split tasks which can be written outside of CMakeLists.txt.
* .cmake files can also define modules for projects. These projects can be separated build processes for libraries or extra methods for complex, multi-module projects.
* Writing Makefiles might be harder than writing CMake scripts. CMake scripts by syntax and logic have similarity to high level languages so it makes easier for developers to create their cmake scripts with less effort and without getting lost in Makefiles.

# CMake Commands

CMake commands are similar to C++/Java methods or functions, which take parameters as a list and perform certain tasks accordingly.

CMake commands are case insensitive. There are built-in commands, which can be found from cmake documentation: <https://cmake.org/cmake/help/latest/manual/cmake-commands.7.html>

Some commonly used commands

* message: prints given message
* [cmake\_minimum\_required](https://cmake.org/cmake/help/latest/command/cmake_minimum_required.html): sets minimum version of cmake to be used
* add\_executable: adds executable target with given name
* add\_library: adds a library target to be build from listed source files
* add\_subdirectory: adds a subdirectory to build

There are also commands to enable developers write out conditional statements, loops, iterate on list, assignments:

* if, endif
* elif, endif
* while, endwhile
* foreach, endforeach
* list
* return
* set\_property (assign value to variable.)

Indentation is not mandatory but suggested while writing CMake scripts. CMake doesn’t use ‘;’ to understand end of statement.

All conditional statements should be ended with its corresponding end command (endif, endwhile, endforeach, etc)

All these properties of CMake help developers to program complex build processes including multiple modules, libraries and platforms.

For example, KDE has its own CMake style guideline as in following URL:

* <https://community.kde.org/Policies/CMake_Coding_Style>

# CMake Environment Variables

Environment variables are used to configure compiler flags, linker flags, test configurations for a regular build process. Compiler have to be guided to search for given directories for libraries.

A detailed list of environment variables can be seen from following URL:

* <https://cmake.org/cmake/help/latest/manual/cmake-env-variables.7.html>

Some of the environment variables are overriden by predefined CMake Variables. e.g. CXXFLAGS is overriden when CMAKE\_CXX\_FLAGS is defined.

Below is an example use case, when you want to enable all warnings during compile process, you may write -Wall to build command. If you are building your code with CMake, you can add -Wall flag with using set command.

set(CMAKE\_CXX\_FLAGS "-Wall")  
# append flag, best practice, suggested, don't lose previously defined flags  
set(CMAKE\_CXX\_FLAGS "${CMAKE\_CXX\_FLAGS} -Wall")

# CMake Variables

CMake includes predefined variables which are set by default as location of source tree and system components.

Variables are case-sensitive, not like commands. You can only use alpha numeric chars and underscore, dash (\_, -) in definition of variable.

You can find more details about CMake variables in the following URLs

* <https://cmake.org/cmake/help/v3.0/manual/cmake-language.7.html#variables>
* <https://cmake.org/cmake/help/v3.0/manual/cmake-variables.7.html#manual:cmake-variables(7)>

Some of the variables can be seen as below, these are predefined according to root folder:

* CMAKE\_BINARY\_DIR: Full path to top level of build tree and binary output folder, by default it is defined as top level of build tree.
* CMAKE\_HOME\_DIRECTORY: Path to top of source tree
* CMAKE\_SOURCE\_DIR: Full path to top level of source tree.
* CMAKE\_INCLUDE\_PATH: Path used to find file, path
* Variable values can be accessed with ${<variable\_name>}.
  + - message("CXX Standard: ${CMAKE\_CXX\_STANDARD}")
    - set(CMAKE\_CXX\_STANDARD 14)
* Just like above variables, you can define your own variables. You can call set command to set a value to a new variable or change value of existing variable like below:
  + set(TRIAL\_VARIABLE "VALUE")
  + message("${TRIAL\_VARIABLE}")

# CMake Lists

All values in CMake are stored as string but a string can be treated as list in certain context.

A list of elements represented as a string by concatenating elements separated by semi-column ‘;’.

set(files a.txt b.txt c.txt)  
# sets files to "a.txt;b.txt;c.txt"

In order to access the list of values you can use foreach command of CMake as following:

foreach(file ${files})  
 message("Filename: ${file}")  
endforeach()

# CMake Generator Expressions

Generator expressions are evaluated during build system generation to produce information specific to each build configuration.

Generator expressions are allowed in the context of many target properties, such as [LINK\_LIBRARIES](https://cmake.org/cmake/help/v3.3/prop_tgt/LINK_LIBRARIES.html#prop_tgt:LINK_LIBRARIES), [INCLUDE\_DIRECTORIES](https://cmake.org/cmake/help/v3.3/prop_tgt/INCLUDE_DIRECTORIES.html#prop_tgt:INCLUDE_DIRECTORIES), [COMPILE\_DEFINITIONS](https://cmake.org/cmake/help/v3.3/prop_tgt/COMPILE_DEFINITIONS.html#prop_tgt:COMPILE_DEFINITIONS) and others. They may also be used when using commands to populate those properties, such as [target\_link\_libraries()](https://cmake.org/cmake/help/v3.3/command/target_link_libraries.html#command:target_link_libraries), [target\_include\_directories()](https://cmake.org/cmake/help/v3.3/command/target_include_directories.html#command:target_include_directories), [target\_compile\_definitions()](https://cmake.org/cmake/help/v3.3/command/target_compile_definitions.html#command:target_compile_definitions) and others.

<https://cmake.org/cmake/help/v3.3/manual/cmake-generator-expressions.7.html>

# Start Building C++ Code with CMake

In previous sections, we have covered the core principles of writing CMake scripts. Now, we can continue to write actual scripts to start building C++ code.

We can just start with a basic “Hello World!” example with CMake so we wrote the following “Hello CMake!” the main.cpp file as following:

#include <iostream>  
int main() {  
 std::cout<<"Hello CMake!"<<std::endl;  
}

Our purpose is to generate a binary to print “Hello CMake!”.

If there is no CMake we can run compiler to generate us a target basically with only following commands.

$ g++ main.cpp -o cmake\_hello

CMake helps to generate bash commands with the instructions you gave, for this simple project we can just use a simple CMakeLists.txt which creates Makefile for you to build binary.

It is obvious that, for such a small project it is redundant to use CMake but when things get complicated it will help a lot.

In order to build main.cpp, using add\_executable would be enough, however, let’s keep things in order and write it with proper project name and cmake version requirement as below:

* cmake\_minimum\_required(VERSION 3.9.1)
* project(CMakeHello)
* add\_executable(cmake\_hello main.cpp)

When the script ready, you can run cmake command to generate Makefile/s for the project.

You will notice that, cmake is identifying compiler versions and configurations with default information.

$ cmake CMakeLists.txt  
-- The C compiler identification is AppleClang 9.0.0.9000039  
-- The CXX compiler identification is AppleClang 9.0.0.9000039  
-- Check for working C compiler: /Applications/Xcode.app/Contents/Developer/Toolchains/XcodeDefault.xctoolchain/usr/bin/cc  
-- Check for working C compiler: /Applications/Xcode.app/Contents/Developer/Toolchains/XcodeDefault.xctoolchain/usr/bin/cc -- works  
-- Detecting C compiler ABI info  
-- Detecting C compiler ABI info - done  
-- Detecting C compile features  
-- Detecting C compile features - done  
-- Check for working CXX compiler: /Applications/Xcode.app/Contents/Developer/Toolchains/XcodeDefault.xctoolchain/usr/bin/c++  
-- Check for working CXX compiler: /Applications/Xcode.app/Contents/Developer/Toolchains/XcodeDefault.xctoolchain/usr/bin/c++ -- works  
-- Detecting CXX compiler ABI info  
-- Detecting CXX compiler ABI info - done  
-- Detecting CXX compile features  
-- Detecting CXX compile features - done  
-- Configuring done  
-- Generating done  
-- Build files have been written to: /Users/User/Projects

/CMakeTutorial

When cmake finishes its job, Makefile will be generated together with CMakeCache.txt and some other artefects about build configuration. You can run make command to build project.

$ make all  
#or  
$ make cmake\_hello

Let’s make things little more complicated.

What if your code is depended on C++14 or later. If you look for C++14 specifications, you see that, return type deduction has been introduced with C++14, lets add a new method to our main.cpp with auto return type as below.

#include <iostream>auto sum(int a, int b){  
 return a + b;  
}int main() {  
 std::cout<<"Hello CMake!"<<std::endl;  
 std::cout<<"Sum of 3 + 4 :"<<sum(3, 4)<<std::endl;  
 return 0;

#include <iostream>auto sum(int a, int b){  
 return a + b;  
}int main() {  
 std::cout<<"Hello CMake!"<<std::endl;  
 std::cout<<"Sum of 3 + 4 :"<<sum(3, 4)<<std::endl;  
 return 0;  
}

If you try to build above code with default settings, you could get an error about auto return type because most hosts configured to work C++99 config by default. Therefore you should point your compiler to build with C++14 with setting CMAKE\_CXX\_STANDARD variable to 14. If you want to add C++14 on command line, you can set -std=c++14.

CMake generates Makefile with defaults settings which is mostly lower than C++14, so you should add 14 flag as seen below.

cmake\_minimum\_required(VERSION 3.9.1)project(CMakeHello)set(CMAKE\_CXX\_STANDARD 14)add\_executable(cmake\_hello main.cpp)

Now, you should be able to build it correctly. (cmake command would work even though you didn’t add 14 standard but make command would return error.)

CMake eases building process for you; especially when you do cross compile to make sure you are working with correct version of compiler with correct configurations, this will enable multiple developers to use same building configurations across all machines including build server and developer PC.

What if, you want to build for multiple platforms:

* generate executables for Windows, Mac and Linux separetely.
* add different macros for Linux Kernel version later than X.

Following variables can be used to check for system related information: Pasted from: <https://cmake.org/Wiki/CMake_Checking_Platform>

* CMAKE\_SYSTEM   
  the complete system name, e.g. "Linux-2.4.22", "FreeBSD-5.4-RELEASE" or "Windows 5.1"
* CMAKE\_SYSTEM\_NAME   
  The name of the system targeted by the build. The three common values are Windows, Darwin, and Linux, though several others exist, such as Android, FreeBSD, and CrayLinuxEnvironment. Platforms without an operating system, such as embedded devices, are given Generic as a system name.
* CMAKE\_SYSTEM\_VERSION   
  Version of the operating system. Generally the kernel version.
* CMAKE\_SYSTEM\_PROCESSOR   
  the processor name (e.g. "Intel(R) Pentium(R) M processor 2.00GHz")
* CMAKE\_HOST\_SYSTEM\_NAME   
  The name of the system hosting the build. Has the same possible values as CMAKE\_SYSTEM\_NAME.

Let’s check if build system is Unix or Windows.

cmake\_minimum\_required(VERSION 3.9.1)project(CMakeHello)set(CMAKE\_CXX\_STANDARD 14)# UNIX, WIN32, WINRT, CYGWIN, APPLE are environment variables as flags set by default system  
if(UNIX)  
 message("This is a ${CMAKE\_SYSTEM\_NAME} system")  
elseif(WIN32)  
 message("This is a Windows System")  
endif()# or use MATCHES to see if actual system name   
# Darwin is Apple's system name  
if(${CMAKE\_SYSTEM\_NAME} MATCHES Darwin)  
 message("This is a ${CMAKE\_SYSTEM\_NAME} system")  
elseif(${CMAKE\_SYSTEM\_NAME} MATCHES Windows)  
 message("This is a Windows System")  
endif()add\_executable(cmake\_hello main.cpp)

System information checks your build system other than building correct binary, like using macros. You can define compiler macros to send to code during build process to change behavior.

Large code bases are implemented to be system agnostic with macros to use certain methods only for the correct system. That also prevents errors, next section shows how to define a macro and use in code.

# Defining Macros using CMake

Macros help engineers to build code conditionally to discard or include certain methods according to running system configurations.

You can define macros in CMake with add\_definitions command, using **-D** flag before the macro name.

Lets define macro named CMAKEMACROSAMPLE and print it in the code.

cmake\_minimum\_required(VERSION 3.9.1)project(CMakeHello)set(CMAKE\_CXX\_STANDARD 14)# or use MATCHES to see if actual system name   
# Darwin is Apple's system name  
if(${CMAKE\_SYSTEM\_NAME} MATCHES Darwin)  
 add\_definitions(-DCMAKEMACROSAMPLE="Apple MacOS")  
elseif(${CMAKE\_SYSTEM\_NAME} MATCHES Windows)  
 add\_definitions(-DCMAKEMACROSAMPLE="Windows PC")  
endif()add\_executable(cmake\_hello main.cpp)

Below is the new main.cpp with printing macro.

#include <iostream>#ifndef CMAKEMACROSAMPLE  
 #define CMAKEMACROSAMPLE "NO SYSTEM NAME"  
#endifauto sum(int a, int b){  
 return a + b;  
}int main() {  
 std::cout<<"Hello CMake!"<<std::endl;  
 std::cout<<CMAKEMACROSAMPLE<<std::endl;  
 std::cout<<"Sum of 3 + 4 :"<<sum(3, 4)<<std::endl;  
 return 0;  
}

# CMake Folder Organization

While building applications, we try to keep source tree clean and separate auto-generated files and binaries.

For CMake, many developers prefer to create a build folder under root tree and start CMake command inside, as below. Make sure you did cleaned all previously generate files (CMakeCache.txt), otherwise it doesn’t creates files inside build.

$ mkdir build  
$ cmake ..  
$ ls -all  
-rw-r--r-- 1 onur staff 13010 Jan 25 18:40 CMakeCache.txt  
drwxr-xr-x 15 onur staff 480 Jan 25 18:40 CMakeFiles  
-rw-r--r-- 1 onur staff 4964 Jan 25 18:40 Makefile  
-rw-r--r-- 1 onur staff 1256 Jan 25 18:40 cmake\_install.cmake  
$ make all

Above commands creates build files inside build directory. It is called out-source build.

You can add **build/** folder to your **.gitignore** to disable tracking.

At this time, you can not force CMake with variables to force creating artefacts into another folder with setting variables so if you don’t want to create a directory and cd into it, you can also use below command to create folder and generate files inside it. **-H** and **-B** flags will help it.

* -H points the source tree root.
* -B points the build directory.

$ cmake -H. -Bbuild  
# H indicates source directory  
# B indicates build directory  
# For CLion, you can navigate to CLion -> Preferences -> Build, Execution and Deployment -> CMake -> Generation Path

However, you can write script in CMake to manipulate where the libraries will be, executables will be.

Let’s edit our CMakeLists.txt to generate binary file inside bin folder with setting CMAKE\_RUNTIME\_OUTPUT\_DIRECTORY or EXECUTABLE\_OUTPUT\_PATH.

cmake\_minimum\_required(VERSION 3.9.1)project(CMakeHello)set(CMAKE\_CXX\_STANDARD 14)  
set(CMAKE\_CXX\_FLAGS "${CMAKE\_CXX\_FLAGS} -Wall")set(CMAKE\_RUNTIME\_OUTPUT\_DIRECTORY ${CMAKE\_BINARY\_DIR}/bin)add\_executable(cmake\_hello main.cpp)

After building the project, cmake\_hello binary will be generated inside build/bin folder.

Same procedure can be done for library paths as well for shared libraries (.dll or .so) with following variables.

* LIBRARY\_OUTPUT\_PATH
* CMAKE\_LIBRARY\_OUTPUT\_DIRECTORY

Or you can use archive output paths for static libraries (.a or .lib)

* CMAKE\_ARCHIVE\_OUTPUT\_DIRECTORY
* ARCHIVE\_OUTPUT\_PATH

In some cases, setting single path can be enough, but for larger projects with multiple modules, you may need to write cmake scripts to manage folders to easily organize build structure. This will help you to pack and deploy, install the generated executables, libraries, documents with certain folders.

It is a common practice to disable in-source building. Following script can be used to block in-source building.

* Source of script OpenCV Project: <https://github.com/opencv/opencv/blob/master/CMakeLists.txt>

# Disable in-source builds to prevent source tree corruption.  
if(" ${CMAKE\_SOURCE\_DIR}" STREQUAL " ${CMAKE\_BINARY\_DIR}")  
 message(FATAL\_ERROR "  
FATAL: In-source builds are not allowed.  
 You should create a separate directory for build files.  
")  
endif()

# Building a Library with CMake

Let’s expand the CMakeHello project with additional sub folder and a class.

To keep things simple, we added a template class which is able to do 4 math operations, sum, subtraction, division, multiplication only on integers.

* First, we created lib/math folder inside source tree.
* Then, added class files, operations.cpp, operations.hpp as following

#ifndef CMAKEHELLO\_OPERATIONS\_HPP  
#define CMAKEHELLO\_OPERATIONS\_HPPnamespace math {  
 class operations{  
 public:  
 int sum(const int &a, const int &b);  
 int mult(const int &a, const int &b);  
 int div(const int &a, const int &b);  
 int sub(const int &a, const int &b);  
 };  
}#endif //CMAKEHELLO\_OPERATIONS\_HPP#include <exception>  
#include <stdexcept>  
#include <iostream>#include "operations.hpp"int math::operations::sum(const int &a, const int &b){  
 return a + b;  
}int math::operations::mult(const int &a, const int &b){  
 return a \* b;  
}int math::operations::div(const int &a, const int &b){  
 if(b == 0){  
 throw std::overflow\_error("Divide by zero exception");  
 }  
 return a/b;  
}int math::operations::sub(const int &a, const int &b){  
 return a - b;  
}

* Then, we modified main.cpp to include operations.hpp and use its sum method instead of previously written sum.

#include <iostream>#include "lib/math/operations.hpp"int main() {  
 std::cout<<"Hello CMake!"<<std::endl; math::operations op; int sum = op.sum(3, 4); std::cout<<"Sum of 3 + 4 :"<<sum<<std::endl; return 0;  
}

# Quick Note: Shared vs Static Library

Before going more with library building with C++, lets get a quick brief about shared and static libraries.

Shared Library File Extensions:

* Windows: **.dll**
* Mac OS X: **.dylib**
* Linux: **.so**

Static Library File Extensions:

* Windows: **.lib**
* Mac OS X: **.a**
* Linux: **.a**

Shared libraries are mainly placed in a shared resource of host to make sure multiple applications can access them. Compiler’s build systems with assumption that, shared libraries will be in a shared folder during the execution time so application binary size would reduce, it will handle some of the resources from shared libraries during executions. That requirement also decrease the performance because at each execution it tries to load instructions from shared objects.

Static libraries are used to fetch instructions directly into application binary by compiler, so all the code required from library are already injected into final application binary. That increase the size of object but increase the size of binary but performance get increased. Applications build with static library will also don’t need dependencies on the running platform.

# Building Library with Target

If you just want to build these files together with main.cpp, you can just add source files next to add\_executable command. This will compile all together and create a single binary file. Leading to 15.076 bytes of exe file.

cmake\_minimum\_required(VERSION 3.9.1)project(CMakeHello)set(CMAKE\_CXX\_STANDARD 14)  
set(CMAKE\_CXX\_FLAGS "${CMAKE\_CXX\_FLAGS} -Wall")set(EXECUTABLE\_OUTPUT\_PATH ${CMAKE\_BINARY\_DIR}/bin)add\_executable(cmake\_hello main.cpp lib/math/operations.cpp lib/math/operations.hpp)

As an alternate, you can create a variable named ${SOURCES} as a list to include target sources. It can be done in a lot of different ways, depending on your methodology.

cmake\_minimum\_required(VERSION 3.9.1)project(CMakeHello)set(CMAKE\_CXX\_STANDARD 14)  
set(CMAKE\_CXX\_FLAGS "${CMAKE\_CXX\_FLAGS} -Wall")set(EXECUTABLE\_OUTPUT\_PATH ${CMAKE\_BINARY\_DIR}/bin)  
set(SOURCES main.cpp   
 lib/math/operations.cpp   
 lib/math/operations.hpp)add\_executable(cmake\_hello ${SOURCES})

# Building Library Separate than Target

We can build library separately either as **shared** or **static**.

If we do that, we also need to link library to executable in order to enable executable file to make calls from operations library. We also want to generate library binaries inside **lib** directory of build folder.

* set LIBRARY\_OUTPUT\_PATH
* add\_library command as SHARED or STATIC
* target\_link\_libraries to target (cmake\_hello)

cmake\_minimum\_required(VERSION 3.9.1)project(CMakeHello)set(CMAKE\_CXX\_STANDARD 14)  
set(CMAKE\_CXX\_FLAGS "${CMAKE\_CXX\_FLAGS} -Wall")set(EXECUTABLE\_OUTPUT\_PATH ${CMAKE\_BINARY\_DIR}/bin)  
set(LIBRARY\_OUTPUT\_PATH ${CMAKE\_BINARY\_DIR}/lib)message(${CMAKE\_BINARY\_DIR})add\_library(math SHARED lib/math/operations.cpp)  
#add\_library(math STATIC lib/math/operations.cpp)add\_executable(cmake\_hello main.cpp)target\_link\_libraries(cmake\_hello math)

You will see that, in mac OS, libmath.dylib is generated and binary size decreased to 14.876 bytes. (No significant change because code is already very small).

# Build Library as Sub-Module CMake

Another library building process is that, you can write a new CMakeLists.txt file inside lib/operations folder, to build it independently just before building exe file.

This kind of situations are mostly needed when there is an optional build required to generate module. In our case, above solution is better since they all dependend. However, if you want to add a case to only build libraries and skipping executable build process, below example can work as well.

Generate a new CMakeLists.txt inside lib/math folder as shown in below code snippet to build library.

cmake\_minimum\_required(VERSION 3.9.1)set(LIBRARY\_OUTPUT\_PATH ${CMAKE\_BINARY\_DIR}/lib)add\_library(math SHARED operations.cpp)

* You should delete add\_library command and setting LIBRARY\_OUTPUT\_PATH from main CMakeLists.txt.
* Now, you should add new build path with add\_subdirectoy. This command makes cmake to go for the folder and build it as well with the CMakeLists.txt inside it.

cmake\_minimum\_required(VERSION 3.9.1)project(CMakeHello)set(CMAKE\_CXX\_STANDARD 14)  
set(CMAKE\_CXX\_FLAGS "${CMAKE\_CXX\_FLAGS} -Wall")set(EXECUTABLE\_OUTPUT\_PATH ${CMAKE\_BINARY\_DIR}/bin)message(${CMAKE\_BINARY\_DIR})add\_subdirectory(lib/math)add\_executable(cmake\_hello main.cpp)target\_link\_libraries(cmake\_hello math)

* Now, you will see the libmath.diylib inside build/lib folder again.

Above, examples shows how to deal with additional sources inside source tree. Either build them all together or separately according to your release plans.

# Finding Existing Library with CMake

In most cases, you may require to use installed libraries on your build host. For example, you can install boost library with apt-get or brew package managers to your system.

CMake has conditional statements to allow you to block building process if library is not installed.

If a library installed to system with its .cmake configurations, cmake would be able to look for system default library locations to find that library. like /usr/lib;/usr/local/lib

Boost library can be installed via package managers, **brew** or **apt-get** to system. We can use, cmake’s find\_package command to check if library exists before building executable.

Let’s change our example little more. I want to use Boost normal distribution library to generate random samples. Therefore, I included boost/random.hpp, and initialized boost::random::normal\_distribution to generate numbers with variate\_generator.

#include <iostream>#include "lib/math/operations.hpp"#include <boost/random.hpp>int main() {  
 std::cout<<"Hello CMake!"<<std::endl; math::operations op; int sum = op.sum(3, 4); std::cout<<"Sum of 3 + 4 :"<<sum<<std::endl; //Boost Random Sample  
 boost::mt19937 rng;  
 double mean = 2.3;  
 double std = 0.34;  
 auto normal\_dist = boost::random::normal\_distribution<double>(mean, std); boost::variate\_generator<boost::mt19937&,  
 boost::normal\_distribution<> > random\_generator(rng, normal\_dist); for(int i = 0; i < 2; i++){  
 auto rand\_val = random\_generator();  
 std::cout<<"Random Val "<<i+1<<" :"<<rand\_val<<std::endl;  
 } return 0;  
}

How CMakeLists.txt should be written now? It should check for the Boost library, if it can find includes headers and links libraries.

**Note**: In most cases, default library and include paths are defined in cmake default configurations, so it may find these libraries without any modification, but it is not suggested to leave CMakeLists.txt with trusting to system.

cmake\_minimum\_required(VERSION 3.9.1)project(CMakeHello)set(CMAKE\_CXX\_STANDARD 14)  
set(CMAKE\_CXX\_FLAGS "${CMAKE\_CXX\_FLAGS} -Wall")#set(CMAKE\_RUNTIME\_OUTPUT\_DIRECTORY ${CMAKE\_BINARY\_DIR}/bin)  
set(EXECUTABLE\_OUTPUT\_PATH ${CMAKE\_BINARY\_DIR}/bin)message(${CMAKE\_BINARY\_DIR})add\_executable(cmake\_hello main.cpp)add\_subdirectory(lib/math)find\_package(Boost 1.66)# Check for libray, if found print message, include dirs and link libraries.  
if(Boost\_FOUND)  
 message("Boost Found")  
 include\_directories(${Boost\_INCLUDE\_DIRS})  
 target\_link\_libraries(cmake\_hello ${Boost\_LIBRARIES})  
elseif(NOT Boost\_FOUND)  
 error("Boost Not Found")  
endif()target\_link\_libraries(cmake\_hello math)

include\_directories will include library headers, target\_link\_libraries will link boost library. Above code will not continue to build if package not found since we defined error, but you can also add REQUIRED flag after package to raise error.

**Note**: Boost name already recognized by system because cmake has already defined commands to check for Boost library. If it is not a common library like boost, you should write your own scripts to enable this feature.

When a package found, following variables will be initialized automatically.

<NAME>\_FOUND : Flag to show if it is found  
<NAME>\_INCLUDE\_DIRS or <NAME>\_INCLUDES : Header directories  
<NAME>\_LIBRARIES or <NAME>\_LIBRARIES or <NAME>\_LIBS : library files  
<NAME>\_DEFINITIONS

So what happens, if a library is in a custom folder and outside of source tree. If there won’t be any CMake, your command line build would look like below.

g++ main.cpp -o cmake\_hello -I/home/onur/libraries/boost/include -L/home/onur/libraries/boost -lBoost

With this logic, you should add include and library folder with following commands.

include\_directories(/Users/User/Projects/libraries/include)  
link\_directories(/Users/User/Projects/libraries/libs)# elseif case can be   
elseif(NOT Boost\_FOUND)  
message("Boost Not Found")  
 include\_directories(/Users/User/Projects/libraries/include)  
 link\_directories(/Users/User/Projects/libraries/libs)  
 target\_link\_libraries(cmake\_hello Boost)  
endif()

Many different methodologies can be followed while including custom libraries for your project. You can also write custom cmake methods to search for given folders to check libraries etc. Most important thing is to understand linkage logic of compiler. You should point the headers and library (.so, .a) folder and link library for compile process.

Above case is not very safe, because you can’t be sure about if it exists in the folders of host. Safest method is to fetch sources of library and build before going forward. In order to provide this property, dependent library should be added with its sources. If library is closed source, you should include binary to your source tree.

However, it is not always easy to distribute sources because of licensing issues, legal problems etc. It is responsibility of build engineer to figure out best practice for this situation.

# Target System Configurations

It is highly possible to build your application, library for or on multiple systems. For example, you may want to include Intel related libraries if you want to deploy your binary on a intel system or you may want to cross-compile for an embedded system, like Android. In order to organise build system, you should add all possible checks into your cmake as well as your code as macros.

# Change Compiler and Linker for Build

Let’s say you will cross-compile your project for a different target system. In such cases, your host system should include the target system compiler and linker installed. A basic example is shown in official documentation of CMake: <https://cmake.org/cmake/help/v3.6/manual/cmake-toolchains.7.html#cross-compiling-for-linux>

Official example is enough for this article’s context, in order to cover it basically. It is an example of building for Raspberry Pi with its C/C++ compiler and tools (linker etc.)

set(CMAKE\_SYSTEM\_NAME Linux)  
set(CMAKE\_SYSTEM\_PROCESSOR arm)set(CMAKE\_SYSROOT /home/devel/rasp-pi-rootfs)  
set(CMAKE\_STAGING\_PREFIX /home/devel/stage)set(tools /home/devel/gcc-4.7-linaro-rpi-gnueabihf)  
set(CMAKE\_C\_COMPILER ${tools}/bin/arm-linux-gnueabihf-gcc)  
set(CMAKE\_CXX\_COMPILER ${tools}/bin/arm-linux-gnueabihf-g++)set(CMAKE\_FIND\_ROOT\_PATH\_MODE\_PROGRAM NEVER)  
set(CMAKE\_FIND\_ROOT\_PATH\_MODE\_LIBRARY ONLY)  
set(CMAKE\_FIND\_ROOT\_PATH\_MODE\_INCLUDE ONLY)  
set(CMAKE\_FIND\_ROOT\_PATH\_MODE\_PACKAGE ONLY)

Most important part is to point compiler and tools (linker) paths correctly. Rest is configuration of build process, including optimisations.

It is also important to know your target system’s compiler properties, it would always be different than the host system. For example, intel system has different level of instructions than ARM. Even arm cpu’s would differ for instruction sets so for optimisations. Make sure you had covered those logic to apply for your cross-compile.

In the next section, we tried to cover some of the basic compiler and linker flags for GNU GCC and Clang.

# Compiler/Linker Flags with CMake

Compiler and Linker flags enables engineers to customise behavior of compiler during build process for warnings, optimisations of building process. CMake doesn’t give any new feature additional to flags used by Clang or GNU compilers. But, lets have an overview of compiler and linker flags and what they have been used for.

See, user manuals:

* <https://gcc.gnu.org/onlinedocs/gcc-2.95.2/gcc_2.html>
* <https://clang.llvm.org/docs/ClangCommandLineReference.html>

# Compiler Flags

# Setting Compiler Flags

Compiler flags are crucial when it comes to configure your application’s final properties, optimisation values, behaviour of compiler etc. In Makefile or command line it can be defined in different ways but it is rather easier to define them in CMake. Just like below:

set(CMAKE\_CXX\_FLAGS "-std=c++0x -Wall")  
# suggested way is to keep previous flags in mind and append new ones  
set(CMAKE\_CXX\_FLAGS "${CMAKE\_CXX\_FLAGS} -std=c++0x -Wall")# Alternatively, you can use generator expressions, which are conditional expressions. Below says that, if compiper is c++ then set it to c++11  
add\_compile\_options("$<$<STREQUAL:$<TARGET\_PROPERTY:LINKER\_LANGUAGE>,CXX>:-std=c++11>")

It is quite important to know, how these flags works and what flags do you want to use than setting flags with CMake.

* Optimisation flags set certain compiler flags or disables them. These flags are defined to make easier to switch on/off certain optimisation flags.
* Please see manual:
* <https://clang.llvm.org/docs/ClangCommandLineReference.html#optimization-level>
* <https://gcc.gnu.org/onlinedocs/gcc/Optimize-Options.html>

-O0, -O1, -O2, -O3, -Os, -Oz, -Ofast

* Warning flags set warning properties during build process to see any warning during build to report them. Some may be turned off to fasten compile process because each warning process would require to make analysis. See manual and tree.
* <https://gist.github.com/d0k/3608547>
* <https://clang.llvm.org/docs/DiagnosticsReference.html>

-Wstring-conversion, -Wall, -Wswitch-enum …

# Set Source File Properties

This is a complex property of CMake if there are multiple targets, it can be needed to change one target’s certain behavior. In case, you would like to build main.cpp with C++11 and if you building only library, you may want to build it with C++14. In such cases, you may want to configure certain source’s properties with using set\_source\_files\_properties command like below:

set\_source\_files\_properties(${CMAKE\_CURRENT\_SOURCE\_DIR}/\*.cpp PROPERTIES COMPILE\_FLAGS "-std=c++11")

A large set of properties can be seen from following manual.

* <https://cmake.org/cmake/help/v3.3/manual/cmake-properties.7.html#source-file-properties>

Each can be used for a specific case needed for your purpose.

# Linker Flags

Here is a list of linker flags of GNU GCC Linker.

* <https://gcc.gnu.org/onlinedocs/gcc/Link-Options.html>

GCC linker, by default can search the directories defined in environment variables /usr/lib;/usr/local/lib , then links standard libraries by default.

Most common flag is -l to link desired library like, -lzlib, -lboost etc.

Additional flags, help you to change behavior of linking options of executable.

Below are the variables which you can add linker flags.

* CMAKE\_EXE\_LINKER\_FLAGS: Flags used to by linker during creation of executable
* CMAKE\_EXE\_LINKER\_FLAGS\_RELEASE: Flags used to by linker during creation of release executable
* CMAKE\_EXE\_LINKER\_FLAGS\_DEBUG: Flags used to by linker during creation of debug executable
* CMAKE\_STATIC\_LINKER\_FLAGS: Flags used by linker during the creation of static libraries (.a, .lib)
* CMAKE\_SHARED\_LINKER\_FLAGS: Flags used by linker during the creation of static libraries (.a, .lib)
* CMAKE\_MODULE\_LINKER\_FLAGS: Flags used by linker during the creation of static libraries (.a, .lib)

set(CMAKE\_EXE\_LINKER\_FLAGS "${CMAKE\_EXE\_LINKER\_FLAGS} -fsanitize=address")  
set(CMAKE\_EXE\_LINKER\_FLAGS "${CMAKE\_EXE\_LINKER\_FLAGS} -Wl")

# Debug and Release Configuration

It is highly recommended to create CMakeLists.txt with multiple configurations according to your needs. If you intend to deliver binaries, you should make a Release, which doesn't include debug flags in binary, which would be a way faster and ready to run. However, debug version of executable files include many of other flags which exposes the memory, method names etc for debuggers to help identify the errors. It is not a good practice and not safe to deliver debug version of an application.

CMake helps you to write script to separate final builds of both type of outputs. There are additional build types like Release with Debug Flags (RELWITHDEBINFO) or Minium Release Size (MINSIZEREL). In this example, we will show both.

* You have to create Debug and Release folders for both type of builds under your build folder. build/Debug and build/Release. cmake command line will change as below:

$ cmake -H. -Bbuild/Debug  
$ cmake -H. -Bbuild/Release

* Above configuration is not enough to create different binaries. You should also set build type with CMAKE\_BUILD\_TYPE variable on the command line. (CLion handles this process by itself.)

$ cmake -DCMAKE\_BUILD\_TYPE=Debug -H. -Bbuild/Debug  
$ cmake -DCMAKE\_BUILD\_TYPE=Release -H. -Bbuild/Release

* CMAKE\_BUILD\_TYPE is accessible inside CMakeLists.txt. You can easily check for build type in CMakeLists.txt

if(${CMAKE\_BUILD\_TYPE} MATCHES Debug)  
 message("Debug Build")  
elseif(${CMAKE\_BUILD\_TYPE} MATCHES Release)  
 message("Release Build")  
endif()

* You can also, set compiler and linker flags separately for build types using the config variables shown in the previous section.
* CMAKE\_EXE\_LINKER\_FLAGS\_RELEASE: Flags used to by linker during creation of release executable
* CMAKE\_EXE\_LINKER\_FLAGS\_DEBUG: Flags used to by linker during creation of debug executable
* CMAKE\_CXX\_FLAGS\_RELEASE
* CMAKE\_CXX\_FLAGS\_DEBUG

# CMake Installation/Deployment Configurations

CMake helps create commands for installation process as well, not only the build process.

There is a good coverage of the parameters of install command of CMake in:

* <https://cmake.org/cmake/help/v3.0/command/install.html>

Main procedure in this process is to copy the files generated by build process to a destination folder on the host. Therefore:

* First, think about destination folder. CMAKE\_INSTALL\_PREFIX is the variable to define host destination. it is set to /usr/local by default. During the build process, you should point the destination folder in command-line.

$ cmake -DCMAKE\_BUILD\_TYPE=Release -DCMAKE\_INSTALL\_PREFIX=/usr/local/test/with/cmake -H. -Bbuild/Release

* Keeping in mind that, you are getting prefix destination from terminal you should think about library and executable destinations accordingly.

# CMake Best Practices

* Always remember the previous configurations, make sure you append new flag instead of overwriting it. It is better to implement, add\_flag/remove method of yours, to achieve easier implementation.

set(VARIABLE "${VARIABLE} Flag1 Flag2")

* Always check system information carefully, raise error if a certain configuration can’t be done to prevent faulty binaries.
* Always, check required libraries to continue build process, raise error if not found.

if(Boost\_FOUND)  
 message("Boost Found")  
else()  
 error("Boost Not Found")  
endif()

# Resources

* <https://cmake.org/cmake-tutorial/>
* <https://tuannguyen68.gitbooks.io/learning-cmake-a-beginner-s-guide/content/chap1/chap1.html>
* <https://cmake.org/cmake/help/latest>
* <https://cmake.org/cmake/help/v3.10/>
* <https://www.vtk.org/Wiki/CMake/Examples>
* <https://cmake.org/cmake/help/v3.0/module/FindBoost.html>
* <https://gcc.gnu.org/onlinedocs/gcc-2.95.2/gcc_2.html>
* <https://clang.llvm.org/docs/ClangCommandLineReference.html>
* <http://www.bu.edu/tech/support/research/software-and-programming/programming/compilers/gcc-compiler-flags/>
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