Collections in Java

The **Collection in Java** is a framework that provides an architecture to store and manipulate the group of objects.

Java Collections can achieve all the operations that you perform on a data such as searching, sorting, insertion, manipulation, and deletion.

Java Collection means a single unit of objects. Java Collection framework provides many interfaces (Set, List, Queue, Deque) and classes ([ArrayList](https://www.javatpoint.com/java-arraylist), Vector, [LinkedList](https://www.javatpoint.com/java-linkedlist), [PriorityQueue](https://www.javatpoint.com/java-priorityqueue), HashSet, LinkedHashSet, TreeSet).

#### **What is Collection in Java**

A Collection represents a single unit of objects, i.e., a group.

#### **What is a framework in Java**

* It provides readymade architecture.
* It represents a set of classes and interfaces.
* It is optional.

#### **What is Collection framework**

The Collection framework represents a unified architecture for storing and manipulating a group of objects. It has:

1. Interfaces and its implementations, i.e., classes
2. Algorithm

### **Hierarchy of Collection Framework**

Let us see the hierarchy of Collection framework. The **java.util** package contains all the [classes](https://www.javatpoint.com/object-and-class-in-java) and [interfaces](https://www.javatpoint.com/interface-in-java) for the Collection framework.
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|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean add(E e) | It is used to insert an element in this collection. |
| 2 | public boolean addAll(Collection<? extends E> c) | It is used to insert the specified collection elements in the  invoking collection. |
| 3 | public boolean remove(Object element) | It is used to delete an element from the collection. |
| 4 | Public boolean removeAll(Collection<?> c) | It is used to delete all the elements of the specified  collection from the invoking collection. |
| 5 | default boolean removeIf(Predicate<? super E> filter) | It is used to delete all the elements of the collection  that satisfy the specified predicate. |
| 6 | public boolean retainAll(Collection<?> c) | It is used to delete all the elements of invoking  collection except the specified collection. |
| 7 | public int size() | It returns the total number of elements in the collection. |
| 8 | public void clear() | It removes the total number of elements from  the collection. |
| 9 | public boolean contains(Object element) | It is used to search an element. |
| 10 | public boolean containsAll(Collection<?> c) | It is used to search the specified collection in the collection. |
| 11 | public Iterator iterator() | It returns an iterator. |
| 12 | public Object[] toArray() | It converts collection into array. |
| 13 | public <T> T[] toArray(T[] a) | It converts collection into array. Here, the runtime type of the returned array is that of the specified array. |
| 14 | public boolean isEmpty() | It checks if collection is empty. |
| 15 | default Stream<E> parallelStream() | It returns a possibly parallel Stream with the collection as its source. |
| 16 | default Stream<E> stream() | It returns a sequential Stream with the collection as its source. |
| 17 | default Spliterator<E> spliterator() | It generates a Spliterator over the specified elements in the collection. |
| 18 | public boolean equals(Object element) | It matches two collections. |

|  |  |  |
| --- | --- | --- |
| 19 | public int hashCode() | It returns the hash code number of the collection |

### **Iterator interface**

|  |
| --- |
| Iterator interface provides the facility of iterating the elements in a forward direction only. |

#### **Methods of Iterator interface**

There are only three methods in the Iterator interface. They are:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean hasNext() | It returns true if the iterator has more elements otherwise it returns false. |
| 2 | public Object next() | It returns the element and moves the cursor pointer to the next element. |
| 3 | public void remove() | It removes the last elements returned by the iterator. It is less used. |

## **Iterable Interface**

The Iterable interface is the root interface for all the collection classes. The Collection interface extends the Iterable interface and therefore all the subclasses of Collection interface also implement the Iterable interface.

It contains only one abstract method. i.e.,

1. Iterator<T> iterator()

It returns the iterator over the elements of type T.

## **Collection Interface**

The Collection interface is the interface which is implemented by all the classes in the collection framework. It declares the methods that every collection will have. In other words, we can say that the Collection interface builds the foundation on which the collection framework depends.

Some of the methods of Collection interface are Boolean add ( Object obj), Boolean addAll ( Collection c), void clear(), etc. which are implemented by all the subclasses of Collection interface.

## **List Interface**

List interface is the child interface of Collection interface. It inhibits a list type data structure in which we can store the ordered collection of objects. It can have duplicate values.

List interface is implemented by the classes ArrayList, LinkedList, Vector, and Stack.

To instantiate the List interface, we must use :

1. List <data-type> list1= **new** ArrayList();
2. List <data-type> list2 = **new** LinkedList();
3. List <data-type> list3 = **new** Vector();
4. List <data-type> list4 = **new** Stack();

There are various methods in List interface that can be used to insert, delete, and access the elements from the list.

## **ArrayList**

The ArrayList class implements the List interface. It uses a dynamic array to store the duplicate element of different data types. The ArrayList class maintains the insertion order and is non-synchronized. The elements stored in the ArrayList class can be randomly accessed. Consider the following example.

1. **import** java.util.\*;
2. **class** TestJavaCollection1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Ravi");//Adding object in arraylist
6. list.add("Vijay");
7. list.add("Ravi");
8. list.add("Ajay");
9. //Traversing list through Iterator
10. Iterator itr=list.iterator();
11. **while**(itr.hasNext()){
12. System.out.println(itr.next());
13. }
14. }
15. }

Output:

Ravi

Vijay

Ravi

Ajay

## **LinkedList**

LinkedList implements the Collection interface. It uses a doubly linked list internally to store the elements. It can store the duplicate elements. It maintains the insertion order and is not synchronized. In LinkedList, the manipulation is fast because no shifting is required.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection2{
3. **public** **static** **void** main(String args[]){
4. LinkedList<String> al=**new** LinkedList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. Iterator<String> itr=al.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

Output:

Ravi

Vijay

Ravi

Ajay

## **Vector**

Vector uses a dynamic array to store the data elements. It is similar to ArrayList. However, It is synchronized and contains many methods that are not the part of Collection framework.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection3{
3. **public** **static** **void** main(String args[]){
4. Vector<String> v=**new** Vector<String>();
5. v.add("Ayush");
6. v.add("Amit");
7. v.add("Ashish");
8. v.add("Garima");
9. Iterator<String> itr=v.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

Output:

Ayush

Amit

Ashish

Garima

## **Stack**

The stack is the subclass of Vector. It implements the last-in-first-out data structure, i.e., Stack. The stack contains all of the methods of Vector class and also provides its methods like boolean push(), boolean peek(), boolean push(object o), which defines its properties.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection4{
3. **public** **static** **void** main(String args[]){
4. Stack<String> stack = **new** Stack<String>();
5. stack.push("Ayush");
6. stack.push("Garvit");
7. stack.push("Amit");
8. stack.push("Ashish");
9. stack.push("Garima");
10. stack.pop();
11. Iterator<String> itr=stack.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

Output:

Ayush

Garvit

Amit

Ashish

## **Queue Interface**

Queue interface maintains the first-in-first-out order. It can be defined as an ordered list that is used to hold the elements which are about to be processed. There are various classes like PriorityQueue, Deque, and ArrayDeque which implements the Queue interface.

Queue interface can be instantiated as:

1. Queue<String> q1 = **new** PriorityQueue();
2. Queue<String> q2 = **new** ArrayDeque();

There are various classes that implement the Queue interface, some of them are given below.

## **PriorityQueue**

The PriorityQueue class implements the Queue interface. It holds the elements or objects which are to be processed by their priorities. PriorityQueue doesn't allow null values to be stored in the queue.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection5{
3. **public** **static** **void** main(String args[]){
4. PriorityQueue<String> queue=**new** PriorityQueue<String>();
5. queue.add("Amit Sharma");
6. queue.add("Vijay Raj");
7. queue.add("JaiShankar");
8. queue.add("Raj");
9. System.out.println("head:"+queue.element());
10. System.out.println("head:"+queue.peek());
11. System.out.println("iterating the queue elements:");
12. Iterator itr=queue.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. queue.remove();
17. queue.poll();
18. System.out.println("after removing two elements:");
19. Iterator<String> itr2=queue.iterator();
20. **while**(itr2.hasNext()){
21. System.out.println(itr2.next());
22. }
23. }
24. }

Output:

head:Amit Sharma

head:Amit Sharma

iterating the queue elements:

Amit Sharma

Raj

JaiShankar

Vijay Raj

after removing two elements:

Raj

Vijay Raj

## **Deque Interface**

Deque interface extends the Queue interface. In Deque, we can remove and add the elements from both the side. Deque stands for a double-ended queue which enables us to perform the operations at both the ends.

Deque can be instantiated as:

1. Deque d = **new** ArrayDeque();

## **ArrayDeque**

ArrayDeque class implements the Deque interface. It facilitates us to use the Deque. Unlike queue, we can add or delete the elements from both the ends.

ArrayDeque is faster than ArrayList and Stack and has no capacity restrictions.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection6{
3. **public** **static** **void** main(String[] args) {
4. //Creating Deque and adding elements
5. Deque<String> deque = **new** ArrayDeque<String>();
6. deque.add("Gautam");
7. deque.add("Karan");
8. deque.add("Ajay");
9. //Traversing elements
10. **for** (String str : deque) {
11. System.out.println(str);
12. }
13. }
14. }

Output:

Gautam

Karan

Ajay

## **Set Interface**

Set Interface in Java is present in java.util package. It extends the Collection interface. It represents the unordered set of elements which doesn't allow us to store the duplicate items. We can store at most one null value in Set. Set is implemented by HashSet, LinkedHashSet, and TreeSet.

Set can be instantiated as:

1. Set<data-type> s1 = **new** HashSet<data-type>();
2. Set<data-type> s2 = **new** LinkedHashSet<data-type>();
3. Set<data-type> s3 = **new** TreeSet<data-type>();

## **HashSet**

HashSet class implements Set Interface. It represents the collection that uses a hash table for storage. Hashing is used to store the elements in the HashSet. It contains unique items.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection7{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. HashSet<String> set=**new** HashSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

Output:

Vijay

Ravi

Ajay

## **LinkedHashSet**

LinkedHashSet class represents the LinkedList implementation of Set Interface. It extends the HashSet class and implements Set interface. Like HashSet, It also contains unique elements. It maintains the insertion order and permits null elements.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection8{
3. **public** **static** **void** main(String args[]){
4. LinkedHashSet<String> set=**new** LinkedHashSet<String>();
5. set.add("Ravi");
6. set.add("Vijay");
7. set.add("Ravi");
8. set.add("Ajay");
9. Iterator<String> itr=set.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

Output:

Ravi

Vijay

Ajay

## **SortedSet Interface**

SortedSet is the alternate of Set interface that provides a total ordering on its elements. The elements of the SortedSet are arranged in the increasing (ascending) order. The SortedSet provides the additional methods that inhibit the natural ordering of the elements.

The SortedSet can be instantiated as:

1. SortedSet<data-type> set = **new** TreeSet();

## **TreeSet**

Java TreeSet class implements the Set interface that uses a tree for storage. Like HashSet, TreeSet also contains unique elements. However, the access and retrieval time of TreeSet is quite fast. The elements in TreeSet stored in ascending order.

Consider the following example:

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection9{
3. **public** **static** **void** main(String args[]){
4. //Creating and adding elements
5. TreeSet<String> set=**new** TreeSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

Output:

Ajay

Ravi

Vijay

# Java ArrayList

![Java ArrayList class hierarchy](data:image/png;base64,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)

Java **ArrayList** class uses a dynamic [*array*](https://www.javatpoint.com/array-in-java) for storing the elements. It is like an array, but there is no size limit. We can add or remove elements anytime. So, it is much more flexible than the traditional array. It is found in the java.util package. It is like the Vector in C++.

The ArrayList in Java can have the duplicate elements also. It implements the List interface so we can use all the methods of the List interface here. The ArrayList maintains the insertion order internally.

It inherits the AbstractList class and implements [List interface](https://www.javatpoint.com/java-list).

The important points about the Java ArrayList class are:

* Java ArrayList class can contain duplicate elements.
* Java ArrayList class maintains insertion order.
* Java ArrayList class is non [synchronized](https://www.javatpoint.com/synchronization-in-java).
* Java ArrayList allows random access because the array works on an index basis.
* In ArrayList, manipulation is a little bit slower than the LinkedList in Java because a lot of shifting needs to occur if any element is removed from the array list.
* We can not create an array list of the primitive types, such as int, float, char, etc. It is required to use the required wrapper class in such cases. For example:

1. ArrayList<**int**> al = ArrayList<**int**>(); // does not work
2. ArrayList<Integer> al = **new** ArrayList<Integer>(); // works fine

* Java ArrayList gets initialized by the size. The size is dynamic in the array list, which varies according to the elements getting added or removed from the list.

### **Hierarchy of ArrayList class**

As shown in the above diagram, the Java ArrayList class extends AbstractList class which implements the List interface. The List interface extends the [Collection](https://www.javatpoint.com/collections-in-java) and Iterable interfaces in hierarchical order.

### **ArrayList class declaration**

Let's see the declaration for java.util.ArrayList class.

1. **public** **class** ArrayList<E> **extends** AbstractList<E> **implements** List<E>, RandomAccess, Cloneable, Serializable

### **Constructors of ArrayList**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| ArrayList() | It is used to build an empty array list. |
| ArrayList(Collection<? extends E> c) | It is used to build an array list that is initialized with the elements of the  collection c. |
| ArrayList(int capacity) | It is used to build an array list that has the specified initial capacity. |

### **Methods of ArrayList**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void [add](https://www.javatpoint.com/java-arraylist-add-method)(int index, E element) | It is used to insert the specified element at the specified position in a list. |
| boolean [add](https://www.javatpoint.com/java-arraylist-add-method)(E e) | It is used to append the specified element at the end of a list. |
| boolean [addAll](https://www.javatpoint.com/java-arraylist-addall-method)(Collection<? extends E> c) | It is used to append all of the elements in the specified collection to the  end of this list, in the order that they are returned by the specified  collection's iterator. |
| boolean [addAll](https://www.javatpoint.com/java-arraylist-addall-method)(int index, Collection<? extends E> c) | It is used to append all the elements in the specified collection,  starting at the specified position of the list. |
| void [clear](https://www.javatpoint.com/java-arraylist-clear-method)() | It is used to remove all of the elements from this list. |
| void ensureCapacity(int requiredCapacity) | It is used to enhance the capacity of an ArrayList instance. |
| E get(int index) | It is used to fetch the element from the particular position of the list. |
| boolean isEmpty() | It returns true if the list is empty, otherwise false. |
| [Iterator()](https://www.javatpoint.com/java-arraylist-iterator-method) |  |
| [listIterator()](https://www.javatpoint.com/java-arraylist-listiterator-method) |  |
| int lastIndexOf(Object o) | It is used to return the index in this list of the last occurrence of the  specified element, or -1 if the list does not contain this element. |
| Object[] toArray() | It is used to return an array containing all of the elements in this list in the  correct order. |
| <T> T[] toArray(T[] a) | It is used to return an array containing all of the elements in this list in the  correct order. |
| Object clone() | It is used to return a shallow copy of an ArrayList. |
| boolean contains(Object o) | It returns true if the list contains the specified element. |
| int indexOf(Object o) | It is used to return the index in this list of the first occurrence of the  specified element, or -1 if the List does not contain this element. |
| E remove(int index) | It is used to remove the element present at the specified position in the list. |
| boolean [remove](https://www.javatpoint.com/java-arraylist-remove-method)(Object o) | It is used to remove the first occurrence of the specified element. |
| boolean [removeAll](https://www.javatpoint.com/java-arraylist-removeall-method)(Collection<?> c) | It is used to remove all the elements from the list. |
| boolean removeIf(Predicate<? super E> filter) | It is used to remove all the elements from the list that satisfies the given  predicate. |
| protected void [removeRange](https://www.javatpoint.com/java-arraylist-removerange-method)(int fromIndex, int toIndex) | It is used to remove all the elements lies within the given range. |
| void replaceAll(UnaryOperator<E> operator) | It is used to replace all the elements from the list with the specified  element. |
| void [retainAll](https://www.javatpoint.com/java-arraylist-retainall-method)(Collection<?> c) | It is used to retain all the elements in the list that are present in the  specified collection. |
| E set(int index, E element) | It is used to replace the specified element in the list, present at the  specified position. |
| void sort(Comparator<? super E> c) | It is used to sort the elements of the list on the basis of the  specified comparator. |
| Spliterator<E> spliterator() | It is used to create a spliterator over the elements in a list. |
| List<E> subList(int fromIndex, int toIndex) | It is used to fetch all the elements that lies within the given range. |
| int size() | It is used to return the number of elements present in the list. |
| void trimToSize() | It is used to trim the capacity of this ArrayList instance to be the  list's current size. |

### **Java Non-generic Vs. Generic Collection**

Java collection framework was non-generic before JDK 1.5. Since 1.5, it is generic.

Java new generic collection allows you to have only one type of object in a collection. Now it is type-safe, so typecasting is not required at runtime.

Let's see the old non-generic example of creating a Java collection.

1. ArrayList list=**new** ArrayList();//creating old non-generic arraylist

Let's see the new generic example of creating java collection.

1. ArrayList<String> list=**new** ArrayList<String>();//creating new generic arraylist

In a generic collection, we specify the type in angular braces. Now ArrayList is forced to have the only specified type of object in it. If you try to add another type of object, it gives a compile-time error.

### **Java ArrayList Example**

**FileName:** ArrayListExample1.java

1. **import** java.util.\*;
2. **public** **class** ArrayListExample1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Mango");//Adding object in arraylist
6. list.add("Apple");
7. list.add("Banana");
8. list.add("Grapes");
9. //Printing the arraylist object
10. System.out.println(list);
11. }

**}**

**Output:**

[Mango, Apple, Banana, Grapes]

### **Iterating ArrayList using For-each loop**

Let's see an example to traverse the ArrayList elements using the for-each loop

**FileName:** ArrayListExample3.java

1. **import** java.util.\*;
2. **public** **class** ArrayListExample3{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Mango");//Adding object in arraylist
6. list.add("Apple");
7. list.add("Banana");
8. list.add("Grapes");
9. //Traversing list through for-each loop
10. **for**(String fruit:list)
11. System.out.println(fruit);
13. }
14. }

**Output:**

Mango

Apple

Banana

Grapes

### **Get and Set ArrayList**

The get() method returns the element at the specified index, whereas the set() method changes the element.

**FileName:** ArrayListExample4.java

1. **import** java.util.\*;
2. **public** **class** ArrayListExample4{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Mango");
6. al.add("Apple");
7. al.add("Banana");
8. al.add("Grapes");
9. //accessing the element
10. System.out.println("Returning element: "+al.get(1));//it will return the 2nd element, because index starts from 0
11. //changing the element
12. al.set(1,"Dates");
13. //Traversing list
14. **for**(String fruit:al)
15. System.out.println(fruit);
17. }
18. }

**Output:**

Returning element: Apple

Mango

Dates

Banana

Grapes

### **How to Sort ArrayList**

The java.util package provides a utility class **Collections**, which has the static method sort(). Using the **Collections.sort()** method, we can easily sort the ArrayList.

**FileName:** SortArrayList.java

1. **import** java.util.\*;
2. **class** SortArrayList{
3. **public** **static** **void** main(String args[]){
4. //Creating a list of fruits
5. List<String> list1=**new** ArrayList<String>();
6. list1.add("Mango");
7. list1.add("Apple");
8. list1.add("Banana");
9. list1.add("Grapes");
10. //Sorting the list
11. Collections.sort(list1);
12. //Traversing list through the for-each loop
13. **for**(String fruit:list1)
14. System.out.println(fruit);
16. System.out.println("Sorting numbers...");
17. //Creating a list of numbers
18. List<Integer> list2=**new** ArrayList<Integer>();
19. list2.add(21);
20. list2.add(11);
21. list2.add(51);
22. list2.add(1);
23. //Sorting the list
24. Collections.sort(list2);
25. //Traversing list through the for-each loop
26. **for**(Integer number:list2)
27. System.out.println(number);
28. }
30. }

**Output:**

Apple

Banana

Grapes

Mango

Sorting numbers...

1

11

21

51

### **Ways to iterate the elements of the collection in Java**

There are various ways to traverse the collection elements:

1. By Iterator interface.
2. By for-each loop.
3. By ListIterator interface.
4. By for loop.
5. By forEach() method.
6. By forEachRemaining() method.
7. **import** java.util.\*;
8. **class** ArrayList4{
9. **public** **static** **void** main(String args[]){
10. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
11. list.add("Ravi");//Adding object in arraylist
12. list.add("Vijay");
13. list.add("Ravi");
14. list.add("Ajay");
16. System.out.println("Traversing list through List Iterator:");
17. //Here, element iterates in reverse order
18. ListIterator<String> list1=list.listIterator(list.size());
19. **while**(list1.hasPrevious())
20. {
21. String str=list1.previous();
22. System.out.println(str);
23. }
24. System.out.println("Traversing list through for loop:");
25. **for**(**int** i=0;i<list.size();i++)
26. {
27. System.out.println(list.get(i));
28. }
30. System.out.println("Traversing list through forEach() method:");
31. //The forEach() method is a new feature, introduced in Java 8.
32. list.forEach(a->{ //Here, we are using lambda expression
33. System.out.println(a);
34. });
36. System.out.println("Traversing list through forEachRemaining() method:");
37. Iterator<String> itr=list.iterator();
38. itr.forEachRemaining(a-> //Here, we are using lambda expression
39. {
40. System.out.println(a);
41. });
42. }
43. }

**Output:**

Traversing list through List Iterator:

Ajay

Ravi

Vijay

Ravi

Traversing list through for loop:

Ravi

Vijay

Ravi

Ajay

Traversing list through forEach() method:

Ravi

Vijay

Ravi

Ajay

Traversing list through forEachRemaining() method:

Ravi

Vijay

Ravi

Ajay

### **User-defined class objects in Java ArrayList**

Let's see an example where we are storing Student class object in an array list.

**FileName:** ArrayList5.java

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }
11. **import** java.util.\*;
12. **class** ArrayList5{
13. **public** **static** **void** main(String args[]){
14. //Creating user-defined class objects
15. Student s1=**new** Student(101,"Sonoo",23);
16. Student s2=**new** Student(102,"Ravi",21);
17. Student s2=**new** Student(103,"Hanumat",25);
18. //creating arraylist
19. ArrayList<Student> al=**new** ArrayList<Student>();
20. al.add(s1);//adding Student class object
21. al.add(s2);
22. al.add(s3);
23. //Getting Iterator
24. Iterator itr=al.iterator();
25. //traversing elements of ArrayList object
26. **while**(itr.hasNext()){
27. Student st=(Student)itr.next();
28. System.out.println(st.rollno+" "+st.name+" "+st.age);
29. }
30. }
31. }

**Output:**

101 Sonoo 23

102 Ravi 21

103 Hanumat 25

### **Java ArrayList Serialization and Deserialization Example**

Let's see an example to serialize an ArrayList object and then deserialize it.

**FileName:** ArrayList6.java

1. **import** java.io.\*;
2. **import** java.util.\*;
3. **class** ArrayList6 {
5. **public** **static** **void** main(String [] args)
6. {
7. ArrayList<String> al=**new** ArrayList<String>();
8. al.add("Ravi");
9. al.add("Vijay");
10. al.add("Ajay");
12. **try**
13. {
14. //Serialization
15. FileOutputStream fos=**new** FileOutputStream("file");
16. ObjectOutputStream oos=**new** ObjectOutputStream(fos);
17. oos.writeObject(al);
18. fos.close();
19. oos.close();
20. //Deserialization
21. FileInputStream fis=**new** FileInputStream("file");
22. ObjectInputStream ois=**new** ObjectInputStream(fis);
23. ArrayList  list=(ArrayList)ois.readObject();
24. System.out.println(list);
25. }**catch**(Exception e)
26. {
27. System.out.println(e);
28. }
29. }
30. }

**Output:**

[Ravi, Vijay, Ajay]

### **Java ArrayList example to add elements**

Here, we see different ways to add an element.

**FileName:** ArrayList7.java

1. **import** java.util.\*;
2. **class** ArrayList7{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. System.out.println("Initial list of elements: "+al);
6. //Adding elements to the end of the list
7. al.add("Ravi");
8. al.add("Vijay");
9. al.add("Ajay");
10. System.out.println("After invoking add(E e) method: "+al);
11. //Adding an element at the specific position
12. al.add(1, "Gaurav");
13. System.out.println("After invoking add(int index, E element) method: "+al);
14. ArrayList<String> al2=**new** ArrayList<String>();
15. al2.add("Sonoo");
16. al2.add("Hanumat");
17. //Adding second list elements to the first list
18. al.addAll(al2);
19. System.out.println("After invoking addAll(Collection<? extends E> c) method: "+al);
20. ArrayList<String> al3=**new** ArrayList<String>();
21. al3.add("John");
22. al3.add("Rahul");
23. //Adding second list elements to the first list at specific position
24. al.addAll(1, al3);
25. System.out.println("After invoking addAll(int index, Collection<? extends E> c) method: "+al);
27. }
28. }

**Output:**

Initial list of elements: []

After invoking add(E e) method: [Ravi, Vijay, Ajay]

After invoking add(int index, E element) method: [Ravi, Gaurav, Vijay, Ajay]

After invoking addAll(Collection<? extends E> c) method:

[Ravi, Gaurav, Vijay, Ajay, Sonoo, Hanumat]

After invoking addAll(int index, Collection<? extends E> c) method:

[Ravi, John, Rahul, Gaurav, Vijay, Ajay, Sonoo, Hanumat]

### **Java ArrayList example to remove elements**

Here, we see different ways to remove an element.

**FileName:** ArrayList8.java

1. **import** java.util.\*;
2. **class** ArrayList8 {
4. **public** **static** **void** main(String [] args)
5. {
6. ArrayList<String> al=**new** ArrayList<String>();
7. al.add("Ravi");
8. al.add("Vijay");
9. al.add("Ajay");
10. al.add("Anuj");
11. al.add("Gaurav");
12. System.out.println("An initial list of elements: "+al);
13. //Removing specific element from arraylist
14. al.remove("Vijay");
15. System.out.println("After invoking remove(object) method: "+al);
16. //Removing element on the basis of specific position
17. al.remove(0);
18. System.out.println("After invoking remove(index) method: "+al);
20. //Creating another arraylist
21. ArrayList<String> al2=**new** ArrayList<String>();
22. al2.add("Ravi");
23. al2.add("Hanumat");
24. //Adding new elements to arraylist
25. al.addAll(al2);
26. System.out.println("Updated list : "+al);
27. //Removing all the new elements from arraylist
28. al.removeAll(al2);
29. System.out.println("After invoking removeAll() method: "+al);
30. //Removing elements on the basis of specified condition
31. al.removeIf(contains("Ajay"));   //Here, we are using Lambda expression
32. System.out.println("After invoking removeIf() method: "+al);
33. //Removing all the elements available in the list
34. al.clear();
35. System.out.println("After invoking clear() method: "+al);
36. }
37. }

**Output:**

An initial list of elements: [Ravi, Vijay, Ajay, Anuj, Gaurav]

After invoking remove(object) method: [Ravi, Ajay, Anuj, Gaurav]

After invoking remove(index) method: [Ajay, Anuj, Gaurav]

Updated list : [Ajay, Anuj, Gaurav, Ravi, Hanumat]

After invoking removeAll() method: [Ajay, Anuj, Gaurav]

After invoking removeIf() method: [Anuj, Gaurav]

After invoking clear() method: []

### **Java ArrayList example of retainAll() method**

**FileName:** ArrayList9.java

1. **import** java.util.\*;
2. **class** ArrayList9{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Ravi");
10. al2.add("Hanumat");
11. al.retainAll(al2);
12. System.out.println("iterating the elements after retaining the elements of al2");
13. Iterator itr=al.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
17. }
18. }

**Output:**

iterating the elements after retaining the elements of al2

Ravi

### **Java ArrayList example of isEmpty() method**

**FileName:** ArrayList4.java

1. **import** java.util.\*;
2. **class** ArrayList10{
4. **public** **static** **void** main(String [] args)
5. {
6. ArrayList<String> al=**new** ArrayList<String>();
7. System.out.println("Is ArrayList Empty: "+al.isEmpty());
8. al.add("Ravi");
9. al.add("Vijay");
10. al.add("Ajay");
11. System.out.println("After Insertion");
12. System.out.println("Is ArrayList Empty: "+al.isEmpty());
13. }
14. }

**Output:**

Is ArrayList Empty: true

After Insertion

Is ArrayList Empty: false

### **Java ArrayList Example: Book**

Let's see an ArrayList example where we are adding books to the list and printing all the books.

**FileName:** ArrayListExample20.java

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ArrayListExample20 {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** ArrayList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications and Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

**Output:**

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications and Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

### **Size and Capacity of an ArrayList**

Size and capacity of an array list are the two terms that beginners find confusing. Let's understand it in this section with the help of some examples. Consider the following code snippet.

**FileName:** SizeCapacity.java

1. **import** java.util.\*;
3. **public** **class** SizeCapacity
4. {
6. **public** **static** **void** main(String[] args) **throws** Exception
7. {
9. ArrayList<Integer> al = **new** ArrayList<Integer>();
11. System.out.println("The size of the array is: " + al.size());
12. }
13. }

**Output:**

The size of the array is: 0

# Difference between Array and ArrayList

# The above statement creates an array of the specified size. When we try to add more than its size, it throws **ArrayIndexOutOfBoundsException**.

## **Similarities**

* Array and ArrayList both are used for storing elements.
* Array and ArrayList both can store null values.
* They can have duplicate values.
* They do not preserve the order of elements.

|  |  |  |
| --- | --- | --- |
| **Basis** | **Array** | **ArrayList** |
| **Definition** | An **array** is a dynamically-created object.  It serves as a container that holds the constant  number of values of the same type.  It has a contiguous memory location. | The **ArrayList** is a class of Java **Collections**  framework. It contains popular classes like  **Vector, HashTable**, and **HashMap**. |
| **Static/ Dynamic** | Array is **static** in size. | ArrayList is **dynamic** in size. |
| **Resizable** | An array is a **fixed-length** data structure. | ArrayList is a **variable-length** data structure. It can be resized itself when needed. |
| **Initialization** | It is mandatory to provide the size of an  array while initializing it directly or indirectly. | We can create an instance of ArrayList  without specifying its size. Java creates  ArrayList of default size. |
| **Performance** | It performs **fast** in comparison to  ArrayList because of fixed size. | ArrayList is internally backed by the array in  Java. The resize operation in ArrayList slows  down the performance. |
| **Primitive/ Generic type** | An array can store both **objects** and  **primitives** type. | We cannot store **primitive** type in ArrayList.  It automatically converts primitive type to  object. |
| **Iterating Values** | We use **for** loop or **for each** loop to  iterate over an array. | We use an **iterator** to iterate over ArrayList. |
| **Type-Safety** | We cannot use generics along with array  because it is not a convertible type of array. | ArrayList allows us to store only  **generic/ type, that's why it is type-safe.** |
| **Length** | Array provides a **length** variable which  denotes the length of an array. | ArrayList provides the **size()** method to  determine the size of ArrayList. |
| **Adding Elements** | We can add elements in an array by  using the **assignment**operator. | Java provides the **add()** method to add  elements in the ArrayList. |
| **Single/ Multi-Dimensional** | Array can be **multi-dimensional**. | ArrayList is always **single-dimensional**. |

# Java LinkedList class

![Java LinkedList class hierarchy](data:image/png;base64,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)

Java LinkedList class uses a doubly linked list to store the elements. It provides a linked-list data structure. It inherits the AbstractList class and implements List and Deque interfaces.

The important points about Java LinkedList are:

* Java LinkedList class can contain duplicate elements.
* Java LinkedList class maintains insertion order.
* Java LinkedList class is non synchronized.
* In Java LinkedList class, manipulation is fast because no shifting needs to occur.
* Java LinkedList class can be used as a list, stack or queue.

### **Hierarchy of LinkedList class**

As shown in the above diagram, Java LinkedList class extends AbstractSequentialList class and implements List and Deque interfaces.

### **Doubly Linked List**

In the case of a doubly linked list, we can add or remove elements from both sides.

![java LinkedList class using doubly linked list](data:image/png;base64,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)

### **LinkedList class declaration**

Let's see the declaration for java.util.LinkedList class.

1. **public** **class** LinkedList<E> **extends** AbstractSequentialList<E> **implements** List<E>, Deque<E>, Cloneable, Serializable

### **Constructors of Java LinkedList**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedList() | It is used to construct an empty list. |
| LinkedList(Collection<? extends E> c) | It is used to construct a list containing the elements of the  specified collection, in the order, they are  returned by the collection's iterator. |

### **Methods of Java LinkedList**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(E e) | It is used to append the specified element to the end of a list. |
| void add(int index, E element) | It is used to insert the specified element at the specified position index in a list. |
| boolean addAll(Collection<? extends E> c) | It is used to append all of the elements in the specified collection to the end of this  list, in the order that they are returned by the specified collection's iterator. |
| boolean addAll(Collection<? extends E> c) | It is used to append all of the elements in the specified collection to the end of this  list, in the order that they are returned by the specified collection's iterator. |
| boolean addAll(int index, Collection<? extends E> c) | It is used to append all the elements in the specified collection, starting at the  specified position of the list. |
| void addFirst(E e) | It is used to insert the given element at the beginning of a list. |
| void addLast(E e) | It is used to append the given element to the end of a list. |
| void clear() | It is used to remove all the elements from a list. |
| Object clone() | It is used to return a shallow copy of an ArrayList. |
| boolean contains(Object o) | It is used to return true if a list contains a specified element. |
| Iterator<E> descendingIterator() | It is used to return an iterator over the elements in a deque in reverse sequential order. |
| E element() | It is used to retrieve the first element of a list. |
| E get(int index) | It is used to return the element at the specified position in a list. |
| E getFirst() | It is used to return the first element in a list. |
| E getLast() | It is used to return the last element in a list. |
| int indexOf(Object o) | It is used to return the index in a list of the first occurrence of the specified element,  or -1 if the list does not contain any element. |
| int lastIndexOf(Object o) | It is used to return the index in a list of the last occurrence of the specified element,  or -1 if the list does not contain any element. |
| ListIterator<E> listIterator(int index) | It is used to return a list-iterator of the elements in proper sequence, starting at the  specified position in the list. |
| boolean offer(E e) | It adds the specified element as the last element of a list. |
| boolean offerFirst(E e) | It inserts the specified element at the front of a list. |
| boolean offerLast(E e) | It inserts the specified element at the end of a list. |
| E peek() | It retrieves the first element of a list |
| E peekFirst() | It retrieves the first element of a list or returns null if a list is empty. |
| E peekLast() | It retrieves the last element of a list or returns null if a list is empty. |
| E poll() | It retrieves and removes the first element of a list. |
| E pollFirst() | It retrieves and removes the first element of a list, or returns null if a list is empty. |
| E pollLast() | It retrieves and removes the last element of a list, or returns null if a list is empty. |
| E pop() | It pops an element from the stack represented by a list. |
| void push(E e) | It pushes an element onto the stack represented by a list. |
| E remove() | It is used to retrieve and removes the first element of a list. |
| E remove(int index) | It is used to remove the element at the specified position in a list. |
| boolean remove(Object o) | It is used to remove the first occurrence of the specified element in a list. |
| E removeFirst() | It removes and returns the first element from a list. |
| boolean removeFirstOccurrence(Object o) | It is used to remove the first occurrence of the specified element in a list (when traversing the list from head to tail). |
| E removeLast() | It removes and returns the last element from a list. |
| boolean removeLastOccurrence(Object o) | It removes the last occurrence of the specified element in a list (when traversing the  list from head to tail). |
| E set(int index, E element) | It replaces the element at the specified position in a list with the specified element. |
| Object[] toArray() | It is used to return an array containing all the elements in a list in proper sequence  (from first to the last element). |
| <T> T[] toArray(T[] a) | It returns an array containing all the elements in the proper sequence (from first to  the last element); the runtime type of the returned array is that of the specified array. |
| int size() | It is used to return the number of elements in a list. |

### **Java LinkedList Example**

1. **import** java.util.\*;
2. **public** **class** LinkedList1{
3. **public** **static** **void** main(String args[]){
5. LinkedList<String> al=**new** LinkedList<String>();
6. al.add("Ravi");
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
11. Iterator<String> itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

Output: Ravi

Vijay

Ravi

Ajay

### **Java LinkedList example to add elements**

Here, we see different ways to add elements.

1. **import** java.util.\*;
2. **public** **class** LinkedList2{
3. **public** **static** **void** main(String args[]){
4. LinkedList<String> ll=**new** LinkedList<String>();
5. System.out.println("Initial list of elements: "+ll);
6. ll.add("Ravi");
7. ll.add("Vijay");
8. ll.add("Ajay");
9. System.out.println("After invoking add(E e) method: "+ll);
10. //Adding an element at the specific position
11. ll.add(1, "Gaurav");
12. System.out.println("After invoking add(int index, E element) method: "+ll);
13. LinkedList<String> ll2=**new** LinkedList<String>();
14. ll2.add("Sonoo");
15. ll2.add("Hanumat");
16. //Adding second list elements to the first list
17. ll.addAll(ll2);
18. System.out.println("After invoking addAll(Collection<? extends E> c) method: "+ll);
19. LinkedList<String> ll3=**new** LinkedList<String>();
20. ll3.add("John");
21. ll3.add("Rahul");
22. //Adding second list elements to the first list at specific position
23. ll.addAll(1, ll3);
24. System.out.println("After invoking addAll(int index, Collection<? extends E> c) method: "+ll);
25. //Adding an element at the first position
26. ll.addFirst("Lokesh");
27. System.out.println("After invoking addFirst(E e) method: "+ll);
28. //Adding an element at the last position
29. ll.addLast("Harsh");
30. System.out.println("After invoking addLast(E e) method: "+ll);
32. }
33. }

Initial list of elements: []

After invoking add(E e) method: [Ravi, Vijay, Ajay]

After invoking add(int index, E element) method: [Ravi, Gaurav, Vijay, Ajay]

After invoking addAll(Collection<? extends E> c) method:

[Ravi, Gaurav, Vijay, Ajay, Sonoo, Hanumat]

After invoking addAll(int index, Collection<? extends E> c) method:

[Ravi, John, Rahul, Gaurav, Vijay, Ajay, Sonoo, Hanumat]

After invoking addFirst(E e) method:

[Lokesh, Ravi, John, Rahul, Gaurav, Vijay, Ajay, Sonoo, Hanumat]

After invoking addLast(E e) method:

[Lokesh, Ravi, John, Rahul, Gaurav, Vijay, Ajay, Sonoo, Hanumat, Harsh]

### **Java LinkedList example to remove elements**

Here, we see different ways to remove an element.

1. **import** java.util.\*;
2. **public** **class** LinkedList3 {
4. **public** **static** **void** main(String [] args)
5. {
6. LinkedList<String> ll=**new** LinkedList<String>();
7. ll.add("Ravi");
8. ll.add("Vijay");
9. ll.add("Ajay");
10. ll.add("Anuj");
11. ll.add("Gaurav");
12. ll.add("Harsh");
13. ll.add("Virat");
14. ll.add("Gaurav");
15. ll.add("Harsh");
16. ll.add("Amit");
17. System.out.println("Initial list of elements: "+ll);
18. //Removing specific element from arraylist
19. ll.remove("Vijay");
20. System.out.println("After invoking remove(object) method: "+ll);
21. //Removing element on the basis of specific position
22. ll.remove(0);
23. System.out.println("After invoking remove(index) method: "+ll);
24. LinkedList<String> ll2=**new** LinkedList<String>();
25. ll2.add("Ravi");
26. ll2.add("Hanumat");
27. // Adding new elements to arraylist
28. ll.addAll(ll2);
29. System.out.println("Updated list : "+ll);
30. //Removing all the new elements from arraylist
31. ll.removeAll(ll2);
32. System.out.println("After invoking removeAll() method: "+ll);
33. //Removing first element from the list
34. ll.removeFirst();
35. System.out.println("After invoking removeFirst() method: "+ll);
36. //Removing first element from the list
37. ll.removeLast();
38. System.out.println("After invoking removeLast() method: "+ll);
39. //Removing first occurrence of element from the list
40. ll.removeFirstOccurrence("Gaurav");
41. System.out.println("After invoking removeFirstOccurrence() method: "+ll);
42. //Removing last occurrence of element from the list
43. ll.removeLastOccurrence("Harsh");
44. System.out.println("After invoking removeLastOccurrence() method: "+ll);
46. //Removing all the elements available in the list
47. ll.clear();
48. System.out.println("After invoking clear() method: "+ll);
49. }
50. }

Initial list of elements: [Ravi, Vijay, Ajay, Anuj, Gaurav, Harsh, Virat, Gaurav, Harsh, Amit]

After invoking remove(object) method: [Ravi, Ajay, Anuj, Gaurav, Harsh, Virat, Gaurav, Harsh, Amit]

After invoking remove(index) method: [Ajay, Anuj, Gaurav, Harsh, Virat, Gaurav, Harsh, Amit]

Updated list : [Ajay, Anuj, Gaurav, Harsh, Virat, Gaurav, Harsh, Amit, Ravi, Hanumat]

After invoking removeAll() method: [Ajay, Anuj, Gaurav, Harsh, Virat, Gaurav, Harsh, Amit]

After invoking removeFirst() method: [Gaurav, Harsh, Virat, Gaurav, Harsh, Amit]

After invoking removeLast() method: [Gaurav, Harsh, Virat, Gaurav, Harsh]

After invoking removeFirstOccurrence() method: [Harsh, Virat, Gaurav, Harsh]

After invoking removeLastOccurrence() method: [Harsh, Virat, Gaurav]

After invoking clear() method: []

### **Java LinkedList Example to reverse a list of elements**

1. **import** java.util.\*;
2. **public** **class** LinkedList4{
3. **public** **static** **void** main(String args[]){
5. LinkedList<String> ll=**new** LinkedList<String>();
6. ll.add("Ravi");
7. ll.add("Vijay");
8. ll.add("Ajay");
9. //Traversing the list of elements in reverse order
10. Iterator i=ll.descendingIterator();
11. **while**(i.hasNext())
12. {
13. System.out.println(i.next());
14. }
16. }
17. }

Output: Ajay

Vijay

Ravi

### **Java LinkedList Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** LinkedListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** LinkedList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Doubly linked list

Doubly linked list is a complex type of linked list in which a node contains a pointer to the previous as well as the next node in the sequence. Therefore, in a doubly linked list, a node consists of three parts: node data, pointer to the next node in sequence (next pointer) , pointer to the previous node (previous pointer). A sample node in a doubly linked list is shown in the figure.

![Doubly linked list](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVcAAAC9CAMAAAAwR856AAACWFBMVEX////a6Pz4zsy/v78AAABsjr+4VFD/ySP/xiD/wRv/rgj/qQPXmwD/vRf/thD/zCb/wx3/sQz/sAr/rAb/pgD/tA7/uhT/uBL/yiX/xyL/xB//vxr/vhn/sg3/qgX/pwIDAgIsLzP/uxYHBwc5PUIaHB4yJANHR0cWFhebm5s2Oj8JCQk2LSwlJikMCwsEBARTU1M/LQQyKSnX5fmjo6ODi5eQkJBbYWplZWUiIyUTExUNDg/8/PyOl6QeGRn19fWgqrl8Z2Z4Y2JGSlEQEBEKBwDO2+7t7e3wx8WIkZ6IiIg5OTkvMjcoKy/+/v7R3/LG0+bDz+LS0tLUsK54f4qBgYFgYGA9MzIeHyFDMAT5+fnf39+/y92st8ajr76vr6+4mJeFhYVYXmZAREkzMzMaGhqkdgssHwLy8vLK1+ra2tq4xNW4uLi0tLSapLOQmqeTk5N9hZCdgoFubm5NUlloVlY7P0QyNjsuLi4qJya6hw9JNQXm5uazv8/3zcvnwL7ZtbOqqqqfn5+ZmZm0lZR6enpfZm9ZWVlOTk5DQ0NAQEBFOTkpIiIjHR3bnRCXbQtsTQddQwZNNwU1JwO6xte3w9TPrKmukI6MjIyVe3p0dHSDbWxpaWlzX19uW1phUE9PSkpMPz7kpRL5shH0sBHrqRHBjA/vqQ68hgyFXwklGgIQCwHNzc3JycnAoJ6jh4ZudX9pcHqPdnVUWWFRQ0L6uBburRLeohKzfwuVawubbwoXEAHpwsDfubiurq6VnqykpKR9aGc2R2AzKirNlBDWmA2wfgxPOgbzN2HnAAAIBUlEQVR42uzdZZPTQADG8Wx4cLfiEAhSKLS4u7u7u7u7uzuDu7u729didwslWGhzFLrM85+5y25zc3Pzm3ST6YtbK3tWstivyi6CR1e6/qbMcs2WzWJ09YmuhkRXHV0Nia46uhoSXXV0NSS66uhqSAnXGqgsfltlVKYrXZOProbkcV14oHIk3F+NR45rFuneWo26dG/fbNFMNZoz2O0xk65BrtcwZC2EaO1A5kjY/tCjkUI0gMxtQtfUXTF2SmsX44Roglr7p8xHDyF6RGt0HB5GOyGqoOmIjhtB19Rdm/USYhxqiWlAAyH6AMOFqt44VFSz23IYpmvqrovk97GoIlrjcyPFinZhANJ1hF4gxEK6BnseaOR1bdG7KfDVlc8DWXPdD3QRugbAnF5ioXQdrteBXu3pGtxVNEGPA1P6R2tNka4tOnZxUKWeGKzuW41438qK60wHqltiWgyysUC4T3/IIrVQg66BXcXIGlG3h1oLZjVxa7WoN79prd7iVtit2Ho+utOVn2clH10Nia46uhoSXXV0NSS66uhqSHTV0dWQ6KqjqyHRNT1l9+2N71m6+pXNJ2Tzja50/V10/Q+CxWR0NSS66uhqSHTV0dWQ6KqjqyHRVUdXQ6Krjq6GRFcdXQ2Jrjq6GhJddXQ1JLrq6GpIdNXR1ZDoqqOrIdFVR1dDoquOroZEVx1dDYmuOroaEl11dDUkuuroakh/wzVfFsqetnJkpcxwLRi87CJd5bCDR9f/2rVk8DLUNVu2THDNGTy60pWu/4lrqeDR1cc1V/DoSle6/ieupYNHVx/XQsGjK13/umvu4JnqutX6Mbpm3bXJVOuH6Jp112ozrLSXr0zwTHWdN9tKe/nKBs9U19kbrLSXL3/wTHUN8kAQ3LUqVB2qXr6fZdeKkEV7bDwgvm1wlZRd6wJH1bEtav6cceWOlim7rmtspavpP3XV1amUddd4sf7CW2sEco2s9nMdjdRdrfH1rTTVzO0ad630paqoWqnS/YcfgQuV9mH3xKd7K1W6sOxqh31LK1Wqg0n6R6S5Jx/XiqLe8FmDgZee3S+7Q9YuMU/aFacTrje2Rd2a6217LjDatg8BN2tCdi8lVw2brit2bcTVsvlCX5Ku6rAUmBiqg70dMCS01IHMWRp6DJwJhc4Au0KefF1lfdqjlmf3y7hrYp6s6yDg0GfX9fG/R8Juw47OnVvilB3Q1VqHDbNnpOM5tikgZYd+51pi5zLgnXR1dj84F7qCSTsf7MGk0HlHie6Ccz4VV7ER6OPZ/VJv15SYJ+t6dBBado677sD2fqtOYoltr47i9XG0XGXbCwKsA7rZ86o12Yr0FBvodf3cnpB0vXo2FNoJPNFX6cPQEOwNhZZhWSgl1wbAiMTul19cE/MkXdscjKGtdu0HHLbt54BccO/AjWG0HcA1zenrdczQfCW+FHftsO9xgRIl6mCffOUSPnehxC50OHuuAyaW8Jaca3z3y4RrYp60q30Cbj/lOhrxlOfKQcBJO/Nc1fo6Rh69rlUT4zoY4nGVnHIhWPoBHc6l5noXmKJ2v/S6qnmKrs/C2NZGuq7H527KE6eB7Z0zz7WZUlWuBb4kXRNj6Sq/75SiX15Zht17sKfAN/3OdZqLRZ7dL7VrYp68q779D4qvA3Ptzx1G+yiOZ57rdPn1O9fi8r71/uLlDpMuFijwBFee4lEqrr1nhdVu2J7dLzfC3d/LM0/a1R4ESNeVO7Dk4Kqj0e2r7H4RzD0M54Ztn0CsX+fMcVX5u8oeOVBdlsOLDuS9LGnXeLEGwrv75RwA3T3z5F0PxpSrfciBTL7S+S22ySVWrQR3FHkGuhb/knRNjKWrPl6q08GZNFEP9wK7i3+bv2usyt0V4pvdL3u1izQb65kn72qfiOONHhSNLZmrnmaj8pmgn4vjdufTkejJTHZNPWM/d/kL5SsXPLr6uBYOHl3p+rfLVyR4dKXr3y5fnuDRla6/ia6muBYNHl3p+rfLVz54dPVxzRs8utL1N9HVFNcKwaOrj2ux4NGVrknH/5fxizLD1bKyZaGGvmf/0W+mq4yudGWMMcYYY4wxxhhjjDHGGGOMMcYYY4wxxhhjjLF/UnUAi5vrYX2gmvWrRgGOxVJyxTq6psU1PJmu6XDFBrr+eddugDvM4zp5TLf2sXC1tc0t3drxkaabryVcpx6r5TYb37C5xX7j2vgUsOmra98JiNetkyU7AlVkwGfXURHotraymL/rpr4OcP2La6cq8jB1aLbBwGZ5/jokfKfl89y46zDJ2rXTsM3AEYv5u9a2GgPdvrgOACaoazEbgGuWOlVFvud7jo+7zgO2qKWiGaK8YH/rujwKrPnsuhg4ZqnCwADLWgI0VrOucdcm6kXZVmC6xfxd9UXaZOgr5dozBjS0VN30qqve92r2Qrv2dJCoocU+tWPGKghCURg+w/8ggYsQlkND0YW7BA2Bg8NFdAoSIhQaDVwcGnwDh4YeNb1db9Gizp1vuZz14+fwnzvkVaZAU3VepT0T6m7BBr3ATHuV+HAnZsCrfnarPq/NV14dk9fK5JVzOsmrKIBDv1/1QhU7bdQzo+lZHheBSV4pA9D3AVcSUQ7MLkTq3QfEzfaBTUAUp9EhIWbYK9WA7a/PROYu8DB1S+3L9cL213bcK6AmZozXcIafe8uPqWWNjvkVgOj2rAONVxIzxisp2P+B03aZ+jlpROM5rh+GAM7av4qceXHkq4BhGIb5d17GqmT1NPY6VwAAAABJRU5ErkJggg==)

# Difference Between ArrayList and LinkedList

ArrayList and LinkedList both implement the List interface and maintain insertion order. Both are non-synchronized classes.

However, there are many differences between the ArrayList and LinkedList classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses a **dynamic array** to store the elements. | LinkedList internally uses a **doubly linked list** to store the  elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses an array.  If any element is removed from the array, all the other elements are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList  because it uses a doubly linked list, so no bit shifting is  required in memory. |
| 3) An ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because  it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data. |
| 5) The memory location for the elements of an ArrayList is contiguous. | The location for the elements of a linked list is not  contagious. |
| 6) Generally, when an ArrayList is initialized, a default capacity of 10 is assigned to the ArrayList. | There is no case of default capacity in a LinkedList. In  LinkedList, an empty list is created when a LinkedList is  initialized. |
| 7) To be precise, an ArrayList is a resizable array. | LinkedList implements the doubly linked list of the list  interface. |

# Java Vector

**Vector** is like the dynamic array which can grow or shrink its size. Unlike array, we can store n-number of elements in it as there is no size limit. It is a part of Java Collection framework since Java 1.2. It is found in the java.util package and implements the List interface, so we can use all the methods of List interface here.

It is recommended to use the Vector class in the thread-safe implementation only. If you don't need to use the thread-safe implementation, you should use the ArrayList, the ArrayList will perform better in such case.

The Iterators returned by the Vector class are fail-fast. In case of concurrent modification, it fails and throws the ConcurrentModificationException.

It is similar to the ArrayList, but with two differences-

* Vector is synchronized.
* Java Vector contains many legacy methods that are not the part of a collections framework.

## **Java Vector class Declaration**

1. **public** **class** Vector<E>
2. **extends** Object<E>
3. **implements** List<E>, Cloneable, Serializable

## **Java Vector Constructors**

Vector class supports four types of constructors. These are given below:

|  |  |  |
| --- | --- | --- |
| **SN** | **Constructor** | **Description** |
| 1) | vector() | It constructs an empty vector with the default size as 10. |
| 2) | vector(int initialCapacity) | It constructs an empty vector with the specified initial capacity and with its capacity increment equal to zero. |
| 3) | vector(int initialCapacity, int capacityIncrement) | It constructs an empty vector with the specified initial capacity and capacity increment. |
| 4) | Vector( Collection<? extends E> c) | It constructs a vector that contains the elements of a collection c. |

### **Java Vector Methods**

The following are the list of Vector class methods:

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1) | [add()](https://www.javatpoint.com/java-vector-add-method) | It is used to append the specified element in the given vector. |
| 2) | [addAll()](https://www.javatpoint.com/java-vector-addall-method) | It is used to append all of the elements in the specified collection to the  end of this Vector. |
| 3) | [addElement()](https://www.javatpoint.com/java-vector-addelement-method) | It is used to append the specified component to the end of this vector.  It increases the vector size by one. |
| 4) | [capacity()](https://www.javatpoint.com/java-vector-capacity-method) | It is used to get the current capacity of this vector. |
| 5) | [clear()](https://www.javatpoint.com/java-vector-clear-method) | It is used to delete all of the elements from this vector. |
| 6) | [clone()](https://www.javatpoint.com/java-vector-clone-method) | It returns a clone of this vector. |
| 7) | [contains()](https://www.javatpoint.com/java-vector-contains-method) | It returns true if the vector contains the specified element. |
| 8) | [containsAll()](https://www.javatpoint.com/java-vector-containsall-method) | It returns true if the vector contains all of the elements in the specified  collection. |
| 9) | [copyInto()](https://www.javatpoint.com/java-vector-copyinto-method) | It is used to copy the components of the vector into the specified array. |
| 10) | [elementAt()](https://www.javatpoint.com/java-vector-elementat-method) | It is used to get the component at the specified index. |
| 11) | [elements()](https://www.javatpoint.com/java-vector-elements-method) | It returns an enumeration of the components of a vector. |
| 12) | [ensureCapacity()](https://www.javatpoint.com/java-vector-ensurecapacity-method) | It is used to increase the capacity of the vector which is in use, if necessary. It ensures that the vector can hold at least the number of components specified by the minimum capacity argument. |
| 13) | [equals()](https://www.javatpoint.com/java-vector-equals-method) | It is used to compare the specified object with the vector for equality. |
| 14) | [firstElement()](https://www.javatpoint.com/java-vector-firstelement-method) | It is used to get the first component of the vector. |
| 15) | [forEach()](https://www.javatpoint.com/java-vector-foreach-method) | It is used to perform the given action for each element of the Iterable until  all elements have been processed or the action throws an exception. |
| 16) | [get()](https://www.javatpoint.com/java-vector-get-method) | It is used to get an element at the specified position in the vector. |
| 17) | [hashCode()](https://www.javatpoint.com/java-vector-hashcode-method) | It is used to get the hash code value of a vector. |
| 18) | [indexOf()](https://www.javatpoint.com/java-vector-indexof-method) | It is used to get the index of the first occurrence of the specified element  in the vector. It returns -1 if the vector does not contain the element. |
| 19) | [insertElementAt()](https://www.javatpoint.com/java-vector-insertelementat-method) | It is used to insert the specified object as a component in the given vector  at the specified index. |
| 20) | [isEmpty()](https://www.javatpoint.com/java-vector-isempty-method) | It is used to check if this vector has no components. |
| 21) | [iterator()](https://www.javatpoint.com/java-vector-iterator-method) | It is used to get an iterator over the elements in the list in proper sequence. |
| 22) | [lastElement()](https://www.javatpoint.com/java-vector-lastelement-method) | It is used to get the last component of the vector. |
| 23) | [lastIndexOf()](https://www.javatpoint.com/java-vector-lastindexof-method) | It is used to get the index of the last occurrence of the specified element  in the vector. It returns -1 if the vector does not contain the element. |
| 24) | listIterator() | It is used to get a list iterator over the elements in the list in proper sequence. |
| 25) | [remove()](https://www.javatpoint.com/java-vector-remove-method) | It is used to remove the specified element from the vector. If the  vector does not contain the element, it is unchanged. |
| 26) | [removeAll()](https://www.javatpoint.com/java-vector-removeall-method) | It is used to delete all the elements from the vector that are present in the  specified collection. |
| 27) | [removeAllElements()](https://www.javatpoint.com/java-vector-removeallelements-method) | It is used to remove all elements from the vector and set the size of the  vector to zero. |
| 28) | [removeElement()](https://www.javatpoint.com/java-vector-removeelement-method) | It is used to remove the first (lowest-indexed) occurrence of the  argument from the vector. |
| 29) | [removeElementAt()](https://www.javatpoint.com/java-vector-removeelementat-method) | It is used to delete the component at the specified index. |
| 30) | removeIf() | It is used to remove all of the elements of the collection that satisfy  the given predicate. |
| 31) | removeRange() | It is used to delete all of the elements from the vector whose index is  between fromIndex, inclusive and toIndex, exclusive. |
| 32) | [replaceAll()](https://www.javatpoint.com/java-vector-replaceall-method) | It is used to replace each element of the list with the result of  applying the operator to that element. |
| 33) | [retainAll()](https://www.javatpoint.com/java-vector-retainall-method) | It is used to retain only that element in the vector which is contained  in the specified collection. |
| 34) | set() | It is used to replace the element at the specified position in the vector  with the specified element. |
| 35) | setElementAt() | It is used to set the component at the specified index of the vector to the  specified object. |
| 36) | setSize() | It is used to set the size of the given vector. |
| 37) | size() | It is used to get the number of components in the given vector. |
| 38) | sort() | It is used to sort the list according to the order induced by the specified  Comparator. |
| 39) | spliterator() | It is used to create a late-binding and fail-fast Spliterator over the elements  in the list. |
| 40) | subList() | It is used to get a view of the portion of the list between fromIndex,  inclusive, and toIndex, exclusive. |
| 41) | toArray() | It is used to get an array containing all of the elements in this vector in  correct order. |
| 42) | toString() | It is used to get a string representation of the vector. |
| 43) | trimToSize() | It is used to trim the capacity of the vector to the vector's current size. |

## **Java Vector Example**

1. **import** java.util.\*;
2. **public** **class** VectorExample {
3. **public** **static** **void** main(String args[]) {
4. //Create a vector
5. Vector<String> vec = **new** Vector<String>();
6. //Adding elements using add() method of List
7. vec.add("Tiger");
8. vec.add("Lion");
9. vec.add("Dog");
10. vec.add("Elephant");
11. //Adding elements using addElement() method of Vector
12. vec.addElement("Rat");
13. vec.addElement("Cat");
14. vec.addElement("Deer");
16. System.out.println("Elements are: "+vec);
17. }
18. }

**Output:**

Elements are: [Tiger, Lion, Dog, Elephant, Rat, Cat, Deer]

## **Java Vector Example 2**

1. **import** java.util.\*;
2. **public** **class** VectorExample1 {
3. **public** **static** **void** main(String args[]) {
4. //Create an empty vector with initial capacity 4
5. Vector<String> vec = **new** Vector<String>(4);
6. //Adding elements to a vector
7. vec.add("Tiger");
8. vec.add("Lion");
9. vec.add("Dog");
10. vec.add("Elephant");
11. //Check size and capacity
12. System.out.println("Size is: "+vec.size());
13. System.out.println("Default capacity is: "+vec.capacity());
14. //Display Vector elements
15. System.out.println("Vector element is: "+vec);
16. vec.addElement("Rat");
17. vec.addElement("Cat");
18. vec.addElement("Deer");
19. //Again check size and capacity after two insertions
20. System.out.println("Size after addition: "+vec.size());
21. System.out.println("Capacity after addition is: "+vec.capacity());
22. //Display Vector elements again
23. System.out.println("Elements are: "+vec);
24. //Checking if Tiger is present or not in this vector
25. **if**(vec.contains("Tiger"))
26. {
27. System.out.println("Tiger is present at the index " +vec.indexOf("Tiger"));
28. }
29. **else**
30. {
31. System.out.println("Tiger is not present in the list.");
32. }
33. //Get the first element
34. System.out.println("The first animal of the vector is = "+vec.firstElement());
35. //Get the last element
36. System.out.println("The last animal of the vector is = "+vec.lastElement());
37. }
38. }

**Output:**

Size is: 4

Default capacity is: 4

Vector element is: [Tiger, Lion, Dog, Elephant]

Size after addition: 7

Capacity after addition is: 8

Elements are: [Tiger, Lion, Dog, Elephant, Rat, Cat, Deer]

Tiger is present at the index 0

The first animal of the vector is = Tiger

The last animal of the vector is = Deer

## **Java Vector Example 3**

1. **import** java.util.\*;
2. **public** **class** VectorExample2 {
3. **public** **static** **void** main(String args[]) {
4. //Create an empty Vector
5. Vector<Integer> in = **new** Vector<>();
6. //Add elements in the vector
7. in.add(100);
8. in.add(200);
9. in.add(300);
10. in.add(200);
11. in.add(400);
12. in.add(500);
13. in.add(600);
14. in.add(700);
15. //Display the vector elements
16. System.out.println("Values in vector: " +in);
17. //use remove() method to delete the first occurence of an element
18. System.out.println("Remove first occourence of element 200: "+in.remove((Integer)200));
19. //Display the vector elements afre remove() method
20. System.out.println("Values in vector: " +in);
21. //Remove the element at index 4
22. System.out.println("Remove element at index 4: " +in.remove(4));
23. System.out.println("New Value list in vector: " +in);
24. //Remove an element
25. in.removeElementAt(5);
26. //Checking vector and displays the element
27. System.out.println("Vector element after removal: " +in);
28. //Get the hashcode for this vector
29. System.out.println("Hash code of this vector = "+in.hashCode());
30. //Get the element at specified index
31. System.out.println("Element at index 1 is = "+in.get(1));
32. }
33. }

**Output:**

Values in vector: [100, 200, 300, 200, 400, 500, 600, 700]

Remove first occourence of element 200: true

Values in vector: [100, 300, 200, 400, 500, 600, 700]

Remove element at index 4: 500

New Value list in vector: [100, 300, 200, 400, 600, 700]

Vector element after removal: [100, 300, 200, 400, 600]

Hash code of this vector = 130123751

Element at index 1 is = 300

# Java Stack

The **stack** is a linear data structure that is used to store the collection of objects. It is based on **Last-In-First-Out** (LIFO). [Java collection](https://www.javatpoint.com/collections-in-java) framework provides many interfaces and classes to store the collection of objects. One of them is the **Stack class** that provides different operations such as push, pop, search, etc.

In this section, we will discuss the **Java Stack class**, its **methods,** and **implement** the stack data structure in a [Java program](https://www.javatpoint.com/java-programs). But before moving to the Java Stack class have a quick view of how the stack works.

The stack data structure has the two most important operations that are **push** and **pop**. The push operation inserts an element into the stack and pop operation removes an element from the top of the stack. Let's see how they work on stack.

![Java Stack](data:image/png;base64,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)

Let's push 20, 13, 89, 90, 11, 45, 18, respectively into the stack.
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Let's remove (pop) 18, 45, and 11 from the stack.
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**Empty Stack:** If the stack has no element is known as an **empty stack**. When the stack is empty the value of the top variable is -1.

![Java Stack](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARQAAAHYCAMAAAC7hOeEAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAHJQTFRFAAAA27eZf39/QEBAg0EuoXBJpGsim0Ajv7+/rrjCv9eQu8Cm2LGJwY2Yn5+fz8/P7+/vEBAQUFBQICAgj4+P39/fYGBgMDAwcHBwr6+vzZ+R0bWQ7dvMwaCW0LekhBwyt280smMUXXKGeIJNf68i////tiTCkAAAACZ0Uk5T/////////////////////////////////////////////////wCneoG8AAAG5ElEQVR42uzc2WKbOBSA4VNpFs2G0MI2W2fz+7/iaAHbceLUbZIGw38u2oBBiT50joQuLAfiUQgEoIACCiigrBClUUvYG9qL05UPuui1HudPp/j8r9R23SiNHEN/url0dfdsM7rNQCLNc6048etGUSJB12g+3Vy62jx13qRWGjMNVTYdqWf/qFv83xlF3d7cNZS+jqDWiWwPpUuFpYsqj5lJxZIpTaoPVqli0aXOR3No/ViutnoR0nNaRRkSTRTpTc6jqU8DUM0JZ8ZUdMwJZdLTfaB40WMuDYMZ8n8JxyaGfqkWtW7EdE+plMPxifc5fTKDbYtQCn9oh3q9s/MlOfoFxbzfeLkFRdfJp6lPXHqVO+NGLzkX0t/u0ildutCH5OVtOpeHSvaaW7GuuNUJLA65Tk25aW/MKKWs5t8zTb7cmdtKdzi7YpQlbEFRZfbIByEXEFMHTP5kOtaUICH9O55NRTbMs4891RRdJ5mQbVspt6RzQ0F5T5PPmX36U22Q/Kfng4JSemPLM55R4ox2PrNOfXFx3RHFqlJXCso0j6rWT7n54D4xa6+ppugye8yVcEHRpyljRumykH3Ury4Pu/E0+7TNWMvKxbR187LorlBSQQ4pe9zZfXUmiUsNzW02aTg4nyvMYxQXTgXpLlGGOX36U99SNqS06M+6OSyLuCNKWrQEs7TZzAZd6PPVzqbB5to7RikOY0mW4wMPMszz8qFOzjWVfOl7RZnHS1vSp5tLk88Hy6Dz6y+0Wl1DcU2eWENNj97Etk5aw4Nlvng1hvr4bV7oxFyiu0NZ8JiCqifjy3irzYcrq+N1vRBKfpDu9Mbm81hIXfPhuATrZF7T5R/Oa0LjahPBzrNw6v1Yz9Sx2OrTG2MdI+azXjDea+vA5IV7c3q3t3qeSdqYhlEtAMZrHeeEeVAS2rx10M/TUZeW92N7aHw5o3x3mNf8dW9h3jp4tx2EF28yXXmete7udeftKZRuypXCgHIeenmz2+0ebe8fLScmf9OO1IZRNhiggAIKKKCAAgoooIACCiiggEKAAgoooHxllN8/rCDWhvLhrxUEKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAshuUP79dQawN5Yd/VhCggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKHtG+fG/FQQooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACyp5R/vhmBbE2lF8+riBAAQUUUEABBRRQQAEFFFBAAQUUUEABBRRQQAEFFFBAAQUUUEABBRRQQAEFFFBAAQUUUEABBRRQQAEFFFBAAQUUUEABBRRQQAEFFFBAAQWU3aD8+v0KYm0oP/+9ggAFFFBAAQUUUEABBRRQQAEFFFBAAQUUUEABBRRQQAEFFFBAAQUUUEABBRRQQAEFFFBAAQUUUEABBRRQQAEFFFBAAQUUUEABBRRQQAEFFFB2g/LbdyuItaH89O8KAhRQQAEFFFBAAQUUUEABBRRQQAEFFFBAAQUUUEABBRRQ9okyxRf338Z2WyidSPNCkzZI3BaKEVEvNBmebGLXKDaZbAyljSK9ySWhbbzWsSsppWw6VGeVQh3DXGRfL+K2hqIlh08PPJSfXC4wXpx1y0Ht4THUo/v9tDWUmAZ/0NOhdeKUaRKFKT11QY314HmUxpsrGbiBmjLWSciKDAVlaMtHwy1VZbMoQVw59CJtRmmOB9fuS2E3jiKia0XNKaPnvFHH/HmUPn05aEDZHcpwkT7TfNBdm5L3kD7qotDmcdM5CfsstJnBxO5yShZvmuHG16LtoRzKoq1/sHhLKKPU0zeibOyFMC3UtR7bB8v8hHIwvfbmxtef0W9s6+DK2p+dN1BA+TIUoxtQ2LgGBRRQvh7KF05FoIACCiiggAIKKKCAAsqeUDYQoIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooIACCiiggAIKKKCAAgoooLxWLN9CAMopYmCkXETrZQTlYUxOxIJyHl3+RovhAMpZ5tQvs4ignEiUq18R1IFySZK/yg6UUkt6d/wuqQaUHI2WtwxQNoPypunzpVm36UJ7zyhvNiXfN8obLd7uHeVNlvn3j/IGL4RbQHn1rYNNoLz2JtNGUF53O3IrKBRaUO4n/hdgADPGmojou3jVAAAAAElFTkSuQmCC)

When we push an element into the stack the top is **increased by 1**. In the following figure,

* Push 12, top=0
* Push 6, top=1
* Push 9, top=2
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When we pop an element from the stack the value of top is **decreased by 1**. In the following figure, we have popped 9.
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The following table shows the different values of the top.
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## **Java Stack Class**

In Java, **Stack** is a class that falls under the Collection framework that extends the **Vector** class. It also implements interfaces **List, Collection, Iterable, Cloneable, Serializable.** It represents the LIFO stack of objects. Before using the Stack class, we must import the java.util package. The stack class arranged in the Collections framework hierarchy, as shown below.
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## **Stack Class Constructor**

The Stack class contains only the **default constructor** that creates an empty stack.

1. **public** Stack()

## **Creating a Stack**

If we want to create a stack, first, import the java.util package and create an object of the Stack class.

1. Stack stk = **new** Stack();

Or

1. Stack<type> stk = **new** Stack<>();

Where type denotes the type of stack like Integer, String, etc.

## **Methods of the Stack Class**

We can perform push, pop, peek and search operation on the stack. The Java Stack class provides mainly five methods to perform these operations. Along with this, it also provides all the methods of the [Java Vector class](https://www.javatpoint.com/java-vector).

|  |  |  |
| --- | --- | --- |
| **Method** | **Modifier and Type** | **Method Description** |
| [empty()](https://www.javatpoint.com/java-stack#empty) | boolean | The method checks the stack is empty or not. |
| [push(E item)](https://www.javatpoint.com/java-stack#push) | E | The method pushes (insert) an element onto the top of the stack. |
| [pop()](https://www.javatpoint.com/java-stack#pop) | E | The method removes an element from the top of the stack and returns the same  element as the value of that function. |
| [peek()](https://www.javatpoint.com/java-stack#peek) | E | The method looks at the top element of the stack without removing it. |
| [search(Object o)](https://www.javatpoint.com/java-stack#search) | int | The method searches the specified object and returns the position of the object. |

### **Stack Class empty() Method**

The **empty()** method of the Stack class check the stack is empty or not. If the stack is empty, it returns true, else returns false. We can also use the [isEmpty() method of the Vector class](https://www.javatpoint.com/java-vector-isempty-method).

**Syntax**

1. **public** **boolean** empty()

**Returns:** The method returns true if the stack is empty, else returns false.

In the following example, we have created an instance of the Stack class. After that, we have invoked the empty() method two times. The first time it returns **true** because we have not pushed any element into the stack. After that, we have pushed elements into the stack. Again we have invoked the empty() method that returns **false** because the stack is not empty.

**StackEmptyMethodExample.java**

1. **import** java.util.Stack;
2. **public** **class** StackEmptyMethodExample
3. {
4. **public** **static** **void** main(String[] args)
5. {
6. //creating an instance of Stack class
7. Stack<Integer> stk= **new** Stack<>();
8. // checking stack is empty or not
9. **boolean** result = stk.empty();
10. System.out.println("Is the stack empty? " + result);
11. // pushing elements into stack
12. stk.push(78);
13. stk.push(113);
14. stk.push(90);
15. stk.push(120);
16. //prints elements of the stack
17. System.out.println("Elements in Stack: " + stk);
18. result = stk.empty();
19. System.out.println("Is the stack empty? " + result);
20. }
21. }

**Output:**

Is the stack empty? true

Elements in Stack: [78, 113, 90, 120]

Is the stack empty? false

### **Stack Class push() Method**

The method inserts an item onto the top of the stack. It works the same as the method [addElement(item) method](https://www.javatpoint.com/java-vector-addelement-method) of the Vector class. It passes a parameter **item** to be pushed into the stack.

**Syntax**

1. **public** E push(E item)

**Parameter:** An item to be pushed onto the top of the stack.

**Returns:** The method returns the argument that we have passed as a parameter.

### **Stack Class pop() Method**

The method removes an object at the top of the stack and returns the same object. It throws **EmptyStackException** if the stack is empty.

**Syntax**

1. **public** E pop()

**Returns:** It returns an object that is at the top of the stack.

Let's implement the stack in a Java program and perform push and pop operations.

**StackPushPopExample.java**

### import java.util.Stack;

### class StackEmptyMethodExample

### {

### public static void main(String[] args)

### {

### //creating an instance of Stack class

### Stack<Integer> stk= new Stack<>();

### // checking stack is empty or not

### boolean result = stk.empty();

### System.out.println("Is the stack empty? " + result);

### // pushing elements into stack

### stk.push(78);

### stk.push(113);

### stk.push(90);

### stk.push(120);

### //prints elements of the stack

### System.out.println("Elements in Stack: " + stk);

### result = stk.empty();

### System.out.println("Is the stack empty? " + result);

### System.out.println(stk.pop());

### System.out.println("Elements in Stack: " + stk);

### }

### }

|  |
| --- |
| import java.util.\*;    public class StackDemo {      public static void main(String args[])      {          // Creating an empty Stack          Stack<Integer> STACK = new Stack<Integer>();            // Use add() method to add elements          STACK.push(10);          STACK.push(15);          STACK.push(30);          STACK.push(20);          STACK.push(5);            // Displaying the Stack          System.out.println("Initial Stack: " + STACK);            // Removing elements using pop() method          System.out.println("Popped element: " +                                           STACK.pop());          System.out.println("Popped element: " +                                           STACK.pop());            // Displaying the Stack after pop operation          System.out.println("Stack after pop operation "                                               + STACK);      }  } |

**Output:**

Initial Stack: [10, 15, 30, 20, 5]

Popped element: 5

Popped element: 20

Stack after pop operation [10, 15, 30]

### **Stack Class peek() Method**

It looks at the element that is at the top in the stack. It also throws **EmptyStackException** if the stack is empty.

**Syntax**

1. **public** E peek()

**Returns:** It returns the top elements of the stack.

Let's see an example of the peek() method.

**StackPeekMethodExample.java**

1. **import** java.util.Stack;
2. **public** **class** StackPeekMethodExample
3. {
4. **public** **static** **void** main(String[] args)
5. {
6. Stack<String> stk= **new** Stack<>();
7. // pushing elements into Stack
8. stk.push("Apple");
9. stk.push("Grapes");
10. stk.push("Mango");
11. stk.push("Orange");
12. System.out.println("Stack: " + stk);
13. // Access element from the top of the stack
14. String fruits = stk.peek();
15. //prints stack
16. System.out.println("Element at top: " + fruits);
17. }
18. }

**Output:**

Stack: [Apple, Grapes, Mango, Orange]

Element at the top of the stack: Orange

|  |
| --- |
| import java.util.\*;    public class StackDemo {      public static void main(String args[])      {          // Creating an empty Stack          Stack<Integer> STACK = new Stack<Integer>();            // Use push() to add elements into the Stack          STACK.push(10);          STACK.push(15);          STACK.push(30);          STACK.push(20);          STACK.push(5);            // Displaying the Stack          System.out.println("Initial Stack: " + STACK);            // Fetching the element at the head of the Stack          System.out.println("The element at the top of the"                             + " stack is: " + STACK.peek());            // Displaying the Stack after the Operation          System.out.println("Final Stack: " + STACK);      }  } |

**Output:**

Initial Stack: [10, 15, 30, 20, 5]

The element at the top of the stack is: 5

Final Stack: [10, 15, 30, 20, 5]

### **Stack Class search() Method**

The method searches the object in the stack from the top. It parses a parameter that we want to search for. It returns the 1-based location of the object in the stack. Thes topmost object of the stack is considered at distance 1.

Suppose, o is an object in the stack that we want to search for. The method returns the distance from the top of the stack of the occurrence nearest the top of the stack. It uses **equals()** method to search an object in the stack.

**Syntax**

1. **public** **int** search(Object o)

**Parameter:** o is the desired object to be searched.

**Returns:** It returns the object location from the top of the stack. If it returns -1, it means that the object is not on the stack.

Let's see an example of the search() method.

**StackSearchMethodExample.java**

1. **import** java.util.Stack;
2. **public** **class** StackSearchMethodExample
3. {
4. **public** **static** **void** main(String[] args)
5. {
6. Stack<String> stk= **new** Stack<>();
7. //pushing elements into Stack
8. stk.push("Mac Book");
9. stk.push("HP");
10. stk.push("DELL");
11. stk.push("Asus");
12. System.out.println("Stack: " + stk);
13. // Search an element
14. **int** location = stk.search("HP");
15. System.out.println("Location of Dell: " + location);
16. }
17. }

# ConcurrentModificationException in Java

The ConcurrentModificationException occurs when an object is tried to be modified concurrently when it is not permissible. This exception usually comes when one is working with **Java Collection classes**.

**For Example** - It is not permissible for a thread to modify a Collection when some other thread is iterating over it. This is because the result of the iteration becomes undefined with it. Some implementation of the Iterator class throws this exception, including all those general-purpose implementations of Iterator which are provided by the JRE. Iterators which do this are called **fail-fast** as they throw the exception quickly as soon as they encounter such situation rather than facing undetermined behavior of the collection any time in the future.

#### Note:**It is not mandatory that this exception will be thrown only when some other thread tries to modify a Collection object. It can also happen if a single thread has some methods called which are trying to violate the contract of the object. This may happen when a thread is trying to modify the Collection object while it is being iterated by some**fail-fast iterator**, the iterator will throw the exception.**

### **Example**

1. **import** java.awt.List;
2. **import** java.util.\*;
4. **public** **class** Concurrentmodificationexception {
6. **public** **static** **void** main(String[] args) {
7. ArrayList<Integer> list = **new** ArrayList<>();
9. list.add(1);
10. list.add(2);
11. list.add(3);
12. list.add(4);
13. list.add(5);
15. Iterator<Integer> it = list.iterator();
16. **while** (it.hasNext()) {
17. Integer value = it.next();
18. System.out.println("List Value:" + value);
19. **if** (value.equals(3))
20. list.remove(value);
21. }
23. }
25. }

**Output:**

![ConcurrentModificationException in Java](data:image/png;base64,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)

This message says that the exception is thrown when the next method is called as the iterator is iterating the list and we are making modifications in it simultaneously. But if we make modifications in hashmap like given below, then it will not throw any such exception as the size of the hashmap won't change.

**For Example-**

1. **import** java.awt.List;
2. **import** java.util.\*;
4. **public** **class** concurrentmodificationexception {
6. **public** **static** **void** main(String[] args) {
8. HashMap<Integer, Integer> map = **new** HashMap<>();
9. map.put(1, 1);
10. map.put(2, 2);
11. map.put(3,3);
13. Iterator<Integer> it = map.keySet().iterator();
14. **while**(it.hasNext()) {
15. Integer key = it.next();
16. System.out.println("Map Value:" + map.get(key));
17. **if** (key.equals(2)) {
18. map.put(1, 4);
19. }
20. }
21. }
22. }

**Output:**

Map Value:1

Map Value:2

Map Value:3

This example works completely fine as while the iterator is iterating over the map, the size of the map is not changing. Only the map is being updated in the **if statement**.

### **Difference between Array List, Linked List, and Vector:**

| **Subject** | **Array List** | **Linked List** | **Vector** |
| --- | --- | --- | --- |
| **synchronized** | Not present | Not present | present |
| **Random access** | Allowed | Not Allowed | Allowed |
| **Memory Location** | contiguous  (continuous memory allocation) | Not contiguous | contiguous |
| **Null values** | supports | supports | supports |
| **Data structure** | Dynamic Array | Doubly Linked List | Dynamic Array |
| **Duplicate allowed** | Yes | Yes | Yes |
| **Operation** | Insertion and deletion are slow | Insertion and deletion are fast | Insertion and deletion are slow |

## **What is a dynamic array?**

The dynamic array is a **variable size** list data structure. It grows automatically when we try to insert an element if there is no more space left for the new element. It allows us to add and remove elements. It allocates memory at run time using the heap. It can change its size during run time.

### **Which one is better among Linked list, Array list, or Vector?**

It depends on the specific use case, each of these data structures has its own advantages and trade-offs. If you mostly need to insert and delete elements at the start or middle of the container, then a linked list might be a better option. If you need fast random access and are willing to accept slower insertion and deletion at end positions, an Array List or Vector is a better option.

# Java HashSet
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Java HashSet class is used to create a collection that uses a hash table for storage. It inherits the AbstractSet class and implements Set interface.

The important points about Java HashSet class are:

* HashSet stores the elements by using a mechanism called **hashing.**
* HashSet contains unique elements only.
* HashSet allows null value.
* HashSet class is non synchronized.
* HashSet doesn't maintain the insertion order. Here, elements are inserted on the basis of their hashcode.
* HashSet is the best approach for search operations.
* The initial default capacity of HashSet is 16, and the load factor is 0.75.

## **Difference between List and Set**

A list can contain duplicate elements whereas Set contains unique elements only.

### **Hierarchy of HashSet class**

The HashSet class extends AbstractSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

### **HashSet class declaration**

Let's see the declaration for java.util.HashSet class.

1. **public** **class** HashSet<E> **extends** AbstractSet<E> **implements** Set<E>, Cloneable, Serializable

## **Constructors of Java HashSet class**

|  |  |  |
| --- | --- | --- |
| **SN** | **Constructor** | **Description** |
| 1) | HashSet() | It is used to construct a default HashSet. |
| 2) | HashSet(int capacity) | It is used to initialize the capacity of the hash set to the given integer value capacity.  The capacity grows automatically as elements are added to the HashSet. |
| 3) | HashSet(int capacity, float loadFactor) | It is used to initialize the capacity of the hash set to the given integer value capacity  and the specified load factor. |
| 4) | HashSet(Collection<? extends E> c) | It is used to initialize the hash set by using the elements of the collection c. |

## **Methods of Java HashSet class**

Various methods of Java HashSet class are as follows:

|  |  |  |  |
| --- | --- | --- | --- |
| **SN** | **Modifier & Type** | **Method** | **Description** |
| 1) | boolean | [add(E e)](https://www.javatpoint.com/java-hashset-add-method) | It is used to add the specified element to this set if it is not already present. |
| 2) | void | [clear()](https://www.javatpoint.com/java-hashset-clear-method) | It is used to remove all of the elements from the set. |
| 3) | object | [clone()](https://www.javatpoint.com/java-hashset-clone-method) | It is used to return a shallow copy of this HashSet instance: the elements  themselves are not cloned. |
| 4) | boolean | [contains(Object o)](https://www.javatpoint.com/java-hashset-contains-method) | It is used to return true if this set contains the specified element. |
| 5) | boolean | [isEmpty()](https://www.javatpoint.com/java-hashset-isempty-method) | It is used to return true if this set contains no elements. |
| 6) | Iterator<E> | [iterator()](https://www.javatpoint.com/java-hashset-iterator-method) | It is used to return an iterator over the elements in this set. |
| 7) | boolean | [remove(Object o)](https://www.javatpoint.com/java-hashset-remove-method) | It is used to remove the specified element from this set if it is present. |
| 8) | int | [size()](https://www.javatpoint.com/java-hashset-size-method) | It is used to return the number of elements in the set. |
| 9) | Spliterator<E> | [spliterator()](https://www.javatpoint.com/java-hashset-spliterator-method) | It is used to create a late-binding and fail-fast Spliterator over the elements  in the set. |

### **Java HashSet Example**

Let's see a simple example of HashSet. Notice, the elements iterate in an unordered collection.

1. **import** java.util.\*;
2. **class** HashSet1{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. HashSet<String> set=**new** HashSet();
6. set.add("One");
7. set.add("Two");
8. set.add("Three");
9. set.add("Four");
10. set.add("Five");
11. Iterator<String> i=set.iterator();
12. **while**(i.hasNext())
13. {
14. System.out.println(i.next());
15. }
16. }
17. }

Five

One

Four

Two

Three

### **Java HashSet example ignoring duplicate elements**

In this example, we see that HashSet doesn't allow duplicate elements.

1. **import** java.util.\*;
2. **class** HashSet2{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. HashSet<String> set=**new** HashSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

Ajay

Vijay

Ravi

### **Java HashSet example to remove elements**

Here, we see different ways to remove an element.

1. **import** java.util.\*;
2. **class** HashSet3{
3. **public** **static** **void** main(String args[]){
4. HashSet<String> set=**new** HashSet<String>();
5. set.add("Ravi");
6. set.add("Vijay");
7. set.add("Arun");
8. set.add("Sumit");
9. System.out.println("An initial list of elements: "+set);
10. //Removing specific element from HashSet
11. set.remove("Ravi");
12. System.out.println("After invoking remove(object) method: "+set);
13. HashSet<String> set1=**new** HashSet<String>();
14. set1.add("Ajay");
15. set1.add("Gaurav");
16. set.addAll(set1);
17. System.out.println("Updated List: "+set);
18. //Removing all the new elements from HashSet
19. set.removeAll(set1);
20. System.out.println("After invoking removeAll() method: "+set);
21. //Removing elements on the basis of specified condition
22. set.removeIf(str->str.contains("Vijay"));
23. System.out.println("After invoking removeIf() method: "+set);
24. //Removing all the elements available in the set
25. set.clear();
26. System.out.println("After invoking clear() method: "+set);
27. }
28. }

An initial list of elements: [Vijay, Ravi, Arun, Sumit]

After invoking remove(object) method: [Vijay, Arun, Sumit]

Updated List: [Vijay, Arun, Gaurav, Sumit, Ajay]

After invoking removeAll() method: [Vijay, Arun, Sumit]

After invoking removeIf() method: [Arun, Sumit]

After invoking clear() method: []

### **Java HashSet from another Collection**

1. **import** java.util.\*;
2. **class** HashSet4{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();
5. list.add("Ravi");
6. list.add("Vijay");
7. list.add("Ajay");
9. HashSet<String> set=**new** HashSet(list);
10. set.add("Gaurav");
11. Iterator<String> i=set.iterator();
12. **while**(i.hasNext())
13. {
14. System.out.println(i.next());
15. }
16. }
17. }

Vijay

Ravi

Gaurav

Ajay

### **Java HashSet Example: Book**

Let's see a HashSet example where we are adding books to set and printing all the books.

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** HashSetExample {
15. **public** **static** **void** main(String[] args) {
16. HashSet<Book> set=**new** HashSet<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to HashSet
22. set.add(b1);
23. set.add(b2);
24. set.add(b3);
25. //Traversing HashSet
26. **for**(Book b:set){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

| **Sr. No.** | **Key** | **ArrayList** | **HashSet** |
| --- | --- | --- | --- |
| 1 | Implementation | ArrayList is the implementation of the list interface. | HashSet on the other hand is the implementation of a  set interface. |
| 2 | Internal implementation | ArrayList internally implements array for its implementation. | HashSet internally uses Hashmap for its implementation. |
| 3 | Order of elements | ArrayList maintains the insertion order i.e order of the object  in which they are inserted. | HashSet is an unordered collection and doesn't  maintain any order. |
| 4 | Duplicates | ArrayList allows duplicate values in its collection. | On other hand duplicate elements are not allowed in  Hashset. |
| 5 | Index performance | ArrayList uses index for its performance i.e its index based one can retrieve object by calling get(index) or remove objects by calling remove(index) | HashSet is completely based on object also it doesn't  provide get() method. |
| 6 | Null Allowed | Any number of null value can be inserted in arraylist without any restriction. | On other hand Hashset allows only one null value in its  collection,after which no null value is allowed to be  added. |

# Java LinkedHashSet Class

![Java HashSet class hierarchy](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKsAAAG7CAMAAACLl5UEAAABcVBMVEUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABrWyv/8sz4zszWtla4VFAAAAC+npzlvrxFOTnEupyfhIP2y8nt4b3vxsSlnITSrqz26cQtJSVHRDkNCwtmYVI2LSwfGRkSDw+Bemfowb82NCwlHx6ih4WDbWwYFhT57Mf878nxyMa3mJa6mpmHgGx7ZmUnJB/Kp6YvLCbgurhjU1JURUTn27l+aWjatbOrjoyJcnHy5cGyk5KUe3l3YmFvXFtoV1bZzq28spYfHhldTk1YU0aMhXBNST7f07LUyanDoqBeWUtYSUizqo+cgoGYfn3JvqA+NzOrooeYkHmMdHNyXl1zbVzOw6TAtpmdlX2Pd3V5c2FPQUHXsrCRiXPk2LZsZ1ZNQD8ZhbBkAAAAJHRSTlMAmQg7DBK5W30c+afuY/MsqxbBoYVBMnVTIY5pTeDp2tJKyP61ewlVAAALg0lEQVR42uzWTWuDQBAGYI8l/RtDmYMgi/kAFw9xDyIecsnJiB+hBNIEolJI+u87u0nY9tLSQ6uWeS/uMu/hOYyiM6o8DSnfWWE4YasJW9nKVrayla2DtyqwGazVXyx8iM7iq45Is9vJRbdvqzdj6y9YXUSceRCJEEOhSJS2Rd6BF6eYny7a2sggFNHVanv9WVWMOqUia4HzjVeYe7Em6zNSYmWsttffDmzmpxV4crolUXWh+1Io8GWagcAqg7owE9f2erTGtAZgji4ezWzdiEWebEEs93RrkoO22l5vVjrgNZJELU1UGSCFdOKmk9pqewOxujTZzavzpu4+WOOhWEEW609fJnNXUlsTvZv7pdkB2+vLWup3S3oQ7fLubk0b8LtAW7GoIavCWk9sry8rzlb+G+pUKyPSdjRpaQde6TkXYCa214sVDvp1948hJrEHN6sSKYbndlqStZbBy0FdJ/ce/xP+LGxlK1vZyla2svW/WIcU5w/y6IwmD5MHZyyZ4MQZSd7Zt5PeBmEgDMPfmGEL+xrSpGnSXvz/f2HBqqmKyKEXN67mVRSkOT0aFnEhOWhvFnvQ2pfFJrPVl8Ueyqu+ll4sdshjaMT5AD/S8CexmsTqSf/Uyoxf9YdWRQF2i0lhN7HuF/b565ExRCdwdyatYzsKs6ItqQFSKrNktsa3sh6xyaGVqVCc9EDfo+hYUbCOwogapuNiRvVOaoxOmGrGJnfWkRhIsxSnNmkrzNZ1FEaBOffB4jvPxyjFTu6ssV56q4BLWcBY7cha5x8wkOKXMrszNrm0klrVR2NdRz+swfKXntt2u1uH1vXEVu0UjcZqR9/XQGiuAcxxN2GTOyt3CeOSNUwF4jpUdF9H1spdoZZ7a6hTVFGFTe6saF7ynNLFiRmFKU/syFrRfD2ziptuBzxI3geeO7GaxOpJYjWJ1ZPEahLr457q+60P+X5LrGIVq1jF+sm+GbQ2CINheD+mBw9CKKEGKh7UQykeevHUydoOEWwLrUNo9++XflOiYd1WihrhfQ8hkA/yHL5oQB+wgnW0rOFwrO+npRVpf13bln1PJZKKF60PwBpuHOuW/fqfrGw2GOvU2ebBhB3ngj/AOkgPsG2lB1z8cy1kBcSqK1qsnCcXPvnWpuRaqzpbJHNx7Zj1LH0RCmdyc9dSepamaMVkbl0Ua6vav81S3i3rIWr0ae6L1WQl/Jw4W4qWnC14LGZM9Wuz2stDlkbrblmnzQ023k6OO480Ik3RWuyv2tlqVh/lLOuUVd/ATWM5xinJUJr25AqusTari+o89tOvzM2eYLX7YI3fqufA1DloPdBStH7rgZ5YSXor6Pm6ZfVpcV5rVqVo0dniR/9MihetqWrF2s97y5PGW1DStAxqVqVoVbPPSvGSa6q6H1aCLdKktrCCD/Uu0BUtViZJKSekeMk1rZpG8+5ZY7oTghWsYAUrWMEK1rGxmpQ/WOFvmRv4W1rgbxkc+FvtjO+/DLAaHLBSwAp/6wWs8Leagb8Ffwv+Fvwt3AfMDVgpYB1JwEoB60gCVgpY7wf+1oPBN06wghWsYAUrWMH6U0IjWddS7Fqedrq9ZSJrkVi3LO22EWUiKxdRFki3IEq58axf7J1rj9JAFIbVeMFovMXE6GcnDm0YayWbtkEoCqSygAsEWFQ2RoOL6HqJkai/3jNTukdrtl5CYarn/aCTc8zykDlTapYnlU8tknlz7zFqXKERpR3r/S97j5ZL1Lg0Zb35eO7tvXl+H1aocWk6AzCxd/Y87oGrgRqXtqyQB5/v3Ht2G9UonVmV2PdEe9bX1Vfh2G7fkRqX1tesx9v3Xt6FIXj39D1qXNLe0pAVTDkeSaWocSl7Sz9WJXp7ex8e3ESNK7S3NGSVyfY9IbESK7ESK7ESK7Fmj1Wn/IKV/C19Q/5WLORvaRzyt35M9r6XQawaJ0us2bhgUWK+1zpmAI2H5HKyQ7X5s6UlK0CdOnfm0oUb149fuHT9GKxPn796SpbR48J2zO06oXwv9LrSnwEQtU5dPn3l4gklbZ0+ezJ34wSU0ePCdtztUg5V+l4Xsqr9zuWkTASMcONw/ZKUt9Djwnbc7ULXZw1B1jMh67mLUQ09LmxjDVlX63Xl/ooVPS5sYw1ZV+t18d9nhXU0A+hxYRtryIpe19pZ4dDkrskyelzYjrtd0vdCr2vdM3A6dwUuSrKMHhe2426X9L3Q61pvFERWsnHWXIZYs3SvnSVW+n8BJUszkKWzlSXWLM0A5afc0im/YmX6hFhViJVYiZVYiZVYs8Mq/rYrUmGtuy/U34WiHW/VDioMc0TX3i3z8m433kqD1ZrwkTiC1TALCaxht+FymXI+1kqD9UV596H996xWuziosdqgOLFSZxXBJ3veF4q1GXhOpQa1+py7I4PlOeemkS82pu6MGf42d9VWGyPPPbCWXcMM1K4Mtxew9RWHOxWxbK2cdeHMRGC2FOuUQ3x4KbWtEyti7fCteqnDZTolVprIxYEIu7Vxp3X4vn0e/oR0WMXQWbAX1Z5k5aYtulMYCN+xmXVQboZbmedfgaZe3RfMCmBO6lu+VRoDSrjRtuN1hnYNVtB522Kl4KGdzgy05BZak04JWKvyetAsV1jfezuAAotYh+EhbBbGLrwBf97CoZT1SsfjHowM801DlffTYe1xla06sC5faYfZjtzDhohYG1AXfY/L5NlO24ofINHadz4ZVpuH2UmF1ZrwMOPaIasPf3x0gL8Sseblm9oyP9a7+3HWKDBH9XRZ1aRCRB9mrFBuqkpFVUoDZ2x9x7ozLUE14PnYDFRgcmTsYkH+m/SuWbVdM3xd+2FfFPi0K2zTWVhtOGSwGgnD7IuItdgU1syDtTxb1rDaZLILjM7AYqL71m1CJyixWs+dqdZqWQFxFkE7i4I5kpNbEMuPIjcPL8nNlmIFDq7SYNZYDY0VdkVh2fDFsgOXjbC1UlbRdxaHwzArmN3Am/cE1BuftrxpUzBRgYOvWGFZ5M7HxsO+/Cxw5SdF2GVC3g94nYaQ4z90eNmPWnRPmBRiJVZiJVZiJVZi/VdYdUoSKPlbWof8re9D/pbeIX8rlv/zuznEqkKsGQk90yoMsdIzrWKhZ1rRM63omVb0TCu6H9A0xKpCrBkJsaoQa0ZCrCrEenS0cqL4Cn7GupyogH5vSKzESqzESqzESqy/ikibNe7bRKJBPOo75jIJHpSOrEd5UBqyfudBacG6VKBQkJKsvaLXhlKCB7UJVlSgIkEKYAI3XCV4UGtj5cuYBipQKEjleTEvjAmUEjyoDbCiAoWCVOhG9YA1wYPawAygAoWClHKj8ITFPaiNsaIChYIUUEas6EHpwHqoQKEghawJHtQGWFGBQkEKWRM8qA2wogKFghSyJnhQG2BFBQoFKWRN8KAyc5+VpXtCYv2DECuxEuu39u5gNWEgCqPw0wh14RCKlATCVKEN3Sg0RZN9N76A79+bGfS2tg3UuYtMPT8IQkQ+EoQsPAQrVqzDaKJYfqM1uxit2YRHa/Z1tGZTH//NCcOayf6pldbsBq20ZrRmtGa0ZrRm3A9MbVjDsGYyrGFYMxnWMKy/j9aM1gzrn4YVK1asWLHazF1j1QpAq4afnxKlH7PI0KZoHcnQEqwyU+t4hpZ8XuW1W1XSj0Wr2/mFO8dj4eEq/lGtiRlaunUdS7JgbfzBaTwWe7OHXq0JGZqJtXyP/ZhYGy/AT/FYe/dSy6kOVoMMLdGq/ZhY23K4fBqPue44tEZ7tSZkaAZW7ccWAjnKd2uQVWw2RTyYmqFZWedna99UezdiTcjQrK3Le7eSi6jxmOtC4nRQa0KGZm2dvZb9k8Zj8q6r3Xyp1qQM7Srr6UfyzSqU9bPGY/FdJSfQJkMzttbbba3x2Kx4q3wrB20ytGzus3K6J8R6OaxYsWLFivU0WrOs9wH17u1ig9RREAAAAABJRU5ErkJggg==)

Java LinkedHashSet class is a Hashtable and Linked list implementation of the Set interface. It inherits the HashSet class and implements the Set interface.

The important points about the Java LinkedHashSet class are:

* Java LinkedHashSet class contains unique elements only like HashSet.
* Java LinkedHashSet class provides all optional set operations and permits null elements.
* Java LinkedHashSet class is non-synchronized.
* Java LinkedHashSet class maintains insertion order.

#### **Note: Keeping the insertion order in the LinkedHashset has some additional costs, both in terms of extra memory and extra CPU cycles. Therefore, if it is not required to maintain the insertion order, go for the lighter-weight HashMap or the HashSet instead.**

### **Constructors of Java LinkedHashSet Class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashSet() | It is used to construct a default HashSet. |
| HashSet(Collection c) | It is used to initialize the hash set by using the elements of the collection c. |
| LinkedHashSet(int capacity) | It is used to initialize the capacity of the linked hash set to the given integer value capacity. |
| LinkedHashSet(int capacity, float fillRatio) | It is used to initialize both the capacity and the fill ratio (also called load capacity) of the  hash set from its argument. |

### **Java LinkedHashSet Example**

Let's see a simple example of the Java LinkedHashSet class. Here you can notice that the elements iterate in insertion order.

**FileName:** LinkedHashSet1.java

1. **import** java.util.\*;
2. **class** LinkedHashSet1{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. LinkedHashSet<String> set=**new** LinkedHashSet();
6. set.add("One");
7. set.add("Two");
8. set.add("Three");
9. set.add("Four");
10. set.add("Five");
11. Iterator<String> i=set.iterator();
12. **while**(i.hasNext())
13. {
14. System.out.println(i.next());
15. }
16. }
17. }

**Output:**

One

Two

Three

Four

Five

#### **Note: We can also use the enhanced for loop for displaying the elements.**

### **Java LinkedHashSet example ignoring duplicate Elements**

**sFileName:** LinkedHashSet2.java

1. **import** java.util.\*;
2. **class** LinkedHashSet2{
3. **public** **static** **void** main(String args[]){
4. LinkedHashSet<String> al=**new** LinkedHashSet<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. Iterator<String> itr=al.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

**Output:**

Ravi

Vijay

Ajay

### **Remove Elements Using LinkeHashSet Class**

1. **import** java.util.\*;
3. **public** **class** LinkedHashSet3
4. {
6. // main method
7. **public** **static** **void** main(String argvs[])
8. {
10. // Creating an empty LinekdhashSet of string type
11. LinkedHashSet<String> lhs = **new** LinkedHashSet<String>();
13. // Adding elements to the above Set
14. // by invoking the add() method
15. lhs.add("Java");
16. lhs.add("T");
17. lhs.add("Point");
18. lhs.add("Good");
19. lhs.add("Website");
21. // displaying all the elements on the console
22. System.out.println("The hash set is: " + lhs);
24. // Removing an element from the above linked Set
26. // since the element "Good" is present, therefore, the method remove()
27. // returns true
28. System.out.println(lhs.remove("Good"));
30. // After removing the element
31. System.out.println("After removing the element, the hash set is: " + lhs);
33. // since the element "For" is not present, therefore, the method remove()
34. // returns false
35. System.out.println(lhs.remove("For"));
37. }
38. }  **Output:**

The hash set is: [Java, T, Point, Good, Website]

true

After removing the element, the hash set is: [Java, T, Point, Website]

false

# Java TreeSet class

![TreeSet class hierarchy](data:image/png;base64,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)

Java TreeSet class implements the Set interface that uses a tree for storage. It inherits AbstractSet class and implements the NavigableSet interface. The objects of the TreeSet class are stored in ascending order.

The important points about the Java TreeSet class are:

* Java TreeSet class contains unique elements only like HashSet.
* Java TreeSet class access and retrieval times are quiet fast.
* Java TreeSet class doesn't allow null element.
* Java TreeSet class is non synchronized.
* Java TreeSet class maintains ascending order.
* Java TreeSet class contains unique elements only like HashSet.
* Java TreeSet class access and retrieval times are quite fast.
* Java TreeSet class doesn't allow null elements.
* Java TreeSet class is non-synchronized.
* Java TreeSet class maintains ascending order.
* The TreeSet can only allow those generic types that are comparable. For example The Comparable interface is being implemented by the StringBuffer class.

### **Internal Working of The TreeSet Class**

TreeSet is being implemented using a binary search tree, which is self-balancing just like a Red-Black Tree. Therefore, operations such as a search, remove, and add consume O(log(N)) time. The reason behind this is there in the self-balancing tree. It is there to ensure that the tree height never exceeds O(log(N)) for all of the mentioned operations. Therefore, it is one of the efficient data structures in order to keep the large data that is sorted and also to do operations on it.

### **Synchronization of The TreeSet Class**

As already mentioned above, the TreeSet class is not synchronized. It means if more than one thread concurrently accesses a tree set, and one of the accessing threads modify it, then the synchronization must be done manually. It is usually done by doing some object synchronization that encapsulates the set. However, in the case where no such object is found, then the set must be wrapped with the help of the Collections.synchronizedSet() method. It is advised to use the method during creation time in order to avoid the unsynchronized access of the set. The following code snippet shows the same.

### **Constructors of Java TreeSet Class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeSet() | It is used to construct an empty tree set that will be sorted in ascending order  according to the natural order of the tree set. |
| TreeSet(Collection<? extends E> c) | It is used to build a new tree set that contains the elements of the collection c. |
| TreeSet(Comparator<? super E> comparator) | It is used to construct an empty tree set that will be sorted according to given  comparator. |
| TreeSet(SortedSet<E> s) | It is used to build a TreeSet that contains the elements of the given SortedSet. |

### **Methods of Java TreeSet Class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(E e) | It is used to add the specified element to this set if it is not already present. |
| boolean addAll(Collection<? extends E> c) | It is used to add all of the elements in the specified collection to this set. |
| E ceiling(E e) | It returns the equal or closest greatest element of the specified element from the set, or null there is no such element. |
| Comparator<? super E> comparator() | It returns a comparator that arranges elements in order. |
| Iterator descendingIterator() | It is used to iterate the elements in descending order. |
| NavigableSet descendingSet() | It returns the elements in reverse order. |
| E floor(E e) | It returns the equal or closest least element of the specified element from the  set, or null there is no such element. |
| SortedSet headSet(E toElement) | It returns the group of elements that are less than the specified element. |
| NavigableSet headSet(E toElement, boolean inclusive) | It returns the group of elements that are less than or equal to(if, inclusive is  true) the specified element. |
| E higher(E e) | It returns the closest greatest element of the specified element from the set,  or null there is no such element. |
| Iterator iterator() | It is used to iterate the elements in ascending order. |
| E lower(E e) | It returns the closest least element of the specified element from the set,  or null there is no such element. |
| E pollFirst() | It is used to retrieve and remove the lowest(first) element. |
| E pollLast() | It is used to retrieve and remove the highest(last) element. |
| Spliterator spliterator() | It is used to create a late-binding and fail-fast spliterator over the elements. |
| NavigableSet subSet(E fromElement, boolean fromInclusive, E toElement, boolean toInclusive) | It returns a set of elements that lie between the given range. |
| SortedSet subSet(E fromElement, E toElement)) | It returns a set of elements that lie between the given range which includes  fromElement and excludes toElement. |
| SortedSet tailSet(E fromElement) | It returns a set of elements that are greater than or equal to the specified  element. |
| NavigableSet tailSet(E fromElement, boolean inclusive) | It returns a set of elements that are greater than or equal to (if, inclusive is  true) the specified element. |
| boolean contains(Object o) | It returns true if this set contains the specified element. |
| boolean isEmpty() | It returns true if this set contains no elements. |
| boolean remove(Object o) | It is used to remove the specified element from this set if it is present. |
| void clear() | It is used to remove all of the elements from this set. |
| Object clone() | It returns a shallow copy of this TreeSet instance. |
| E first() | It returns the first (lowest) element currently in this sorted set. |
| E last() | It returns the last (highest) element currently in this sorted set. |
| int size() | It returns the number of elements in this set. |

### **Java TreeSet Examples**

1. **import** java.util.\*;
2. **class** TreeSet1{
3. **public** **static** **void** main(String args[]){
4. //Creating and adding elements
5. TreeSet<String> al=**new** TreeSet<String>();
6. al.add("Ravi");
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

**Output:**

Ajay

Ravi

Vijay

### **Java TreeSet Example 2:**

Let's see an example of traversing elements in descending order.

1. **import** java.util.\*;
2. **class** TreeSet2{
3. **public** **static** **void** main(String args[]){
4. TreeSet<String> set=**new** TreeSet<String>();
5. set.add("Ravi");
6. set.add("Vijay");
7. set.add("Ajay");
8. System.out.println("Traversing element through Iterator in descending order");
9. Iterator i=set.descendingIterator();
10. **while**(i.hasNext())
11. {
12. System.out.println(i.next());
13. }
15. }
16. }

**Output:**

Traversing element through Iterator in descending order

Vijay

Ravi

Ajay

Traversing element through NavigableSet in descending order

Vijay

Ravi

Ajay

### **Java TreeSet Example 3:**

Let's see an example to retrieve and remove the highest and lowest Value.

**FileName:** TreeSet3.java

1. **import** java.util.\*;
2. **class** TreeSet3{
3. **public** **static** **void** main(String args[]){
4. TreeSet<Integer> set=**new** TreeSet<Integer>();
5. set.add(24);
6. set.add(66);
7. set.add(12);
8. set.add(15);
9. System.out.println("Lowest Value: "+set.pollFirst());
10. System.out.println("Highest Value: "+set.pollLast());
11. }
12. }

**Output:**

Lowest Value: 12

Highest Value: 66

### **Java TreeSet Example 4:**

In this example, we perform various NavigableSet operations.

1. **import** java.util.\*;
2. **class** TreeSet4{
3. **public** **static** **void** main(String args[]){
4. TreeSet<String> set=**new** TreeSet<String>();
5. set.add("A");
6. set.add("B");
7. set.add("C");
8. set.add("D");
9. set.add("E");
10. System.out.println("Initial Set: "+set);
12. System.out.println("Reverse Set: "+set.descendingSet());
14. System.out.println("Head Set: "+set.headSet("C", **true**));
16. System.out.println("SubSet: "+set.subSet("A", **false**, "E", **true**));
18. System.out.println("TailSet: "+set.tailSet("C", **false**));
19. }
20. }

**Output:**

Initial Set: [A, B, C, D, E]

Reverse Set: [E, D, C, B, A]

Head Set: [A, B, C]

SubSet: [B, C, D, E]

TailSet: [D, E]

### **Java TreeSet Example 5:**

In this example, we perform various SortedSetSet operations.

1. **import** java.util.\*;
2. **class** TreeSet5{
3. **public** **static** **void** main(String args[]){
4. TreeSet<String> set=**new** TreeSet<String>();
5. set.add("A");
6. set.add("B");
7. set.add("C");
8. set.add("D");
9. set.add("E");
11. System.out.println("Intial Set: "+set);
13. System.out.println("Head Set: "+set.headSet("C"));
15. System.out.println("SubSet: "+set.subSet("A", "E"));
17. System.out.println("TailSet: "+set.tailSet("C"));
18. }
19. }

**Output:**

Intial Set: [A, B, C, D, E]

Head Set: [A, B]

SubSet: [A, B, C, D]

TailSet: [C, D, E]

**Differences Between HashSet, LinkedHashSet**,**and TreeSet:**

| **Features** | **HashSet** | **LinkedHashSet** | **TreeSet** |
| --- | --- | --- | --- |
| Internal Working | HashSet internally uses HashMap for storing objects | LinkedHashSet uses LinkedHashMap internally to store objects | TreeSet uses TreeMap internally to store objects |
| When To Use | If you don’t want to maintain insertion order but want to store unique objects | If you want to maintain the insertion order of elements then you can use LinkedHashSet | If you want to sort the elements according to some Comparator then use TreeSet |
| Order | HashSet does not maintain insertion order | LinkedHashSet maintains the insertion order of objects | While TreeSet orders the elements according to supplied Comparator. By default, objects will be placed according to their natural ascending order. |
| Complexity of Operations | HashSet gives O(1) complexity for insertion, removing, and retrieving objects | LinkedHashSet gives insertion, removing, and retrieving operations performance in order O(1). | While TreeSet gives the performance of order O(log(n)) for insertion, removing, and retrieving operations. |
| Performance | The performance of HashSet is better when compared to LinkedHashSet and TreeSet. | The performance of LinkedHashSet is slower than TreeSet. It is almost similar to HashSet but slower because LinkedHashSet internally maintains LinkedList to maintain the insertion order of elements | TreeSet performance is better than LinkedHashSet except for insertion and removal operations because it has to sort the elements after each insertion and removal operation. |
| Compare | HashSet uses equals() and hashCode() methods to compare the objects | LinkedHashSet uses equals() and hashCode() methods to compare it’s objects | TreeSet uses compare() and compareTo() methods to compare the objects |
| Null Elements | HashSet allows only one null value. | LinkedHashSet allows only one null value. | TreeSet does not permit null value. If you insert null value into TreeSet, it will throw NullPointerException. |
| Syntax | HashSet obj = new HashSet(); | LinkedHashSet obj = new LinkedHashSet(); | TreeSet obj = new TreeSet(); |

**Similarities Between HashSet, LinkedHashSet**,**and TreeSet:**

* Duplicates: HashSet, LinkedHashSet and TreeSet are implements Set interface, so they are not allowed to store duplicates objects.
* Thread-safe: If we want to use HashSet, LinkedHashSet, and TreeSet in a multi-threading environment then first we make it externally synchronized because both LinkedHashSet and TreeSet are not thread-safe.
* All three are Cloneable and Serializable.

**When to use HashSet, TreeSet**,**and LinkedHashSet in Java:**

1. **HashSet:** If you don’t want to maintain insertion order but want to store unique objects.
2. **LinkedHashSet:** If you want to maintain the insertion order of elements then you can use LinkedHashSet.
3. **TreeSet:** If you want to sort the elements according to some Comparator then use TreeSet.

So as you see the output of the above program according to that and according to your requirements, you can choose anyone from HashSet, TreeSet, and LinkedHashSet.

# Java Queue Interface

The interface Queue is available in the java.util package and does extend the Collection interface. It is used to keep the elements that are processed in the First In First Out (FIFO) manner. It is an ordered list of objects, where insertion of elements occurs at the end of the list, and removal of elements occur at the beginning of the list.

Being an interface, the queue requires, for the declaration, a concrete class, and the most common classes are the LinkedList and PriorityQueue in Java. Implementations done by these classes are not thread safe. If it is required to have a thread safe implementation, PriorityBlockingQueue is an available option.

### **Queue Interface Declaration**

1. **public** **interface** Queue<E> **extends** Collection<E>

### **Methods of Java Queue Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this queue and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this queue. |
| Object remove() | It is used to retrieves and removes the head of this queue. |
| Object poll() | It is used to retrieves and removes the head of this queue, or returns null if this queue is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this queue. |
| Object peek() | It is used to retrieves, but does not remove, the head of this queue, or returns null if this queue is  empty. |

## **Features of a Queue**

The following are some important features of a queue.

* As discussed earlier, FIFO concept is used for insertion and deletion of elements from a queue.
* The Java Queue provides support for all of the methods of the Collection interface including deletion, insertion, etc.
* PriorityQueue, ArrayBlockingQueue and LinkedList are the implementations that are used most frequently.
* The NullPointerException is raised, if any null operation is done on the BlockingQueues.
* Those Queues that are present in the util package are known as Unbounded Queues.
* Those Queues that are present in the util.concurrent package are known as bounded Queues.
* All Queues barring the Deques facilitates removal and insertion at the head and tail of the queue; respectively. In fact, deques support element insertion and removal at both ends.

## **PriorityQueue Class**

PriorityQueue is also class that is defined in the collection framework that gives us a way for processing the objects on the basis of priority. It is already described that the insertion and deletion of objects follows FIFO pattern in the Java queue. However, sometimes the elements of the queue are needed to be processed according to the priority, that's where a PriorityQueue comes into action.

### **PriorityQueue Class Declaration**

Let's see the declaration for java.util.PriorityQueue class.

1. **public** **class** PriorityQueue<E> **extends** AbstractQueue<E> **implements** Serializable

### **Java PriorityQueue Example**

**FileName:** TestCollection12.java

1. **import** java.util.\*;
2. **class** TestCollection12{
3. **public** **static** **void** main(String args[]){
4. PriorityQueue<String> queue=**new** PriorityQueue<String>();
5. queue.add("Amit");
6. queue.add("Vijay");
7. queue.add("Karan");
8. queue.add("Jai");
9. queue.add("Rahul");
10. System.out.println("head:"+queue.element());
11. System.out.println("head:"+queue.peek());
12. System.out.println("iterating the queue elements:");
13. Iterator itr=queue.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
17. queue.remove();
18. queue.poll();
19. System.out.println("after removing two elements:");
20. Iterator<String> itr2=queue.iterator();
21. **while**(itr2.hasNext()){
22. System.out.println(itr2.next());
23. }
24. }
25. }

**Output:**

head:Amit

head:Amit

iterating the queue elements:

Amit

Jai

Karan

Vijay

Rahul

after removing two elements:

Karan

Rahul

Vijay

### **Java PriorityQueue Example: Book**

Let's see a PriorityQueue example where we are adding books to queue and printing all the books. The elements in PriorityQueue must be of Comparable type. String and Wrapper classes are Comparable by default. To add user-defined objects in PriorityQueue, you need to implement Comparable interface.

**FileName:** LinkedListExample.java

1. **import** java.util.\*;
2. **class** Book **implements** Comparable<Book>{
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. **public** **int** compareTo(Book b) {
14. **if**(id>b.id){
15. **return** 1;
16. }**else** **if**(id<b.id){
17. **return** -1;
18. }**else**{
19. **return** 0;
20. }
21. }
22. }
23. **public** **class** LinkedListExample {
24. **public** **static** **void** main(String[] args) {
25. Queue<Book> queue=**new** PriorityQueue<Book>();
26. //Creating Books
27. Book b1=**new** Book(121,"Let us C","Yashwant Kanetkar","BPB",8);
28. Book b2=**new** Book(233,"Operating System","Galvin","Wiley",6);
29. Book b3=**new** Book(101,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
30. //Adding Books to the queue
31. queue.add(b1);
32. queue.add(b2);
33. queue.add(b3);
34. System.out.println("Traversing the queue elements:");
35. //Traversing queue elements
36. **for**(Book b:queue){
37. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
38. }
39. queue.remove();
40. System.out.println("After removing one book record:");
41. **for**(Book b:queue){
42. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
43. }
44. }
45. }

**Output:**

Traversing the queue elements:

101 Data Communications & Networking Forouzan Mc Graw Hill 4

233 Operating System Galvin Wiley 6

121 Let us C Yashwant Kanetkar BPB 8

After removing one book record:

121 Let us C Yashwant Kanetkar BPB 8

233 Operating System Galvin Wiley 6

# Java Deque Interface

The interface called Deque is present in java.util package. It is the subtype of the interface queue. The Deque supports the addition as well as the removal of elements from both ends of the data structure. Therefore, a deque can be used as a stack or a queue. We know that the stack supports the Last In First Out (LIFO) operation, and the operation First In First Out is supported by a queue. As a deque supports both, either of the mentioned operations can be performed on it. Deque is an acronym for **"double ended queue".**

## **Deque Interface declaration**

1. **public** **interface** Deque<E> **extends** Queue<E>

### **Methods of Java Deque Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this deque and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this deque. |
| Object remove() | It is used to retrieve and removes the head of this deque. |
| Object poll() | It is used to retrieve and removes the head of this deque, or returns null if this deque is empty. |
| Object element() | It is used to retrieve, but does not remove, the head of this deque. |
| Object peek() | It is used to retrieve, but does not remove, the head of this deque, or returns null if this deque is  empty. |
| Object peekFirst() | The method returns the head element of the deque. The method does not remove any element  from the deque. Null is returned by this method, when the deque is empty. |
| Object peekLast() | The method returns the last element of the deque. The method does not remove any element  from the deque. Null is returned by this method, when the deque is empty. |
| Boolean offerFirst(e) | Inserts the element e at the front of the queue. If the insertion is successful, true is returned;  otherwise, false. |
| Object offerLast(e) | Inserts the element e at the tail of the queue. If the insertion is successful, true is returned;  otherwise, false. |
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## **ArrayDeque class**

We know that it is not possible to create an object of an interface in Java. Therefore, for instantiation, we need a class that implements the Deque interface, and that class is ArrayDeque. It grows and shrinks as per usage. It also inherits the AbstractCollection class.

The important points about ArrayDeque class are:

* Unlike Queue, we can add or remove elements from both sides.
* Null elements are not allowed in the ArrayDeque.
* ArrayDeque is not thread safe, in the absence of external synchronization.
* ArrayDeque has no capacity restrictions.
* ArrayDeque is faster than LinkedList and Stack.

### **ArrayDeque Hierarchy**

The hierarchy of ArrayDeque class is given in the figure displayed at the right side of the page.

### **ArrayDeque class declaration**

Let's see the declaration for java.util.ArrayDeque class.

1. **public** **class** ArrayDeque<E> **extends** AbstractCollection<E> **implements** Deque<E>, Cloneable, Serializable

## **Java ArrayDeque Example**

**FileName:** ArrayDequeExample.java

1. **import** java.util.\*;
2. **public** **class** ArrayDequeExample {
3. **public** **static** **void** main(String[] args) {
4. //Creating Deque and adding elements
5. Deque<String> deque = **new** ArrayDeque<String>();
6. deque.add("Ravi");
7. deque.add("Vijay");
8. deque.add("Ajay");
9. //Traversing elements
10. **for** (String str : deque) {
11. System.out.println(str);
12. }
13. }
14. }

**Output:**

Ravi

Vijay

Ajay

## **Java ArrayDeque Example: offerFirst() and pollLast()**

**FileName:** DequeExample.java

1. **import** java.util.\*;
2. **public** **class** DequeExample {
3. **public** **static** **void** main(String[] args) {
4. Deque<String> deque=**new** ArrayDeque<String>();
5. deque.offer("arvind");
6. deque.offer("vimal");
7. deque.add("mukul");
8. deque.offerFirst("jai");
9. System.out.println("After offerFirst Traversal...");
10. **for**(String s:deque){
11. System.out.println(s);
12. }
13. //deque.poll();
14. //deque.pollFirst();//it is same as poll()
15. deque.pollLast();
16. System.out.println("After pollLast() Traversal...");
17. **for**(String s:deque){
18. System.out.println(s);
19. }
20. }
21. }

**Output:**

After offerFirst Traversal...

jai

arvind

vimal

mukul

After pollLast() Traversal...

jai

arvind

vimal

## **Java ArrayDeque Example: Book**

**FileName:** ArrayDequeExample.java

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ArrayDequeExample {
15. **public** **static** **void** main(String[] args) {
16. Deque<Book> set=**new** ArrayDeque<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to Deque
22. set.add(b1);
23. set.add(b2);
24. set.add(b3);
25. //Traversing ArrayDeque
26. **for**(Book b:set){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

**Output:**

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java Map Interface

A map contains values on the basis of key, i.e. key and value pair. Each key and value pair is known as an entry. A Map contains unique keys.

A Map is useful if you have to search, update or delete elements on the basis of a key.

## **Java Map Hierarchy**

There are two interfaces for implementing Map in java: Map and SortedMap, and three classes: HashMap, LinkedHashMap, and TreeMap. The hierarchy of Java Map is given below:

![Java Map Hierarchy](data:image/png;base64,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)

A Map doesn't allow duplicate keys, but you can have duplicate values. HashMap and LinkedHashMap allow null keys and values, but TreeMap doesn't allow any null key or value.

A Map can't be traversed, so you need to convert it into Set using keySet() or entrySet() method.

|  |  |
| --- | --- |
| **Class** | **Description** |
| [HashMap](https://www.javatpoint.com/java-hashmap) | HashMap is the implementation of Map, but it doesn't maintain any order. |
| [LinkedHashMap](https://www.javatpoint.com/java-linkedhashmap) | LinkedHashMap is the implementation of Map. It inherits HashMap class. It maintains insertion order. |
| [TreeMap](https://www.javatpoint.com/java-treemap) | TreeMap is the implementation of Map and SortedMap. It maintains ascending order. |

### **Useful methods of Map interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| V put(Object key, Object value) | It is used to insert an entry in the map. |
| void putAll(Map map) | It is used to insert the specified map in the map. |
| V putIfAbsent(K key, V value) | It inserts the specified value with the specified key in the map only if it is  not already specified. |
| V remove(Object key) | It is used to delete an entry for the specified key. |
| boolean remove(Object key, Object value) | It removes the specified values with the associated specified keys from the map. |
| Set keySet() | It returns the Set view containing all the keys. |
| Set<Map.Entry<K,V>> entrySet() | It returns the Set view containing all the keys and values. |
| void clear() | It is used to reset the map. |
| V compute(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a mapping for the specified key and its current  mapped value (or null if there is no current mapping). |
| V computeIfAbsent(K key, Function<? super K,? extends V> mappingFunction) | It is used to compute its value using the given mapping function, if the specified key is not already associated with a value (or is mapped to null), and enters it into this map unless null. |
| V computeIfPresent(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a new mapping given the key and its current mapped  value if the value for the specified key is present and non-null. |
| boolean containsValue(Object value) | This method returns true if some value equal to the value exists within the map,  else return false. |
| boolean containsKey(Object key) | This method returns true if some key equal to the key exists within the map,  else return false. |
| boolean equals(Object o) | It is used to compare the specified Object with the Map. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have  been processed or the action throws an exception. |
| V get(Object key) | This method returns the object that contains the value associated with the key. |
| V getOrDefault(Object key, V defaultValue) | It returns the value to which the specified key is mapped, or defaultValue  if the map contains no mapping for the key. |
| int hashCode() | It returns the hash code value for the Map |
| boolean isEmpty() | This method returns true if the map is empty; returns false if it contains at  least one key. |
| V merge(K key, V value, BiFunction<? super V,? super V,? extends V> remappingFunction) | If the specified key is not already associated with a value or is associated with  null, associates it with the given non-null value. |
| V replace(K key, V value) | It replaces the specified value for a specified key. |
| boolean replace(K key, V oldValue, V newValue) | It replaces the old value with the new value for a specified key. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function  on that entry until all entries have been processed or the function throws an  exception. |
| Collection values() | It returns a collection view of the values contained in the map. |
| int size() | This method returns the number of entries in the map. |

## **Map.Entry Interface**

Entry is the subinterface of Map. So we will be accessed it by Map.Entry name. It returns a collection-view of the map, whose elements are of this class. It provides methods to get key and value.

### **Methods of Map.Entry interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| K getKey() | It is used to obtain a key. |
| V getValue() | It is used to obtain value. |
| int hashCode() | It is used to obtain hashCode. |
| V setValue(V value) | It is used to replace the value corresponding to this  entry with the specified value. |
| boolean equals(Object o) | It is used to compare the specified object with the other  existing objects. |
| static <K extends Comparable<? super K>,V> Comparator<Map.Entry<K,V>> comparingByKey() | It returns a comparator that compare the objects in  natural order on key. |
| static <K,V> Comparator<Map.Entry<K,V>> comparingByKey(Comparator<? super K> cmp) | It returns a comparator that compare the objects by  key using the given Comparator. |
| static <K,V extends Comparable<? super V>> Comparator<Map.Entry<K,V>> comparingByValue() | It returns a comparator that compare the objects in  natural order on value. |
| static <K,V> Comparator<Map.Entry<K,V>> comparingByValue(Comparator<? super V> cmp) | It returns a comparator that compare the objects by  value using the given Comparator. |

### **Java Map Example: Non-Generic (Old Style)**

1. //Non-generic
2. **import** java.util.\*;
3. **public** **class** MapExample1 {
4. **public** **static** **void** main(String[] args) {
5. Map map=**new** HashMap();
6. //Adding elements to map
7. map.put(1,"Amit");
8. map.put(5,"Rahul");
9. map.put(2,"Jai");
10. map.put(6,"Amit");
11. //Traversing Map
12. Set set=map.entrySet();//Converting to Set so that we can traverse
13. Iterator itr=set.iterator();
14. **while**(itr.hasNext()){
15. //Converting to Map.Entry so that we can get key and value separately
16. Map.Entry entry=(Map.Entry)itr.next();
17. System.out.println(entry.getKey()+" "+entry.getValue());
18. }
19. }
20. }

Output:

1 Amit

2 Jai

5 Rahul

6 Amit

### **Java Map Example: Generic (New Style)**

1. **import** java.util.\*;
2. **class** MapExample2{
3. **public** **static** **void** main(String args[]){
4. Map<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. //Elements can traverse in any order
9. **for**(Map.Entry m:map.entrySet()){
10. System.out.println(m.getKey()+" "+m.getValue());
11. }
12. }
13. }

Output:

102 Rahul

100 Amit

101 Vijay

### **Java Map Example: comparingByKey()**

1. **import** java.util.\*;
2. **class** MapExample3{
3. **public** **static** **void** main(String args[]){
4. Map<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. //Returns a Set view of the mappings contained in this map
9. map.entrySet()
10. //Returns a sequential Stream with this collection as its source
11. .stream()
12. //Sorted according to the provided Comparator
13. .sorted(Map.Entry.comparingByKey())
14. //Performs an action for each element of this stream
15. .forEach(System.out::println);
16. }
17. }

Output:

100=Amit

101=Vijay

102=Rahul

### **Java Map Example: comparingByKey() in Descending Order**

1. **import** java.util.\*;
2. **class** MapExample4{
3. **public** **static** **void** main(String args[]){
4. Map<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. //Returns a Set view of the mappings contained in this map
9. map.entrySet()
10. //Returns a sequential Stream with this collection as its source
11. .stream()
12. //Sorted according to the provided Comparator
13. .sorted(Map.Entry.comparingByKey(Comparator.reverseOrder()))
14. //Performs an action for each element of this stream
15. .forEach(System.out::println);
16. }
17. }

Output:

102=Rahul

101=Vijay

100=Amit

### **Java Map Example: comparingByValue()**

1. **import** java.util.\*;
2. **class** MapExample5{
3. **public** **static** **void** main(String args[]){
4. Map<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. //Returns a Set view of the mappings contained in this map
9. map.entrySet()
10. //Returns a sequential Stream with this collection as its source
11. .stream()
12. //Sorted according to the provided Comparator
13. .sorted(Map.Entry.comparingByValue())
14. //Performs an action for each element of this stream
15. .forEach(System.out::println);
16. }
17. }

Output:

100=Amit

102=Rahul

101=Vijay

### **Java Map Example: comparingByValue() in Descending Order**

1. **import** java.util.\*;
2. **class** MapExample6{
3. **public** **static** **void** main(String args[]){
4. Map<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. //Returns a Set view of the mappings contained in this map
9. map.entrySet()
10. //Returns a sequential Stream with this collection as its source
11. .stream()
12. //Sorted according to the provided Comparator
13. .sorted(Map.Entry.comparingByValue(Comparator.reverseOrder()))
14. //Performs an action for each element of this stream
15. .forEach(System.out::println);
16. }
17. }

Output:

101=Vijay

102=Rahul

100=Amit

# Java HashMap

![Java HashMap class hierarchy](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKEAAADLCAMAAAAx4AO4AAABXFBMVEUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABcKij4zsz/8sy4VFAAAADWtlafhIPlvrxFOTm+npwtJSXTrqz1y8l+aWjuxsS3mJYlHx8NCwt6ZWTatbOkm4MuLCUfGRmKcnFIRDnKqKZeTk0/NTQSDw/Yzaw2LSzs4LyZf35XSEdJPTyCe2i7m5nnwL7fubiih4UYExPDoqCReXdOQUD878m9s5eCbGt1YWBmVVTxyMbqwsDOq6msjo3k2LWRiXODbWxvXFv058PGvJ6ojIqNdXR8dmM7MDDHpKOzlJOxp42fl35TRUTc0a/Pw6WHgGxpXFVRTUFDQDXu4b5gW01ZVUfTyKhwalrct7X4fPE7AAAAJXRSTlMAOxKYuAhaDX8cqAT57sLzehaFRCxPk66hdWdiMdY+Jp7gjOn+4BjUjQAABz1JREFUeNrs1r+LgzAUwPFMHa6WCv0TCo/cXiEpgVYcXDokYwIRLChq/dX+/8M1ut5xXQ5fuXynN354YhLyBn0u1etCWCYv9EIv9MJv80Iv9MJXeg9hNZpknhJzSzAKY07NPBkqkAq7tndDP5ywChuRuUENDydMGk6PDw3AhE7PvLQIhGWeAoDMy/Qp7FvqGi2wLndTI5cXMiU0QCViJ1SXUoJNeQwsOmVSj/yOQKiFAige1gkBbM1ux8MdGC0AoD4wBEJIc2mHApxQmjN1ZcB4DACJaDAIs07fhZ6ERSSM0iU2YSIKk8tJmI7W/TVOGKnpKxcYhJAOrYJZyGuw5dkJqahkJa4VCmF26fQsVBGdUsAO7uCJGILz8Gno2xRmoWScXo3iBhiv86hTcnHhjzEe47j1vPBfC9G8vrzQC73wt7zwvYVLRf6+9cea4C4MQoK7gAYEdWFAkS8xoBT3EsOnEPcSg+2e7reIl7jbrAglq82OYI4S7H2xWy67DcJAFB38GtsIE8IraUJos+L/v7ADkmVXyqJSZWop3JV17uaIKyMfhu9gqOFIxkFMvjITxa/w68ih2OOm/MWQpzckFWbVWA8zr8cZ6OyqM9sM2bn6uiLEdWA3V/NG8mVRpZpqe0+6MhOcNcJ1Up9LJkaD+ikJ43CTSCiuI9Ygv27f8C4M9BYhQYLhA0CfAB6czFoAMxrC90+kozVx/YMpLlfDggwTJRgWpKAACjK0s2dqWTN1cR0zb4hDbXtMvPJrQy5hTVwHFgwBzIdzJuVNiRXo7Ff268V1YJEhBS/9foa8QX0tieFFY9nbJq49C4Zt2Y4GOtHttrI4ue13Qqx5VhU3ENeeeUNQlS5v0+Ja2CN+vrzzT4Y6e8P8X7D5Gx5v7HdI/ivnf1O+2aO71YRhKIDjT3NYSGuSpTWFFNNSWlnVKlg/LhQmbuAD7P1hJ11nYTgQStGL/G9PCL/kPL/w+bfsant5VPcL4TE5oRM6oRPezAmd0AnvTdwxHVwY6ApslHH40/Y0h66bU14sPWjylsYbRCgNqcU/Qs+n0HVzyhmJoSkm/jDCKjyG+z7CZFUCVprzMEKhVvsk/hF+qDSbb+3iE6KVByNC8F9G7K3QOXgHRvQxsrI61SfZTjk7TCvAAnNEYXeM+pFKWb7tLYyyXKhk1ggLgh0EjDTBjPwVXsg4KC/EVuxgZwh2ugpz9dq8NH9FYXeMJnV7XU9hnkVQLd6tkEw5RAWufJ1xkHE4afaIktUXQLCgAqRiHILxWu42qGm3TAMfHxhNuRV2x+j4XAl7XU/hLFF4o7mUKFzYbU3COcRp/VkC1gqXYJMTutHIXuOP267C7/bt7zVtKArgeFrnXBXs1h/QucH6sEBQozEaA4aqBBWrnUKrqw8Dx9q3/v/vO/fEeNJYiMwlvZvnPLSSBv3Q602V+h2V66q6fJoLIZ1W1B69u9tRuNRwrDoIyyV82JpadeHQoG74wqFYRccrU3S11jafC9Va0zDbSxWEdJrYeHjO7S5CvNR48zRfC2/hy8QF9dgX6nB8YQ1+1u3ei0K9M7ov2yik0/6SEJ+BMA48XYqNKzziLcv1ozszA8Ja/7vYDpq+ucpwY+HcGSik04pWHVd5sZNw/mP1aPcNB544fVutDlzbnA2qhlot3xmlsrMWVq5Us9fVdNwp5uTmAWCOJ4Rf6xQ4IKTTcOMZ4u52EQKs51Nd27s8WPCAQ7zatHQwaOURCsGl4QxVcya+z0zvpyj8dtMZoZBOgyWZene3k9Bx7fVy9/AS+2tpqECcWt3+A9wYw670hMa4ormTYcOB1W224Hq++ikKr6c1FYV0Gv4BsDp1Q95XX7BTJH99yMJ9EPL7FDEsZCELtxkW/tP/T+FA5Q+GAxWJhgMVDlTkGPk/isFCFsow/5Vwu+AkeWF0cIKfZqd5RWFKPuGqODnNHymZi4IITkIRiqIcXR5n36XSgRAlSaFfnOROTnKFiwzGEqEIBRKa3Fk+lQ6EKEkK/eJEOcq/z5/hKocjlAOhKlC2AJOk0C9OFOX8uKCgMByh4FPwNJUOhCjJCVGwtn7ModA/FBBi4BMMUZITUkP0JX/+5jMKwxHKQfYQVzkUoiQl9IuTTKqgvM0eiuAkHKFkLj+lxU4JhChJCv3iBHSgLYjgZCNC+ZDCq81miMJ/l2UaFrJQhmEhC2UYFrJQhj7lK/cpLGTh82EhC1m4zbCQhckLKaQovtxI6JqO38NNipTCYJMiqZCalFcSUmdCsYoQLirdNhyKbFKSEFJn4scqIGy2vFvRTUpcQm01wc6EYhVdqwyNUhsORTcp8QupM6FYxetUFgCJblLiX2XqTChWwU4F90t0kxK/kDoTilXARsKIJiV+IXUmFKuQMLpJiV9InQnFKiSMblLiF1JnQrEKCaOblPiF1JlQrELCyCZF3tc2sFMkf/XFwn0Q7v27gI1hIQtZuM2wcF/7lETmN0bvPTJEQmcFAAAAAElFTkSuQmCC)

Java **HashMap** class implements the Map interface which allows us to store key and value pair, where keys should be unique. If you try to insert the duplicate key, it will replace the element of the corresponding key. It is easy to perform operations using the key index like updation, deletion, etc. HashMap class is found in the java.util package.

HashMap in Java is like the legacy Hashtable class, but it is not synchronized. It allows us to store the null elements as well, but there should be only one null key. Since Java 5, it is denoted as HashMap<K,V>, where K stands for key and V for value. It inherits the AbstractMap class and implements the Map interface.

### **Points to remember**

* Java HashMap contains values based on the key.
* Java HashMap contains only unique keys.
* Java HashMap may have one null key and multiple null values.
* Java HashMap is non synchronized.
* Java HashMap maintains no order.
* The initial default capacity of Java HashMap class is 16 with a load factor of 0.75.

### **Hierarchy of HashMap class**

As shown in the above figure, HashMap class extends AbstractMap class and implements Map interface.

### **HashMap class declaration**

Let's see the declaration for java.util.HashMap class.

Play Video

1. **public** **class** HashMap<K,V> **extends** AbstractMap<K,V> **implements** Map<K,V>, Cloneable, Serializable

### **HashMap class Parameters**

Let's see the Parameters for java.util.HashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java HashMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashMap() | It is used to construct a default HashMap. |
| HashMap(Map<? extends K,? extends V> m) | It is used to initialize the hash map by using the elements of the given Map  object m. |
| HashMap(int capacity) | It is used to initializes the capacity of the hash map to the given integer value,  capacity. |
| HashMap(int capacity, float loadFactor) | It is used to initialize both the capacity and load factor of the hash map by  using its arguments. |

### **Methods of Java HashMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all of the mappings from this map. |
| boolean isEmpty() | It is used to return true if this map contains no key-value mappings. |
| Object clone() | It is used to return a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| Set entrySet() | It is used to return a collection view of the mappings contained in this map. |
| Set keySet() | It is used to return a set view of the keys contained in this map. |
| V put(Object key, Object value) | It is used to insert an entry in the map. |
| void putAll(Map map) | It is used to insert the specified map in the map. |
| V putIfAbsent(K key, V value) | It inserts the specified value with the specified key in the map only if it is not  already specified. |
| V remove(Object key) | It is used to delete an entry for the specified key. |
| boolean remove(Object key, Object value) | It removes the specified values with the associated specified keys from the map. |
| V compute(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a mapping for the specified key and its current mapped  value (or null if there is no current mapping). |
| V computeIfAbsent(K key, Function<? super K,? extends V> mappingFunction) | It is used to compute its value using the given mapping function, if the  specified key is not already associated with a value (or is mapped to null), and  enters it into this map unless null. |
| V computeIfPresent(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a new mapping given the key and its current mapped  value if the value for the specified key is present and non-null. |
| boolean containsValue(Object value) | This method returns true if some value equal to the value exists within the map,  else return false. |
| boolean containsKey(Object key) | This method returns true if some key equal to the key exists within the map,  else return false. |
| boolean equals(Object o) | It is used to compare the specified Object with the Map. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have  been processed or the action throws an exception. |
| V get(Object key) | This method returns the object that contains the value associated with the key. |
| V getOrDefault(Object key, V defaultValue) | It returns the value to which the specified key is mapped, or defaultValue if  the map contains no mapping for the key. |
| boolean isEmpty() | This method returns true if the map is empty; returns false if it contains at  least one key. |
| V merge(K key, V value, BiFunction<? super V,? super V,? extends V> remappingFunction) | If the specified key is not already associated with a value or is associated with null, associates it with the given non-null value. |
| V replace(K key, V value) | It replaces the specified value for a specified key. |
| boolean replace(K key, V oldValue, V newValue) | It replaces the old value with the new value for a specified key. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. |
| Collection<V> values() | It returns a collection view of the values contained in the map. |
| int size() | This method returns the number of entries in the map. |

### **Java HashMap Example**

Let's see a simple example of HashMap to store key and value pair.

1. **import** java.util.\*;
2. **public** **class** HashMapExample1{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> map=**new** HashMap<Integer,String>();//Creating HashMap
5. map.put(1,"Mango");  //Put elements in Map
6. map.put(2,"Apple");
7. map.put(3,"Banana");
8. map.put(4,"Grapes");
10. System.out.println("Iterating Hashmap...");
11. **for**(Map.Entry m : map.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }  Iterating Hashmap...

1 Mango

2 Apple

3 Banana

4 Grapes

In this example, we are storing Integer as the key and String as the value, so we are using HashMap<Integer,String> as the type. The put() method inserts the elements in the map.

To get the key and value elements, we should call the getKey() and getValue() methods. The Map.Entry interface contains the getKey() and getValue() methods. But, we should call the entrySet() method of Map interface to get the instance of Map.Entry.

### **No Duplicate Key on HashMap**

You cannot store duplicate keys in HashMap. However, if you try to store duplicate key with another value, it will replace the value.

1. **import** java.util.\*;
2. **public** **class** HashMapExample2{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> map=**new** HashMap<Integer,String>();//Creating HashMap
5. map.put(1,"Mango");  //Put elements in Map
6. map.put(2,"Apple");
7. map.put(3,"Banana");
8. map.put(1,"Grapes"); //trying duplicate key
10. System.out.println("Iterating Hashmap...");
11. **for**(Map.Entry m : map.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

Iterating Hashmap...

1 Grapes

2 Apple

3 Banana

### **Java HashMap example to add() elements**

Here, we see different ways to insert elements.

1. **import** java.util.\*;
2. **class** HashMap1{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> hm=**new** HashMap<Integer,String>();
5. System.out.println("Initial list of elements: "+hm);
6. hm.put(100,"Amit");
7. hm.put(101,"Vijay");
8. hm.put(102,"Rahul");
10. System.out.println("After invoking put() method ");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
15. hm.putIfAbsent(103, "Gaurav");
16. System.out.println("After invoking putIfAbsent() method ");
17. **for**(Map.Entry m:hm.entrySet()){
18. System.out.println(m.getKey()+" "+m.getValue());
19. }
20. HashMap<Integer,String> map=**new** HashMap<Integer,String>();
21. map.put(104,"Ravi");
22. map.putAll(hm);
23. System.out.println("After invoking putAll() method ");
24. **for**(Map.Entry m:map.entrySet()){
25. System.out.println(m.getKey()+" "+m.getValue());
26. }
27. }
28. }

Initial list of elements: {}

After invoking put() method

100 Amit

101 Vijay

102 Rahul

After invoking putIfAbsent() method

100 Amit

101 Vijay

102 Rahul

103 Gaurav

After invoking putAll() method

100 Amit

101 Vijay

102 Rahul

103 Gaurav

104 Ravi

### **Java HashMap example to remove() elements**

Here, we see different ways to remove elements.

1. **import** java.util.\*;
2. **public** **class** HashMap2 {
3. **public** **static** **void** main(String args[]) {
4. HashMap<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. map.put(103, "Gaurav");
9. System.out.println("Initial list of elements: "+map);
10. //key-based removal
11. map.remove(100);
12. System.out.println("Updated list of elements: "+map);
13. //value-based removal
14. map.remove(101);
15. System.out.println("Updated list of elements: "+map);
16. //key-value pair based removal
17. map.remove(102, "Rahul");
18. System.out.println("Updated list of elements: "+map);
19. }
20. }

Output:

Initial list of elements: {100=Amit, 101=Vijay, 102=Rahul, 103=Gaurav}

Updated list of elements: {101=Vijay, 102=Rahul, 103=Gaurav}

Updated list of elements: {102=Rahul, 103=Gaurav}

Updated list of elements: {103=Gaurav}

### **Java HashMap example to replace() elements**

Here, we see different ways to replace elements.

1. **import** java.util.\*;
2. **class** HashMap3{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> hm=**new** HashMap<Integer,String>();
5. hm.put(100,"Amit");
6. hm.put(101,"Vijay");
7. hm.put(102,"Rahul");
8. System.out.println("Initial list of elements:");
9. **for**(Map.Entry m:hm.entrySet())
10. {
11. System.out.println(m.getKey()+" "+m.getValue());
12. }
13. System.out.println("Updated list of elements:");
14. hm.replace(102, "Gaurav");
15. **for**(Map.Entry m:hm.entrySet())
16. {
17. System.out.println(m.getKey()+" "+m.getValue());
18. }
19. System.out.println("Updated list of elements:");
20. hm.replace(101, "Vijay", "Ravi");
21. **for**(Map.Entry m:hm.entrySet())
22. {
23. System.out.println(m.getKey()+" "+m.getValue());
24. }
25. System.out.println("Updated list of elements:");
26. hm.replaceAll((k,v) -> "Ajay");
27. **for**(Map.Entry m:hm.entrySet())
28. {
29. System.out.println(m.getKey()+" "+m.getValue());
30. }
31. }
32. }

Initial list of elements:

100 Amit

101 Vijay

102 Rahul

Updated list of elements:

100 Amit

101 Vijay

102 Gaurav

Updated list of elements:

100 Amit

101 Ravi

102 Gaurav

Updated list of elements:

100 Ajay

101 Ajay

102 Ajay

### **Difference between HashSet and HashMap**

HashSet contains only values whereas HashMap contains an entry(key and value).

# Java LinkedHashMap class
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Java LinkedHashMap class is Hashtable and Linked list implementation of the Map interface, with predictable iteration order. It inherits HashMap class and implements the Map interface.

### **Points to remember**

* Java LinkedHashMap contains values based on the key.
* Java LinkedHashMap contains unique elements.
* Java LinkedHashMap may have one null key and multiple null values.
* Java LinkedHashMap is non synchronized.
* Java LinkedHashMap maintains insertion order.
* The initial default capacity of Java HashMap class is 16 with a load factor of 0.75.

### **LinkedHashMap class declaration**

Let's see the declaration for java.util.LinkedHashMap class.

1. **public** **class** LinkedHashMap<K,V> **extends** HashMap<K,V> **implements** Map<K,V>

### **LinkedHashMap class Parameters**

Let's see the Parameters for java.util.LinkedHashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java LinkedHashMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedHashMap() | It is used to construct a default LinkedHashMap. |
| LinkedHashMap(int capacity) | It is used to initialize a LinkedHashMap with the given capacity. |
| LinkedHashMap(int capacity, float loadFactor) | It is used to initialize both the capacity and the load factor. |
| LinkedHashMap(int capacity, float loadFactor, boolean accessOrder) | It is used to initialize both the capacity and the load factor with  specified ordering mode. |
| LinkedHashMap(Map<? extends K,? extends V> m) | It is used to initialize the LinkedHashMap with the elements from the  given Map class m. |

### **Methods of Java LinkedHashMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| V get(Object key) | It returns the value to which the specified key is mapped. |
| void clear() | It removes all the key-value pairs from a map. |
| boolean containsValue(Object value) | It returns true if the map maps one or more keys to the specified value. |
| Set<Map.Entry<K,V>> entrySet() | It returns a Set view of the mappings contained in the map. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have been  processed or the action throws an exception. |
| V getOrDefault(Object key, V defaultValue) | It returns the value to which the specified key is mapped or defaultValue if this  map contains no mapping for the key. |
| Set<K> keySet() | It returns a Set view of the keys contained in the map |
| protected boolean removeEldestEntry(Map.Entry<K,V> eldest) | It returns true on removing its eldest entry. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function on that  entry until all entries have been processed or the function throws an exception. |
| Collection<V> values() | It returns a Collection view of the values contained in this map. |

### **Java LinkedHashMap Example**

1. **import** java.util.\*;
2. **class** LinkedHashMap1{
3. **public** **static** **void** main(String args[]){
5. LinkedHashMap<Integer,String> hm=**new** LinkedHashMap<Integer,String>();
7. hm.put(100,"Amit");
8. hm.put(101,"Vijay");
9. hm.put(102,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

Output:100 Amit

101 Vijay

102 Rahul

### **Java LinkedHashMap Example: Key-Value pair**

1. **import** java.util.\*;
2. **class** LinkedHashMap2{
3. **public** **static** **void** main(String args[]){
4. LinkedHashMap<Integer, String> map = **new** LinkedHashMap<Integer, String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. //Fetching key
9. System.out.println("Keys: "+map.keySet());
10. //Fetching value
11. System.out.println("Values: "+map.values());
12. //Fetching key-value pair
13. System.out.println("Key-Value pairs: "+map.entrySet());
14. }
15. }

Keys: [100, 101, 102]

Values: [Amit, Vijay, Rahul]

Key-Value pairs: [100=Amit, 101=Vijay, 102=Rahul]

### **Java LinkedHashMap Example:remove()**

1. **import** java.util.\*;
2. **public** **class** LinkedHashMap3 {
3. **public** **static** **void** main(String args[]) {
4. Map<Integer,String> map=**new** LinkedHashMap<Integer,String>();
5. map.put(101,"Amit");
6. map.put(102,"Vijay");
7. map.put(103,"Rahul");
8. System.out.println("Before invoking remove() method: "+map);
9. map.remove(102);
10. System.out.println("After invoking remove() method: "+map);
11. }
12. }

Output:

Before invoking remove() method: {101=Amit, 102=Vijay, 103=Rahul}

After invoking remove() method: {101=Amit, 103=Rahul}

# Java TreeMap class

![Java TreeMap class hierarchy](data:image/png;base64,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)

Java TreeMap class is a red-black tree based implementation. It provides an efficient means of storing key-value pairs in sorted order.

The important points about Java TreeMap class are:

* Java TreeMap contains values based on the key. It implements the NavigableMap interface and extends AbstractMap class.
* Java TreeMap contains only unique elements.
* Java TreeMap cannot have a null key but can have multiple null values.
* Java TreeMap is non synchronized.
* Java TreeMap maintains ascending order.

### **TreeMap class declaration**

Let's see the declaration for java.util.TreeMap class.

1. **public** **class** TreeMap<K,V> **extends** AbstractMap<K,V> **implements** NavigableMap<K,V>, Cloneable, Serializable

### **TreeMap class Parameters**

Let's see the Parameters for java.util.TreeMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java TreeMap class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeMap() | It is used to construct an empty tree map that will be sorted using the natural  order of its key. |
| TreeMap(Comparator<? super K> comparator) | It is used to construct an empty tree-based map that will be sorted using the  comparator comp. |
| TreeMap(Map<? extends K,? extends V> m) | It is used to initialize a treemap with the entries from **m**, which will be sorted  using the natural order of the keys. |
| TreeMap(SortedMap<K,? extends V> m) | It is used to initialize a treemap with the entries from the SortedMap **sm**, which  will be sorted in the same order as **sm.** |

### **Methods of Java TreeMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Map.Entry<K,V> ceilingEntry(K key) | It returns the key-value pair having the least key, greater than or equal to  the specified key, or null if there is no such key. |
| K ceilingKey(K key) | It returns the least key, greater than the specified key or null if there is no  such key. |
| void clear() | It removes all the key-value pairs from a map. |
| Object clone() | It returns a shallow copy of TreeMap instance. |
| Comparator<? super K> comparator() | It returns the comparator that arranges the key in order, or null if the map uses the natural ordering. |
| NavigableSet<K> descendingKeySet() | It returns a reverse order NavigableSet view of the keys contained in the map. |
| NavigableMap<K,V> descendingMap() | It returns the specified key-value pairs in descending order. |
| Map.Entry firstEntry() | It returns the key-value pair having the least key. |
| Map.Entry<K,V> floorEntry(K key) | It returns the greatest key, less than or equal to the specified key, or null if  there is no such key. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have  been processed or the action throws an exception. |
| SortedMap<K,V> headMap(K toKey) | It returns the key-value pairs whose keys are strictly less than toKey. |
| NavigableMap<K,V> headMap(K toKey, boolean inclusive) | It returns the key-value pairs whose keys are less than (or equal to if inclusive  is true) toKey. |
| Map.Entry<K,V> higherEntry(K key) | It returns the least key strictly greater than the given key, or null if there is no  such key. |
| K higherKey(K key) | It is used to return true if this map contains a mapping for the specified key. |
| Set keySet() | It returns the collection of keys exist in the map. |
| Map.Entry<K,V> lastEntry() | It returns the key-value pair having the greatest key, or null if there is no  such key. |
| Map.Entry<K,V> lowerEntry(K key) | It returns a key-value mapping associated with the greatest key strictly less  than the given key, or null if there is no such key. |
| K lowerKey(K key) | It returns the greatest key strictly less than the given key, or null if there is  no such key. |
| NavigableSet<K> navigableKeySet() | It returns a NavigableSet view of the keys contained in this map. |
| Map.Entry<K,V> pollFirstEntry() | It removes and returns a key-value mapping associated with the least key in  this map, or null if the map is empty. |
| Map.Entry<K,V> pollLastEntry() | It removes and returns a key-value mapping associated with the greatest  key in this map, or null if the map is empty. |
| V put(K key, V value) | It inserts the specified value with the specified key in the map. |
| void putAll(Map<? extends K,? extends V> map) | It is used to copy all the key-value pair from one map to another map. |
| V replace(K key, V value) | It replaces the specified value for a specified key. |
| boolean replace(K key, V oldValue, V newValue) | It replaces the old value with the new value for a specified key. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function  on that entry until all entries have been processed or the function throws an  exception. |
| NavigableMap<K,V> subMap(K fromKey, boolean fromInclusive, K toKey, boolean toInclusive) | It returns key-value pairs whose keys range from fromKey to toKey. |
| SortedMap<K,V> subMap(K fromKey, K toKey) | It returns key-value pairs whose keys range from fromKey, inclusive, to  toKey, exclusive. |
| SortedMap<K,V> tailMap(K fromKey) | It returns key-value pairs whose keys are greater than or equal to fromKey. |
| NavigableMap<K,V> tailMap(K fromKey, boolean inclusive) | It returns key-value pairs whose keys are greater than (or equal to,  if inclusive is true) fromKey. |
| boolean containsKey(Object key) | It returns true if the map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It returns true if the map maps one or more keys to the specified value. |
| K firstKey() | It is used to return the first (lowest) key currently in this sorted map. |
| V get(Object key) | It is used to return the value to which the map maps the specified key. |
| K lastKey() | It is used to return the last (highest) key currently in the sorted map. |
| V remove(Object key) | It removes the key-value pair of the specified key from the map. |
| Set<Map.Entry<K,V>> entrySet() | It returns a set view of the mappings contained in the map. |
| int size() | It returns the number of key-value pairs exists in the hashtable. |
| Collection values() | It returns a collection view of the values contained in the map. |

### **Java TreeMap Example**

1. **import** java.util.\*;
2. **class** TreeMap1{
3. **public** **static** **void** main(String args[]){
4. TreeMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
10. **for**(Map.Entry m:map.entrySet()){
11. System.out.println(m.getKey()+" "+m.getValue());
12. }
13. }
14. }

Output:100 Amit

101 Vijay

102 Ravi

103 Rahul

### **Java TreeMap Example: remove()**

1. **import** java.util.\*;
2. **public** **class** TreeMap2 {
3. **public** **static** **void** main(String args[]) {
4. TreeMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. System.out.println("Before invoking remove() method");
10. **for**(Map.Entry m:map.entrySet())
11. {
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. map.remove(102);
15. System.out.println("After invoking remove() method");
16. **for**(Map.Entry m:map.entrySet())
17. {
18. System.out.println(m.getKey()+" "+m.getValue());
19. }
20. }
21. }

Output:

Before invoking remove() method

100 Amit

101 Vijay

102 Ravi

103 Rahul

After invoking remove() method

100 Amit

101 Vijay

103 Rahul

### **Java TreeMap Example: NavigableMap**

1. **import** java.util.\*;
2. **class** TreeMap3{
3. **public** **static** **void** main(String args[]){
4. NavigableMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. //Maintains descending order
10. System.out.println("descendingMap: "+map.descendingMap());
11. //Returns key-value pairs whose keys are less than or equal to the specified key.
12. System.out.println("headMap: "+map.headMap(102,**true**));
13. //Returns key-value pairs whose keys are greater than or equal to the specified key.
14. System.out.println("tailMap: "+map.tailMap(102,**true**));
15. //Returns key-value pairs exists in between the specified key.
16. System.out.println("subMap: "+map.subMap(100, **false**, 102, **true**));
17. }
18. }

descendingMap: {103=Rahul, 102=Ravi, 101=Vijay, 100=Amit}

headMap: {100=Amit, 101=Vijay, 102=Ravi}

tailMap: {102=Ravi, 103=Rahul}

subMap: {101=Vijay, 102=Ravi}

### **Java TreeMap Example: SortedMap**

1. **import** java.util.\*;
2. **class** TreeMap4{
3. **public** **static** **void** main(String args[]){
4. SortedMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. //Returns key-value pairs whose keys are less than the specified key.
10. System.out.println("headMap: "+map.headMap(102));
11. //Returns key-value pairs whose keys are greater than or equal to the specified key.
12. System.out.println("tailMap: "+map.tailMap(102));
13. //Returns key-value pairs exists in between the specified key.
14. System.out.println("subMap: "+map.subMap(100, 102));
15. }
16. }

headMap: {100=Amit, 101=Vijay}

tailMap: {102=Ravi, 103=Rahul}

subMap: {100=Amit, 101=Vijay}

### **What is difference between HashMap and TreeMap?**

|  |  |
| --- | --- |
| **HashMap** | **TreeMap** |
| 1) HashMap can contain one null key. | TreeMap cannot contain any null key. |
| 2) HashMap maintains no order. | TreeMap maintains ascending order. |

### **Java TreeMap Example: Book**

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** TreeMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6

## Difference between HashMap, LinkedHashMap and TreeMap in Java

Here are some important difference between TreeMap, LinkedHashMap, and HashMap in Java on point format  
  
**1. Order of Elements**  
HashMap doesn't maintain any order, TreeMap keeps all elements in sorted order, specified by Comparator or object's natural order defined by Comparable. LinkedHashMap keeps elements in the same order they are inserted into map.   
  
**2. Performance**

HashMap gives best performance because there is no overhead, TreeMap gives slower performance because every time you add or remove mapping , it need to sort the whole map. LinkedHashMap gives performance in between,   
  
  
**3. Null keys and values**

HashMap doesn't all null keys but allows null value, but TreeMap doesn't allow null key. LinkedHashMap allows null key.
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**4. Fail-fast behavior**

Iterator of all map are fail-fast in nature.

**5. Internal implementation**

HashMap is internally based upon hash table data structure, [TreeMap](http://javarevisited.blogspot.sg/2011/12/treemap-java-tutorial-example-program.html)is based upon Red Black Tree and LinkedHashMap uses doubly linked list to keep elements in the same order they are inserted.   
  
  
**6. Synchronization**

None of these map are synchornized.   
  
  
**7. Usage**  
LinkedHashMap also provides a great starting point for creating a Cache object by overriding the **removeEldestEntry()** method. This lets you create a Cache object that can expire data using some criteria that you define.
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# Java Hashtable class

Java Hashtable class implements a hashtable, which maps keys to values. It inherits Dictionary class and implements the Map interface.

### **Points to remember**

* A Hashtable is an array of a list. Each list is known as a bucket. The position of the bucket is identified by calling the hashcode() method. A Hashtable contains values based on the key.
* Java Hashtable class contains unique elements.
* Java Hashtable class doesn't allow null key or value.
* Java Hashtable class is synchronized.
* The initial default capacity of Hashtable class is 11 whereas loadFactor is 0.75.

### **Hashtable class declaration**

Let's see the declaration for java.util.Hashtable class.

1. **public** **class** Hashtable<K,V> **extends** Dictionary<K,V> **implements** Map<K,V>, Cloneable, Serializable

### **Hashtable class Parameters**

Let's see the Parameters for java.util.Hashtable class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### **Constructors of Java Hashtable class**

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| Hashtable() | It creates an empty hashtable having the initial default capacity and load  factor. |
| Hashtable(int capacity) | It accepts an integer parameter and creates a hash table that contains a  specified initial capacity. |
| Hashtable(int capacity, float loadFactor) | It is used to create a hash table having the specified initial capacity and  loadFactor. |
| Hashtable(Map<? extends K,? extends V> t) | It creates a new hash table with the same mappings as the given Map. |

### **Methods of Java Hashtable class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to reset the hash table. |
| Object clone() | It returns a shallow copy of the Hashtable. |
| V compute(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a mapping for the specified key and its current mapped value (or null if there is no current mapping). |
| V computeIfAbsent(K key, Function<? super K,? extends V> mappingFunction) | It is used to compute its value using the given mapping function, if the specified key is not already associated with a value (or is mapped to null), and enters it into this map unless null. |
| V computeIfPresent(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a new mapping given the key and its current mapped value if the value for the specified key is present and non-null. |
| Enumeration elements() | It returns an enumeration of the values in the hash table. |
| Set<Map.Entry<K,V>> entrySet() | It returns a set view of the mappings contained in the map. |
| boolean equals(Object o) | It is used to compare the specified Object with the Map. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have  been processed or the action throws an exception. |
| V getOrDefault(Object key, V defaultValue) | It returns the value to which the specified key is mapped, or defaultValue if  the map contains no mapping for the key. |
| int hashCode() | It returns the hash code value for the Map |
| Enumeration<K> keys() | It returns an enumeration of the keys in the hashtable. |
| Set<K> keySet() | It returns a Set view of the keys contained in the map. |
| V merge(K key, V value, BiFunction<? super V,? super V,? extends V> remappingFunction) | If the specified key is not already associated with a value or is associated with  null, associates it with the given non-null value. |
| V put(K key, V value) | It inserts the specified value with the specified key in the hash table. |
| void putAll(Map<? extends K,? extends V> t)) | It is used to copy all the key-value pair from map to hashtable. |
| V putIfAbsent(K key, V value) | If the specified key is not already associated with a value (or is mapped to  null) associates it with the given value and returns null, else returns the current  value. |
| boolean remove(Object key, Object value) | It removes the specified values with the associated specified keys from the  hashtable. |
| V replace(K key, V value) | It replaces the specified value for a specified key. |
| boolean replace(K key, V oldValue, V newValue) | It replaces the old value with the new value for a specified key. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function  on that entry until all entries have been processed or the function throws an  exception. |
| String toString() | It returns a string representation of the Hashtable object. |
| Collection values() | It returns a collection view of the values contained in the map. |
| boolean contains(Object value) | This method returns true if some value equal to the value exists within the  hash table, else return false. |
| boolean containsValue(Object value) | This method returns true if some value equal to the value exists within the  hash table, else return false. |
| boolean containsKey(Object key) | This method return true if some key equal to the key exists within the hash  table, else return false. |
| boolean isEmpty() | This method returns true if the hash table is empty; returns false if it contains  at least one key. |
| protected void rehash() | It is used to increase the size of the hash table and rehashes all of its keys. |
| V get(Object key) | This method returns the object that contains the value associated with the key. |
| V remove(Object key) | It is used to remove the key and its value. This method returns the value  associated with the key. |
| int size() | This method returns the number of entries in the hash table. |

## Java Hashtable Class

The Hashtable class in Java is a concrete implementation of a Dictionary and was originally a part of java.util package. The Hashtable class creates a hash table by mapping keys to values.

In a hashtable, any non-null object can be used as a key or as a value. The objects used as keys must implement the hashCode and equals methods in order to effectively store and retrieve items from a hashtable.

Hashtable is not just a data structure, but also a **Java Collection API class**. Despite the fact that both the array and hashtable data structures are intended for fast search, i.e. constant time search operation, also known as O(1) search, the fundamental difference between them is that the array requires an index, whereas the hash table requires a key, which could be another object.

This code example generates a hashtable of numbers. It employs the bird numbers as keys:

import java.util.Hashtable;

import java.util.Enumeration;

public class Main {

public static void main(String[] args) {

Enumeration birds;

String key;

*// Creating a Hashtable*

Hashtable<String, String> hashtable =

new Hashtable<String, String>();

*// Adding Key and Value pairs to Hashtable*

hashtable.put("Bird1","Pigeon");

hashtable.put("Bird2","BlueBird");

hashtable.put("Bird3","Swan");

hashtable.put("Bird4","Parrot");

hashtable.put("Bird5","Sparrow");

birds = hashtable.keys();

while(birds.hasMoreElements()) {

key = (String) birds.nextElement();

System.out.println("Key: " +key+ " & Value: " +

hashtable.get(key));

}

}

}

**Output:**

Key: Bird4 & Value: Parrot

Key: Bird3 & Value: Swan

Key: Bird2 & Value: BlueBird

Key: Bird1 & Value: Pigeon

Key: Bird5 & Value: Sparrow

As depicted above, a hashtable does not guarantee the order of records inserted in it.

### **Java Hashtable Example**

1. **import** java.util.\*;
2. **class** Hashtable1{
3. **public** **static** **void** main(String args[]){
4. Hashtable<Integer,String> hm=**new** Hashtable<Integer,String>();
6. hm.put(100,"Amit");
7. hm.put(102,"Ravi");
8. hm.put(101,"Vijay");
9. hm.put(103,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

Output:

69.5M

1.2K
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103 Rahul

102 Ravi

101 Vijay

100 Amit

### **Java Hashtable Example: remove()**

1. **import** java.util.\*;
2. **public** **class** Hashtable2 {
3. **public** **static** **void** main(String args[]) {
4. Hashtable<Integer,String> map=**new** Hashtable<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. System.out.println("Before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("After remove: "+ map);
13. }
14. }

Output:

Before remove: {103=Rahul, 102=Ravi, 101=Vijay, 100=Amit}

After remove: {103=Rahul, 101=Vijay, 100=Amit}

### **Java Hashtable Example: getOrDefault()**

1. **import** java.util.\*;
2. **class** Hashtable3{
3. **public** **static** **void** main(String args[]){
4. Hashtable<Integer,String> map=**new** Hashtable<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. //Here, we specify the if and else statement as arguments of the method
10. System.out.println(map.getOrDefault(101, "Not Found"));
11. System.out.println(map.getOrDefault(105, "Not Found"));
12. }
13. }

Output:

Vijay

Not Found

### **Java Hashtable Example: putIfAbsent()**

1. **import** java.util.\*;
2. **class** Hashtable4{
3. **public** **static** **void** main(String args[]){
4. Hashtable<Integer,String> map=**new** Hashtable<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. System.out.println("Initial Map: "+map);
10. //Inserts, as the specified pair is unique
11. map.putIfAbsent(104,"Gaurav");
12. System.out.println("Updated Map: "+map);
13. //Returns the current value, as the specified pair already exist
14. map.putIfAbsent(101,"Vijay");
15. System.out.println("Updated Map: "+map);
16. }
17. }

Output:

Initial Map: {103=Rahul, 102=Ravi, 101=Vijay, 100=Amit}

Updated Map: {104=Gaurav, 103=Rahul, 102=Ravi, 101=Vijay, 100=Amit}

Updated Map: {104=Gaurav, 103=Rahul, 102=Ravi, 101=Vijay, 100=Amit}

Difference between HashMap and Hashtable

HashMap and Hashtable both are used to store data in key and value form. Both are using hashing technique to store unique keys.

But there are many differences between HashMap and Hashtable classes that are given below.

|  |  |
| --- | --- |
| **HashMap** | **Hashtable** |
| 1) HashMap is **non synchronized**. It is not-thread safe and can't be shared between many threads without proper synchronization code. | Hashtable is **synchronized**. It is thread-safe and  can be shared with many threads. |
| 2) HashMap **allows one null key and multiple null values**. | Hashtable **doesn't allow any null key or value**. |
| 3) HashMap is a **new class introduced in JDK 1.2**. | Hashtable is a **legacy class**. |
| 4) HashMap is **fast**. | Hashtable is **slow**. |
| 5) We can make the HashMap as synchronized by calling this code Map m = Collections.synchronizedMap(hashMap); | Hashtable is internally synchronized and can't be  unsynchronized. |
| 6) HashMap is **traversed by Iterator**. | Hashtable is **traversed by Enumerator an Iterator**. |
| 7) Iterator in HashMap is **fail-fast**. | Enumerator in Hashtable is **not fail-fast**. |
| 8) HashMap inherits **AbstractMap** class. | Hashtable inherits **Dictionary** class. |

In Iterator, we can read and remove element while traversing element in the collections. Using Enumeration, we can only read element during traversing element in the collections. 2. It can be used with any class of the collection framework.

# Java Collections synchronizedMap() Method

The **synchronizedMap()** method of Java Collections class is used to get a synchronized (thread-safe) map backed by the specified map.

## **Syntax**

Following is the declaration of synchronizedMap() method:

1. **public** **static** <K,V> Map<K,V> synchronizedMap(Map<K,V> m)

## **Parameter**

|  |  |  |
| --- | --- | --- |
| **Parameter** | **Description** | **Required/Optional** |
| m | It is the map which will be wrapped in a synchronized map. | Required |

## **Returns**

The **synchronizedMap()** method returns a synchronized view of the specified Map.

## **Example 1**

1. **import** java.util.\*;
2. **public** **class** CollectionsSynchronizedMapExample1 {
3. **public** **static** **void** main(String[] args) {
4. Map<String, String> map = **new** HashMap<String, String>();
5. map.put("1", "Rahul");
6. map.put("4", "Karan");
7. map.put("3", "Mohan");
8. Map<String, String> synmap = Collections.synchronizedMap(map);
9. System.out.println("Synchronized map is :" + synmap);
10. }
11. }

**Output:**

Synchronized map is :{1=Rahul, 3=Mohan, 4=Karan}

## **Example 2**

1. **import** java.util.\*;
2. **public** **class** CollectionsSynchronizedMapExample2 {
3. **public** **static** **void** main(String[] args) {
4. Map<Integer, Integer> map = **new** HashMap<>();
5. map.put(1, 1001);
6. map.put(2, 1002);
7. map.put(3, 1003);
8. map.put(4, 1004);
9. map.put(5, 1005);
10. System.out.println("Map before Synchronized map: " + map);
11. Map<Integer, Integer> synmap = Collections.synchronizedMap(map);
12. map.remove(4, 1004);
13. System.out.println("Synchronized map after remove(4, 1004):" + synmap);
14. }
15. }

**Output:**

Map before Synchronized map: {1=1001, 2=1002, 3=1003, 4=1004, 5=1005}

Synchronized map after remove(4, 1004):{1=1001, 2=1002, 3=1003, 5=1005}

# Lock in Java

In Java, **Lock** is an interface available in the **Java.util.concurrent.locks** package. Java lock acts as thread synchronization mechanisms that are similar to the synchronized blocks. After some time, a new locking mechanism was introduced. It is very flexible and provides more options in comparison to the Synchronized block.

These are some of the following differences between a Synchronized block and a Lock:

|  |  |  |  |
| --- | --- | --- | --- |
| **S.N.** | **Factor** | **Synchronized block** | **Lock** |
| 1. | Sequence guarantee | It doesn't provide any guarantee of sequence in which the waiting thread will be access. | Unlike Synchronized block, the Lock interface  handles it. |
| 2. | No timeout | It doesn't have any options of time when the lock is not granted. | The Lock interface provides such options at the  time of granting the lock. |
| 3. | Single method | It can be contained within a single method. | The lock() and unlock() methods of the interface  can be called in different methods. |

In Java, the Lock interface basically provides six methods which are as follows:

### **The lock() method**

The **lock()** method is one of the most important methods of the **Lock** interface. It is used for acquiring the lock. For thread scheduling purposes, the current thread becomes disabled when the lock is not available. The lock() method is a public method that returns void.

#### UnLock():

UnLock() releases the lock on [Object](https://crunchify.com/create-simple-pojo-and-multiple-java-reflection-examples/).

# Java ConcurrentHashMap class

A hash table supporting full concurrency of retrievals and high expected concurrency for updates. This class obeys the same functional specification as Hashtable and includes versions of methods corresponding to each method of Hashtable. However, even though all operations are thread-safe, retrieval operations do not entail locking, and there is not any support for locking the entire table in a way that prevents all access. This class is fully interoperable with Hashtable in programs that rely on its thread safety but not on its synchronization details.

| **Sr. No.** | **Key** | **HashTable** | **ConcurrentHashMap** |
| --- | --- | --- | --- |
| 1 | Basic | HashTable is a thread-safe legacy class introduced in the Jdk1.1 | ConcurrentHashmap is a class that was introduced in  jdk1.5 |
| 2 | Locking | It applies lock on the entire collection | ConcurrentHashMap apply locks only at bucket level  called fragment  while adding or updating the map |
| 3 | Performance | It is slower than  ConcurrentHashMap | It is better than HashTable |
| 4. | Null | It doesn't allow null key and value | It allows null key and value |

## **Java ConcurrentHashMap class declaration**

1. **public** **class** ConcurrentHashMap<K,V>
2. **extends** AbstractMap<K,V>
3. **implements** ConcurrentMap<K,V>, Serializable

## **Java ConcurrentHashMap class Example: computeIfAbsent()**

1. //import statement
3. **import** java.util.concurrent.\*;
5. **import** java.util.\*;
7. **public** **class** ConcurrentHashMapcomputeIfAbsentExample1\_1 {
9. **public** **static** **void** main(String[] args)
10. {
11. // crete a HashMap and add some values
12. HashMap<String, Integer> mapcon   = **new** HashMap<>();
13. mapcon.put("k1", 100);
14. mapcon.put("k2", 200);
15. mapcon.put("k3", 300);
16. mapcon.put("k4", 400);
17. System.out.println("HashMap values :\n " + mapcon.toString());
18. mapcon.computeIfAbsent("k5", k -> 200 + 300);
19. mapcon.computeIfAbsent("k6", k -> 60 \* 10);
20. System.out.println("New HashMap after computeIfAbsent :\n "+ mapcon);
21. }
22. }

**Output:**

HashMap values :

{k1=100, k2=200, k3=300, k4=400}

New HashMap after computeIfAbsent :

{k1=100, k2=200, k3=300, k4=400, k5=500, k6=600}

## **Java ConcurrentHashMap Class Example: containsValue()**

1. **import** java.util.\*;
2. **import** java.util.concurrent.\*;
4. **public** **class** ConcurrentHashMapcontainsValueExample1\_1  {
5. **public** **static** **void** main(String[] args)
6. {
7. ConcurrentHashMap<String, Integer>  mymap = **new** ConcurrentHashMap<String,  Integer>();
9. mymap.put("AAA", 10);
10. mymap.put("BBB", 15);
11. mymap.put("CCC", 25);
12. mymap.put("DDD", 255);
13. mymap.put("EEE",30);
14. System.out.println(" Mappings are: " +mymap);
16. System.out.println("is 255  present? ::  "
17. + mymap.containsValue(255));
19. }
20. }

**Output:**

Mappings are: {AAA=10, CCC=25, BBB=15, EEE=30, DDD=255}

is 255 present? :: true

# Java WeakHashMap

The WeakHashMap class of the Java collections framework provides the feature of the hash table data structure..

It implements the [Map interface](https://www.programiz.com/java-programming/map).
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**Note**: Keys of the weak hashmap are of the **WeakReference** type.

The object of a weak reference type can be garbage collected in Java if the reference is no longer used in the program.

Let us learn to create a weak hash map first. Then, we will learn how it differs from a hashmap.

## Create a WeakHashMap

In order to create a weak hashmap, we must import the java.util.WeakHashMap package first. Once we import the package, here is how we can create weak hashmaps in Java.

//WeakHashMap creation with capacity 8 and load factor 0.6

WeakHashMap<Key, Value> numbers = new WeakHashMap<>(8, 0.6);

In the above code, we have created a weak hashmap named numbers.

Here,

* Key - a unique identifier used to associate each element (value) in a map
* Value - elements associated by keys in a map

Notice the part new WeakHashMap<>(8, 0.6). Here, the first parameter is **capacity** and the second parameter is **loadFactor**.

* **capacity** - The capacity of this map is 8. Meaning, it can store 8 entries.
* **loadFactor** - The load factor of this map is 0.6. This means whenever our hash table is filled by 60%, the entries are moved to a new hash table of double the size of the original hash table.

**Default capacity and load factor**

It is possible to create a weak hashmap without defining its capacity and load factor. For example,

// WeakHashMap with default capacity and load factor

WeakHashMap<Key, Value> numbers1 = new WeakHashMap<>();

By default,

* the capacity of the map will be 16
* the load factor will be 0.75

## Differences Between HashMap and WeakHashMap

Let us see the implementation of a weak hashmap in Java.

import java.util.WeakHashMap;

class Main {

public static void main(String[] args) {

// Creating WeakHashMap of numbers

WeakHashMap<String, Integer> numbers = new WeakHashMap<>();

String two = new String("Two");

Integer twoValue = 2;

String four = new String("Four");

Integer fourValue = 4;

// Inserting elements

numbers.put(two, twoValue);

numbers.put(four, fourValue);

System.out.println("WeakHashMap: " + numbers);

// Make the reference null

two = null;

// Perform garbage collection

System.gc();

System.out.println("WeakHashMap after garbage collection: " + numbers);

}

}

**Output**

WeakHashMap: {Four=4, Two=2}

WeakHashMap after garbage collection: {Four=4}

As we can see, when the key two of a weak hashmap is set to null and perform garbage collection, the key is removed.

It is because unlike hashmaps, keys of weak hashmaps are of **weak reference** type. This means the entry of a map are removed by the garbage collector if the key to that entry is no longer used. This is useful to save resources.

Now let us see the same implementation in a hashmap.

import java.util.HashMap;

class Main {

public static void main(String[] args) {

// Creating HashMap of even numbers

HashMap<String, Integer> numbers = new HashMap<>();

String two = new String("Two");

Integer twoValue = 2;

String four = new String("Four");

Integer fourValue = 4;

// Inserting elements

numbers.put(two, twoValue);

numbers.put(four, fourValue);

System.out.println("HashMap: " + numbers);

// Make the reference null

two = null;

// Perform garbage collection

System.gc();

System.out.println("HashMap after garbage collection: " + numbers);

}

}

**Output**

HashMap: {Four=4, Two=2}

HashMap after garbage collection: {Four=4, Two=2}

Here, when the key two of the hashmap is set to null and perform garbage collection, the key is not removed.

This is because unlike weak hashmaps keys of hashmaps are of **strong reference** type. This means the entry of a map is not removed by the garbage collector even though the key to that entry is no longer used.

**Note**: All functionalities of hashmaps and weak hashmaps are similar except keys of a weak hashmap are of weak reference, whereas keys of a hashmap are of strong reference.

## Creating WeakHashMap from Other Maps

Here is how we can create a weak hashmap from other maps.

import java.util.HashMap;

import java.util.WeakHashMap;

class Main {

public static void main(String[] args) {

// Creating a hashmap of even numbers

HashMap<String, Integer> evenNumbers = new HashMap<>();

String two = new String("Two");

Integer twoValue = 2;

evenNumbers.put(two, twoValue);

System.out.println("HashMap: " + evenNumbers);

// Creating a weak hash map from other hashmap

WeakHashMap<String, Integer> numbers = new WeakHashMap<>(evenNumbers);

System.out.println("WeakHashMap: " + numbers);

}

}

**Output**

HashMap: {Two=2}

WeakHashMap: {Two=2}

# Difference between Comparable and Comparator

Comparable and Comparator both are interfaces and can be used to sort collection elements.

However, there are many differences between Comparable and Comparator interfaces that are given below.

|  |  |
| --- | --- |
| **Comparable** | **Comparator** |
| 1) Comparable provides a **single sorting sequence**. In other words, we can sort the collection on the basis of a single element such as id, name, and price. | The Comparator provides **multiple sorting sequences**. In other  words, we can sort the collection on the basis of multiple  elements such as id, name, and price etc. |
| 2) Comparable **affects the original class**, i.e., the actual class is modified. | Comparator **doesn't affect the original class**, i.e., the actual  class is not modified. |
| 3) Comparable provides **compareTo() method** to sort elements. | Comparator provides **compare() method** to sort elements. |
| 4) Comparable is present in **java.lang** package. | A Comparator is present in the **java.util** package. |
| 5) We can sort the list elements of Comparable type by **Collections.sort(List)** method. | We can sort the list elements of Comparator type by  **Collections.sort(List, Comparator)** method. |

## **Java Comparable Example**

Let's see the example of a Comparable interface that sorts the list elements on the basis of age.

*File: TestSort3.java*

//Java Program to demonstrate the use of Java Comparable.

1. //Creating a class which implements Comparable Interface
2. **import** java.util.\*;
3. **import** java.io.\*;
4. **class** Student **implements** Comparable<Student>{
5. **int** rollno;
6. String name;
7. **int** age;
8. Student(**int** rollno,String name,**int** age){
9. **this**.rollno=rollno;
10. **this**.name=name;
11. **this**.age=age;
12. }
13. **public** **int** compareTo(Student st){
14. **if**(age==st.age)
15. **return** 0;
16. **else** **if**(age>st.age)
17. **return** 1;
18. **else**
19. **return** -1;
20. }
21. }
22. //Creating a test class to sort the elements
23. **public** **class** TestSort3{
24. **public** **static** **void** main(String args[]){
25. ArrayList<Student> al=**new** ArrayList<Student>();
26. al.add(**new** Student(101,"Vijay",23));
27. al.add(**new** Student(106,"Ajay",27));
28. al.add(**new** Student(105,"Jai",21));
30. Collections.sort(al);
31. **for**(Student st:al){
32. System.out.println(st.rollno+" "+st.name+" "+st.age);
33. }
34. }
35. }

Output:

105 Jai 21

101 Vijay 23

106 Ajay 27

## **Java Comparator Example**

Let's see an example of the Java Comparator interface where we are sorting the elements of a list using different comparators.

**Student.java**

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **if**(s1.age==s2.age)
5. **return** 0;
6. **else** **if**(s1.age>s2.age)
7. **return** 1;
8. **else**
9. **return** -1;
10. }
11. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **return** s1.name.compareTo(s2.name);
5. }
6. }

**TestComparator.java**

In this class, we are printing the values of the object by sorting on the basis of name and age.

1. //Java Program to demonstrate the use of Java Comparator
2. **import** java.util.\*;
3. **import** java.io.\*;
4. **class** TestComparator{
5. **public** **static** **void** main(String args[]){
6. //Creating a list of students
7. ArrayList<Student> al=**new** ArrayList<Student>();
8. al.add(**new** Student(101,"Vijay",23));
9. al.add(**new** Student(106,"Ajay",27));
10. al.add(**new** Student(105,"Jai",21));
12. System.out.println("Sorting by Name");
13. //Using NameComparator to sort the elements
14. Collections.sort(al,**new** NameComparator());
15. //Traversing the elements of list
16. **for**(Student st: al){
17. System.out.println(st.rollno+" "+st.name+" "+st.age);
18. }
20. System.out.println("sorting by Age");
21. //Using AgeComparator to sort the elements
22. Collections.sort(al,**new** AgeComparator());
23. //Travering the list again
24. **for**(Student st: al){
25. System.out.println(st.rollno+" "+st.name+" "+st.age);
26. }
28. }
29. }

Output:

Sorting by Name

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by Age

105 Jai 21

101 Vijay 23

106 Ajay 27

1. Student.java
2. AgeComparator.java
3. NameComparator.java
4. Simple.java

**Student.java**

This class contains three fields rollno, name and age and a parameterized constructor.

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

This class defines comparison logic based on the age. If the age of the first object is greater than the second, we are returning a positive value. It can be anyone such as 1, 2, 10. If the age of the first object is less than the second object, we are returning a negative value, it can be any negative value, and if the age of both objects is equal, we are returning 0.

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **if**(s1.age==s2.age)
8. **return** 0;
9. **else** **if**(s1.age>s2.age)
10. **return** 1;
11. **else**
12. **return** -1;
13. }
14. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **return** s1.name.compareTo(s2.name);
8. }
9. }

**Simple.java**

In this class, we are printing the values of the object by sorting on the basis of name and age.

1. **import** java.util.\*;
2. **import** java.io.\*;
4. **class** Simple{
5. **public** **static** **void** main(String args[]){
7. ArrayList al=**new** ArrayList();
8. al.add(**new** Student(101,"Vijay",23));
9. al.add(**new** Student(106,"Ajay",27));
10. al.add(**new** Student(105,"Jai",21));
12. System.out.println("Sorting by Name");
14. Collections.sort(al,**new** NameComparator());
15. Iterator itr=al.iterator();
16. **while**(itr.hasNext()){
17. Student st=(Student)itr.next();
18. System.out.println(st.rollno+" "+st.name+" "+st.age);
19. }
21. System.out.println("Sorting by age");
23. Collections.sort(al,**new** AgeComparator());
24. Iterator itr2=al.iterator();
25. **while**(itr2.hasNext()){
26. Student st=(Student)itr2.next();
27. System.out.println(st.rollno+" "+st.name+" "+st.age);
28. }

31. }
32. }

Sorting by Name

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by age

105 Jai 21

101 Vijay 23

106 Ajay 27