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# 5. MULTIPLE OBJECT TRACKING USING OPENCV

|  |  |
| --- | --- |
| **EX.N0 : 5** | **DESIGN AND IMPLEMENT MULTIPLE OBJECT TRACKING USING OPENCV** |
| **DATE : 25/02/2025** |

**AIM:**

To design and implement Multiple Object Tracking (MOT) using OpenCV to track multiple objects in a video stream in real-time.

# ALGORITHM:

Step 1: Import Libraries: Import OpenCV and NumPy. Step 2: Load Video: Capture video using cv2.VideoCapture.

Step 3: Select Objects: Manually select objects to track in the first frame using selectROI().

Step 4: Initialize Trackers: Create a separate tracker for each object and initialize them with the selected bounding boxes.

Step 5: Track Objects: Update each tracker in each frame to get the new position of the objects.

Step 6: Display and Exit: Draw bounding boxes around tracked objects and display the frame; exit on pressing q.

# PROGRAM:

import cv2

import numpy as np

cap = cv2.VideoCapture('input\_video.mp4') # Replace with 0 for webcam or video file path tracker\_type = 'CSRT' # Other options: 'KCF', 'MOSSE'

tracker = cv2.TrackerCSRT\_create() if tracker\_type == 'CSRT' else cv2.TrackerKCF\_create() ret, frame = cap.read()

if not ret:
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print("Failed to read video") cap.release()

exit() trackers = [] while True:

bbox = cv2.selectROI("Select Object to Track", frame, fromCenter=False, showCrosshair=True) trackers.append(cv2.TrackerCSRT\_create()) # Create a new tracker for each object

trackers[-1].init(frame, bbox) # Initialize tracker with the selected bounding box cv2.destroyWindow("Select Object to Track")

cv2.imshow("Tracking", frame) cv2.waitKey(1)

print("Press 'q' to start tracking after selecting all objects.") if len(trackers) > 0: # If at least one object is selected

key = cv2.waitKey(0)

if key == ord('q'): # Press 'q' to continue break

while cap.isOpened():

ret, frame = cap.read() if not ret:

break

for tracker in trackers:

ret, bbox = tracker.update(frame) # Get updated position of the object if ret:

x, y, w, h = [int(v) for v in bbox]

cv2.rectangle(frame, (x, y), (x + w, y + h), (255, 0, 0), 2) # Draw rectangle for the object else:

cv2.putText(frame, "Tracking failed", (10, 30), cv2.FONT\_HERSHEY\_SIMPLEX, 1, (0, 0, 255),

2)

cv2.imshow("Multiple Object Tracking", frame) if cv2.waitKey(1) & 0xFF == ord('q'):

break cap.release()

cv2.destroyAllWindows()
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# OUTPUT:

![](data:image/jpeg;base64,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)

**RESULT:**

Thus the Program has been executed successfully and verified.