la![](data:image/png;base64,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)

KAUNO TECHNOLOGIJOS UNIVERSITETAS

Informatikos fakultetas

T120B169 App Development for Smart Mobile Systems

**Report of labaratory work no.2**

**Dėstytojas: Rytis Maskeliūnas**

**Studentas: Kasparas Giniūnas IFF-6/4**

KAUNAS, 2018

Table of contents

[Tasks 3](#_Toc530472624)

[Implementation 4](#_Toc530472625)

[ANNEX 7](#_Toc530472626)

[ *CircleView.java* file 7](#_Toc530472627)

[ *IndicatingView.java* file 7](#_Toc530472628)

[ *MainActivity.java* file 8](#_Toc530472629)

[ *ModelPost.java* file 9](#_Toc530472630)

[ *RequestOperator.java* file 10](#_Toc530472631)

[ *button.xml* file 11](#_Toc530472632)

[ *button\_default.xml* file 12](#_Toc530472633)

[ *button\_pressed.xml* file 12](#_Toc530472634)

[ circle.xml file 12](#_Toc530472635)

# Tasks

1. During the execution of the request on indicator should show the triangle
2. Work with URL-address of request of ….

The resulting Json should be JSONArray.

This array should be made of a list of publications

Create new indicator which show the number of publications. A quantity of publications should be indicated inside of the circle. Inner color must be black, the number inside must be white.

1. Change the design of “Send request” button so that the button (when not pressed), has a gradient color.
2. \*Add a progress animation function while the query is executing
3. \*Draw a progress indicator of gradually appearing different color squares (getting darker toward the end)

# Implementation

1. During the execution of the request on indicator should show the triangle

Method onDraw() in IndicatingView classs

**protected void** onDraw(Canvas canvas){  
 **super**.onDraw(canvas);  
 **int** width = getWidth();  
 **int** height = getHeight();  
 Paint paint;  
 **switch** (**state**){  
 **case *SUCCESS***:  
 paint = **new** Paint();  
 paint.setColor(Color.***GREEN***);  
 paint.setStrokeWidth(20f);  
 canvas.drawLine(0,0, width/2, height, paint);  
 canvas.drawLine(width/2, height, width, height/2, paint);  
 **break**;  
  
 **case *FAILED***:  
 paint = **new** Paint();  
 paint.setColor(Color.***RED***);  
 paint.setStrokeWidth(20f);  
 canvas.drawLine(0,0, width, height, paint);  
 canvas.drawLine(0, height, width, 0, paint);  
 **break**;  
  
 **case *INPROGRESS***:  
 paint = **new** Paint();  
 paint.setColor(Color.***WHITE***);  
 paint.setStrokeWidth(20f);  
 paint.setStyle(Paint.Style.***STROKE***);  
 paint.setPathEffect(**new** DashPathEffect(**new float**[]{40, 40,}, 0));  
 **mPath** = **new** Path();  
 **mPath**.moveTo(width/2, 5);  
 **mPath**.quadTo(5, height-5, 5, height-5);  
 **mPath**.quadTo(width -5, height-5, width-5, height-5);  
 **mPath**.quadTo(width/2, 5, width/2, 5);  
 canvas.drawPath(**mPath**, paint);  
 **break**;  
  
 **default**:  
 **break**;  
 }

1. Work with URL-address of request of ….

The resulting Json should be JSONArray.

This array should be made of a list of publications

Create new indicator which show the number of publications. A quantity of publications should be indicated inside of the circle. Inner color must be black, the number inside must be white.

Parsing publications from JSONArray object

JSONArray publications = **new** JSONArray(response);  
  
List<ModelPost> responses = **new** ArrayList<>();  
  
**for**(**int** i = 0; i< publications.length(); i++){  
 JSONObject object = publications.getJSONObject(i);  
 ModelPost post = **new** ModelPost();  
  
 post.setId(object.optInt(**"id"**, 0));  
 post.setUserId(object.optInt(**"userId"**, 0));  
  
 post.setTitle(object.getString(**"title"**));  
 post.setBodyText(object.getString(**"body"**));  
  
 responses.add(post);  
}

CircleView class for drawing circle indicator

**package** edu.ktu.lab2;  
  
**import** android.content.Context;  
**import** android.graphics.Canvas;  
**import** android.graphics.Color;  
**import** android.graphics.Paint;  
**import** android.util.AttributeSet;  
**import** android.view.View;  
  
**public class** CircleView **extends** View {  
  
 String **text** = **""**;  
  
 **public** CircleView(Context context) {**super**(context);}  
  
 **public** CircleView(Context context, AttributeSet attrs) {**super**(context, attrs);}  
  
 **public** CircleView(Context context, AttributeSet attrs, **int** defStyleAttr) {  
 **super**(context, attrs, defStyleAttr);  
 }  
  
 **public void** setText(String text){  
 **this**.**text** = text;  
 }  
  
 **protected void** onDraw(Canvas canvas){  
 **super**.onDraw(canvas);  
 Paint paint = **new** Paint();  
  
 **float** width = getWidth();  
  
 **float** textWidth = paint.measureText(**text**);  
 System.***out***.println(textWidth);  
  
 paint.setColor(Color.***WHITE***);  
 paint.setTextSize(300);  
 paint.setTextAlign(Paint.Align.***CENTER***);  
 canvas.drawText(**text**, (width-textWidth)/2f, 350, paint);  
 }  
}

1. Change the design of “Send request” button so that the button (when not pressed), has a gradient color.

ButtonDefault.xml file for button design when its not pressed

*<?***xml version="1.0" encoding="utf-8"***?>*<**shape  
 xmlns:android="http://schemas.android.com/apk/res/android"**>  
  
 <**stroke  
 android:width="1px"  
 android:color="#006030"**/>  
  
 <**corners  
 android:radius="7dp"**/>  
  
 <**padding  
 android:left="1dp"  
 android:right="1dp"  
 android:top="1dp"  
 android:bottom="1dp"**/>  
  
 <**gradient  
 android:startColor="#00ab4c"  
 android:endColor="#FFFFFF"  
 android:angle="-180"** />  
</**shape**>

**Application result:**
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# ANNEX

## *CircleView.java* file

**package** edu.ktu.lab2;  
  
**import** android.content.Context;  
**import** android.graphics.Canvas;  
**import** android.graphics.Color;  
**import** android.graphics.Paint;  
**import** android.util.AttributeSet;  
**import** android.view.View;  
  
**public class** CircleView **extends** View {  
  
 String **text** = **""**;  
  
 **public** CircleView(Context context) {**super**(context);}  
  
 **public** CircleView(Context context, AttributeSet attrs) {**super**(context, attrs);}  
  
 **public** CircleView(Context context, AttributeSet attrs, **int** defStyleAttr) {  
 **super**(context, attrs, defStyleAttr);  
 }  
  
 **public void** setText(String text){  
 **this**.**text** = text;  
 }  
  
 **protected void** onDraw(Canvas canvas){  
 **super**.onDraw(canvas);  
 Paint paint = **new** Paint();  
  
 **float** width = getWidth();  
  
 **float** textWidth = paint.measureText(**text**);  
 System.***out***.println(textWidth);  
  
 paint.setColor(Color.***WHITE***);  
 paint.setTextSize(300);  
 paint.setTextAlign(Paint.Align.***CENTER***);  
 canvas.drawText(**text**, (width-textWidth)/2f, 350, paint);  
 }  
}

## *IndicatingView.java* file

**package** edu.ktu.lab2;  
  
**import** android.content.Context;  
**import** android.graphics.Canvas;  
**import** android.graphics.Color;  
**import** android.graphics.DashPathEffect;  
**import** android.graphics.Paint;  
**import** android.graphics.Path;  
**import** android.util.AttributeSet;  
**import** android.view.View;  
  
**public class** IndicatingView **extends** View {  
 **public static final int *NOTEXECUTED*** = 0;  
 **public static final int *SUCCESS*** = 1;  
 **public static final int *FAILED*** = 2;  
 **public static final int *INPROGRESS*** = 3;  
  
 **int state** = ***NOTEXECUTED***;  
  
 **private** Path **mPath**;  
  
 **public** IndicatingView(Context context) {**super**(context);}  
  
 **public** IndicatingView(Context context, AttributeSet attrs) {**super**(context, attrs);}  
  
 **public** IndicatingView(Context context, AttributeSet attrs, **int** defStyleAttr) {  
 **super**(context, attrs, defStyleAttr);  
 }  
  
 **public int** getState(){  
 **return state**;  
 }  
  
 **public void** setState(**int** state) {  
 **this**.**state** = state;  
 }  
  
 **protected void** onDraw(Canvas canvas){  
 **super**.onDraw(canvas);  
 **int** width = getWidth();  
 **int** height = getHeight();  
 Paint paint;  
 **switch** (**state**){  
 **case *SUCCESS***:  
 paint = **new** Paint();  
 paint.setColor(Color.***GREEN***);  
 paint.setStrokeWidth(20f);  
 canvas.drawLine(0,0, width/2, height, paint);  
 canvas.drawLine(width/2, height, width, height/2, paint);  
 **break**;  
  
 **case *FAILED***:  
 paint = **new** Paint();  
 paint.setColor(Color.***RED***);  
 paint.setStrokeWidth(20f);  
 canvas.drawLine(0,0, width, height, paint);  
 canvas.drawLine(0, height, width, 0, paint);  
 **break**;  
  
 **case *INPROGRESS***:  
 paint = **new** Paint();  
 paint.setColor(Color.***WHITE***);  
 paint.setStrokeWidth(20f);  
 paint.setStyle(Paint.Style.***STROKE***);  
 paint.setPathEffect(**new** DashPathEffect(**new float**[]{40, 40,}, 0));  
 **mPath** = **new** Path();  
 **mPath**.moveTo(width/2, 5);  
 **mPath**.quadTo(5, height-5, 5, height-5);  
 **mPath**.quadTo(width -5, height-5, width-5, height-5);  
 **mPath**.quadTo(width/2, 5, width/2, 5);  
 canvas.drawPath(**mPath**, paint);  
 **break**;  
  
 **default**:  
 **break**;  
 }  
 }  
  
}

## *MainActivity.java* file

* **package** edu.ktu.lab2;  
    
  **import** android.graphics.Canvas;  
  **import** android.graphics.Color;  
  **import** android.graphics.Paint;  
  **import** android.graphics.drawable.Drawable;  
  **import** android.os.Bundle;  
  **import** android.support.v7.app.AppCompatActivity;  
  **import** android.view.View;  
  **import** android.widget.Button;  
  **import** android.widget.TextView;  
    
  **import** java.util.List;  
    
  **public class** MainActivity **extends** AppCompatActivity **implements** RequestOperator.RequestOperatorListener {  
    
   Button **sendRequestButton**;  
   TextView **title**;  
   TextView **bodyText**;  
   **private** List<ModelPost> **publication**;  
   **private** IndicatingView **indicator**;  
   **private** CircleView **indicator2**;  
   **private int size** = -1;  
    
   @Override  
   **protected void** onCreate(Bundle savedInstanceState){  
   **super**.onCreate(savedInstanceState);  
   setContentView(R.layout.***mainactivitydesign***);  
    
   **sendRequestButton** = (Button) findViewById(R.id.***send\_request***);  
   **sendRequestButton**.setOnClickListener(**requestButtonClicked**);  
    
    
   **title** = (TextView)findViewById(R.id.***title***);  
   **bodyText** = (TextView) findViewById(R.id.***body\_text***);  
    
   **indicator** = (IndicatingView)findViewById(R.id.***generated\_graphic***);  
   **indicator2** = (CircleView)findViewById(R.id.***circle\_view***);  
   }  
    
   View.OnClickListener **requestButtonClicked** = **new** View.OnClickListener() {  
   @Override  
   **public void** onClick(View v) {  
   setIndicatorStatus(IndicatingView.***INPROGRESS***);  
   **indicator2**.setText(**""**);  
   **indicator2**.invalidate();  
   sendRequest();  
    
   }  
   };  
    
   **public void** setIndicatorStatus(**final int** status){  
   runOnUiThread(**new** Runnable() {  
   @Override  
   **public void** run() {  
   **indicator**.setState(status);  
   **indicator**.invalidate();  
   }  
   });  
   }  
    
   **private void** sendRequest(){  
   RequestOperator ro = **new** RequestOperator();  
   ro.setListener(**this**);  
   ro.start();  
   }  
    
   **public void** updatePublication(){  
   runOnUiThread(**new** Runnable() {  
   @Override  
   **public void** run() {  
   **if**(**publication** != **null**){  
   **indicator2**.setText(Integer.*toString*(**publication**.size()));  
   **indicator2**.invalidate();  
   } **else** {  
   **title**.setText(**""**);  
   **bodyText**.setText(**""**);  
   }  
   }  
   });  
   }  
    
   @Override  
   **public void** success(List<ModelPost> publication){  
   **this**.**publication** = publication;  
   **this**.**size** = publication.size();  
   updatePublication();  
   setIndicatorStatus(IndicatingView.***SUCCESS***);  
   }  
    
   @Override  
   **public void** failed(**int** responseCode){  
   **this**.**publication** = **null**;  
   updatePublication();  
   setIndicatorStatus(IndicatingView.***FAILED***);  
   }  
    
  }

## *ModelPost.java* file

* **package** edu.ktu.lab2;  
    
  **import** android.graphics.ColorSpace;  
    
  **public class** ModelPost {  
    
   **int id**;  
   **int userId**;  
   String **title**;  
   String **bodyText**;  
    
   **public** ModelPost(){  
    
   }  
    
   **public** ModelPost(**int** id, **int** userId, String title, String bodyText){  
   **this**.**id** = id;  
   **this**.**userId** = userId;  
   **this**.**title** = title;  
   **this**.**bodyText** = bodyText;  
   }  
    
   **public int** getId() {  
   **return id**;  
   }  
    
   **public void** setId(**int** id) {  
   **this**.**id** = id;  
   }  
    
   **public int** getUserId() {  
   **return userId**;  
   }  
    
   **public void** setUserId(**int** userId) {  
   **this**.**userId** = userId;  
   }  
    
   **public** String getTitle() {  
   **return title**;  
   }  
    
   **public void** setTitle(String title) {  
   **this**.**title** = title;  
   }  
    
   **public** String getBodyText() {  
   **return bodyText**;  
   }  
    
   **public void** setBodyText(String bodyText) {  
   **this**.**bodyText** = bodyText;  
   }  
  }

## *RequestOperator.java* file

* **package** edu.ktu.lab2;  
    
  **import** org.json.JSONArray;  
  **import** org.json.JSONException;  
  **import** org.json.JSONObject;  
    
  **import** java.io.BufferedReader;  
  **import** java.io.IOException;  
  **import** java.io.InputStreamReader;  
  **import** java.net.HttpURLConnection;  
  **import** java.net.MalformedURLException;  
  **import** java.net.URL;  
  **import** java.util.ArrayList;  
  **import** java.util.List;  
    
  **import** javax.net.ssl.HttpsURLConnection;  
    
  **public class** RequestOperator **extends** Thread {  
    
   **public interface** RequestOperatorListener{  
   **void** success(List<ModelPost> publication);  
   **void** failed(**int** responseCode);  
   }  
    
   **private** RequestOperatorListener **listener**;  
   **private int responseCode**;  
    
   **public void** setListener(RequestOperatorListener listener) {**this**.**listener** = listener;}  
    
   @Override  
   **public void** run(){  
   **super**.run();  
    
   **try**{  
   List<ModelPost> publication = request();  
   **if**(publication!= **null**)  
   success(publication);  
   **else** failed(**responseCode**);  
   } **catch**(IOException e){  
   failed(-1);  
   } **catch**(JSONException e){  
   failed(-2);  
   }  
   }  
    
   **private** List<ModelPost> request() **throws** IOException, JSONException {  
    
   URL obj = **new** URL(**"https://jsonplaceholder.typicode.com/posts"**);  
    
   HttpsURLConnection con = (HttpsURLConnection)obj.openConnection();  
    
   con.setRequestMethod(**"GET"**);  
    
   con.setRequestProperty(**"Content-Type"**, **"application/json"**);  
    
   **responseCode** = con.getResponseCode();  
   System.***out***.println(**"Response Code: "** + **responseCode**);  
    
   InputStreamReader streamReader;  
    
   **if**(**responseCode** == 200){  
   streamReader = **new** InputStreamReader(con.getInputStream());  
   }**else** {  
   streamReader = **new** InputStreamReader(con.getErrorStream());  
   }  
    
   BufferedReader in = **new** BufferedReader(streamReader);  
   String inputLine;  
   StringBuffer response = **new** StringBuffer();  
    
   **while**((inputLine = in.readLine()) != **null**){  
   response.append(inputLine);  
   }  
    
   in.close();  
    
   System.***out***.println(response.toString());  
    
   **if**(**responseCode**==200) {  
   **return** parsingJsonObject(response.toString());  
   } **else return null**;  
   }  
    
   **public** List<ModelPost> parsingJsonObject(String response) **throws** JSONException{  
    
   JSONArray publications = **new** JSONArray(response);  
    
   List<ModelPost> responses = **new** ArrayList<>();  
    
   **for**(**int** i = 0; i< publications.length(); i++){  
   JSONObject object = publications.getJSONObject(i);  
   ModelPost post = **new** ModelPost();  
    
   post.setId(object.optInt(**"id"**, 0));  
   post.setUserId(object.optInt(**"userId"**, 0));  
    
   post.setTitle(object.getString(**"title"**));  
   post.setBodyText(object.getString(**"body"**));  
    
   responses.add(post);  
   }  
    
    
   **try** {  
   *sleep*(2000);  
   } **catch** (InterruptedException e) {  
   e.printStackTrace();  
   }  
    
    
   **return** responses;  
   }  
    
   **private void** failed(**int** code){  
   **if**(**listener** != **null**)  
   **listener**.failed(code);  
   }  
    
   **private void** success(List<ModelPost> publication){  
   **if**(**listener** != **null**)  
   **listener**.success(publication);  
   }  
  }

## *button.xml* file

*<?***xml version="1.0" encoding="utf-8"***?>*<**selector xmlns:android="http://schemas.android.com/apk/res/android"**>  
  
 <**item  
 android:state\_pressed="true"  
 android:drawable="@drawable/button\_pressed"**/>  
  
 <**item  
 android:drawable="@drawable/button\_default"**/>  
</**selector**>

## *button\_default.xml* file

*<?***xml version="1.0" encoding="utf-8"***?>*<**shape  
 xmlns:android="http://schemas.android.com/apk/res/android"**>  
  
 <**stroke  
 android:width="1px"  
 android:color="#006030"**/>  
  
 <**corners  
 android:radius="7dp"**/>  
  
 <**padding  
 android:left="1dp"  
 android:right="1dp"  
 android:top="1dp"  
 android:bottom="1dp"**/>  
  
 <**gradient  
 android:startColor="#00ab4c"  
 android:endColor="#FFFFFF"  
 android:angle="-180"** />  
</**shape**>

## *button\_pressed.xml* file

*<?***xml version="1.0" encoding="utf-8"***?>*<**shape  
 xmlns:android="http://schemas.android.com/apk/res/android"**>  
  
 <**stroke  
 android:width="1px"  
 android:color="#007035"**/>  
  
 <**corners  
 android:radius="7dp"**/>  
  
 <**padding  
 android:left="1dp"  
 android:right="1dp"  
 android:top="1dp"  
 android:bottom="1dp"**/>  
  
 <**solid android:color="#00ab4c"**/>  
</**shape**>

## circle.xml file

*<?***xml version="1.0" encoding="utf-8"***?>*<**selector xmlns:android="http://schemas.android.com/apk/res/android"**>  
  
 <**item**>  
 <**shape android:shape="oval"** >  
 <**solid android:color="#000000"**/>  
 </**shape**>  
 </**item**>  
</**selector**>