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**Опис реалізації**

Реалізація побудована на базі лекційного матеріалу.

План виконання задач представляє собою клас **Plan** . У своїй структурі він містить колекцію **Tasks**, в якій послідовно розміщені задачі для виконання, а також величину штрафу **CurrentFine** для поточного плану.

Задачі представлені об’єктами класу **Task** . Задача у свої структурі містить наступну інформацію:

* **Number** - номер завдання;
* **Duration** - тривалість виконання;
* **Term** - директивний строк виконання;
* **InitialFineForEarlier** - штраф за виконання раніше директивного строку, що задається на початку;
* **InitialFineForLater** - штраф за виконання пізніше директивного строку, що задається на початку;
* **StartMoment** - момент початку виконання завдання в тому плані, у якому на поточний момент знаходиться об’єкт завдання;
* **CurrentFine** – поточний штраф за завдання в тому плані, у якому на поточний момент знаходиться об’єкт завдання.

Алгоритм реалізований у методі **GetBestPlan** класу **Divider** . Клас **Divider** містить 3 приватних поля:

* **\_tasks** – колекція зі всіма вхідними задачами;
* **\_currentPlans** – колекція зі всіма можливими поточними планами виконання;
* **\_record** – поточний рекорд.

На початку виконання алгоритму кожна задача по одній розподіляється по планам і дані плани додаються в колекцію **\_currentPlans** .

На кожному кроці виконання алгоритму з колекції **\_currentPlans** відбирається план з найменшим штрафом **bestPlan** і від нього відбувається розгалуження. Отримані в результаті розгалуження плани поміщаються у колекцію **\_currentPlans** , а **bestPlan** видаляється з **\_currentPlans** . Також з **\_currentPlans** видаляються усі плани, для яких значення штрафу більше за значення штрафу рекорду **\_record** . Так відбувається до тих пір, поки у колекції **\_currentPlans** не залишаться лише ті плани, які включають у себе всі завдання та для яких значення штрафу буде рівним значенню штрафу рекорду.

**Приклад виконання**

Завдання варіанту 11:
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Штраф складає 176 одиниць. План виконання завдань: 3 -> 1 -> 2 -> 4. Відсоток розв’язків, які відсіклися процедурою тесту: 56 %.

Розподіл для рандомно згенерованих 7 завдань:

![](data:image/png;base64,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)

Штраф складає 2615 одиниць. План виконання завдань: 6 -> 3 -> 1 -> 4 -> 5 -> 2 -> 7. Відсоток розв’язків, які відсіклися процедурою тесту: 41 %.

**Програмний код**

1. Файл Task.cs.

using System;

using System.Text;

namespace BranchesAndBoundaries

{

/// <summary>

/// Завдання

/// </summary>

public class Task

{

/// <summary>

/// Номер завдання

/// </summary>

public int Number { get; }

/// <summary>

/// Тривалість виконання

/// </summary>

public int Duration { get; }

/// <summary>

/// Директивний строк виконання

/// </summary>

public int Term { get; }

/// <summary>

/// Штраф за виконання раніше директивного строку

/// </summary>

public int InitialFineForEarlier { get; }

/// <summary>

/// Штраф за виконання пізніше директивного строку

/// </summary>

public int InitialFineForLater { get; }

/// <summary>

/// Момент початку виконання завдання

/// </summary>

public int StartMoment { get; set; }

/// <summary>

/// Поточний штраф

/// </summary>

public int CurrentFine

{

get

{

int deviation = Term - (Duration + StartMoment);

if (deviation > 0)

return deviation \* InitialFineForEarlier;

return Math.Abs(deviation) \* InitialFineForLater;

}

}

public Task(int number,

int duration,

int term,

int initialFineForEarlier,

int initialFineForLater)

{

Number = number;

Duration = duration;

Term = term;

InitialFineForEarlier = initialFineForEarlier;

InitialFineForLater = initialFineForLater;

}

public Task Clone()

{

return this.MemberwiseClone() as Task;

}

public override string ToString()

{

StringBuilder stringBuilder = new StringBuilder();

stringBuilder.AppendLine($"Number: {Number}");

stringBuilder.AppendLine($"Duration: {Duration}");

stringBuilder.AppendLine($"Term: {Term}");

stringBuilder.AppendLine($"Fine for earlier: {InitialFineForEarlier}");

stringBuilder.AppendLine($"Fine for later: {InitialFineForLater}");

stringBuilder.AppendLine($"Start moment: {StartMoment}");

stringBuilder.AppendLine($"Curent fine: {CurrentFine}");

return stringBuilder.ToString();

}

}

}

1. Файл Plan.cs.

using System.Collections.Generic;

using System.Linq;

namespace BranchesAndBoundaries

{

/// <summary>

/// План

/// </summary>

public class Plan

{

/// <summary>

/// Завдання, які входять до плану

/// </summary>

public LinkedList<Task> Tasks { get; }

/// <summary>

/// Поточний штраф для плану

/// </summary>

public int CurrentFine => Tasks.Sum(t => t.CurrentFine);

public Plan(Task appendedTask, LinkedList<Task> currentPlan = null)

{

if (currentPlan == null)

currentPlan = new LinkedList<Task>();

if(appendedTask != null)

currentPlan.AddLast(appendedTask);

LinkedListNode<Task> currentTask = currentPlan.First;

int currentDuration = 0;

while(currentTask.Next != null)

{

currentDuration += currentTask.Value.Duration;

currentTask.Next.Value.StartMoment = currentDuration;

currentTask = currentTask.Next;

}

Tasks = currentPlan;

}

public Plan Clone()

{

LinkedList<Task> cloneTaskList = new LinkedList<Task>();

foreach(Task task in Tasks)

{

cloneTaskList.AddLast(task.Clone());

}

return new Plan(null, cloneTaskList);

}

public override string ToString()

{

return $"Fine: {CurrentFine}\n" +

$"Tasks: {string.Join(" -> ", Tasks.Select(t => t.Number))}";

}

}

}

1. Файл Divider.cs.

using System.Collections.Generic;

using System.Linq;

namespace BranchesAndBoundaries

{

public class Divider

{

private IReadOnlyList<Task> \_tasks;

private List<Plan> \_currentPlans;

private Plan \_record;

public Divider(List<Task> tasks)

{

\_tasks = tasks;

\_currentPlans = new List<Plan>();

}

public (Plan, float) GetBestPlan()

{

foreach(Task task in \_tasks)

{

\_currentPlans.Add(new Plan(task.Clone()));

}

Plan bestPlan = null;

List<int> bestPlanTaskNumbers = null;

int allPlansCount = \_currentPlans.Count;

int removedPlansCount = 0;

int currentMinFine;

List<Plan> recordCandidates;

while (!\_currentPlans.All(p => p.Tasks.Count == \_tasks.Count && p.CurrentFine == \_record.CurrentFine))

{

currentMinFine = \_currentPlans.Min(p => p.CurrentFine);

recordCandidates = \_currentPlans.Where(plan => plan.Tasks.Count == \_tasks.Count).ToList();

\_record = recordCandidates.FirstOrDefault(c => c.CurrentFine == recordCandidates.Min(rc => rc.CurrentFine));

if (\_record != null)

{

removedPlansCount += \_currentPlans.RemoveAll(p => p.CurrentFine > \_record.CurrentFine ||

(p.CurrentFine == \_record.CurrentFine && p.Tasks.Count < \_tasks.Count));

}

bestPlan = \_currentPlans.FirstOrDefault(

plan => plan.CurrentFine == currentMinFine && plan.Tasks.Count < \_tasks.Count);

if (bestPlan == null)

continue;

bestPlanTaskNumbers = bestPlan.Tasks.Select(t => t.Number).ToList();

foreach (Task task in \_tasks.Where(t => !bestPlanTaskNumbers.Any(n => n == t.Number)))

{

\_currentPlans.Add(new Plan(task.Clone(), bestPlan.Clone().Tasks));

allPlansCount++;

}

if(\_currentPlans.Count != 1)

\_currentPlans.Remove(bestPlan);

}

return (\_currentPlans.First(), removedPlansCount \* 100 / allPlansCount);

}

}

}

1. Файл Program.cs.

using System;

using System.Collections.Generic;

namespace BranchesAndBoundaries

{

class Program

{

static void Main(string[] args)

{

var random = new Random();

int randomTasksCount = random.Next(5, 8);

List<Task> initialTasks = new List<Task>(randomTasksCount);

for (int i = 1; i <= randomTasksCount; i++)

{

initialTasks.Add(

new Task(

number: i,

duration: random.Next(5, 25),

term: random.Next(15, 50),

initialFineForEarlier: random.Next(3, 20),

initialFineForLater: random.Next(3, 20)));

}

//List<Task> initialTasks = new List<Task>

//{

// new Task(

// number: 1,

// duration: 12,

// term: 26,

// initialFineForEarlier: 9,

// initialFineForLater: 1),

// new Task(

// number: 2,

// duration: 9,

// term: 33,

// initialFineForEarlier: 8,

// initialFineForLater: 4),

// new Task(

// number: 3,

// duration: 8,

// term: 26,

// initialFineForEarlier: 5,

// initialFineForLater: 3),

// new Task(

// number: 4,

// duration: 8,

// term: 37,

// initialFineForEarlier: 4,

// initialFineForLater: 9)

//};

var divider = new Divider(initialTasks);

(Plan bestPlan, float removedPercentage) = divider.GetBestPlan();

Console.WriteLine();

Console.WriteLine(bestPlan.ToString());

Console.WriteLine();

Console.WriteLine($"Removed percentage: {removedPercentage} %");

}

}

}