# Final Project - Part 2

## Underwood, Katie

library(tidymodels)

## -- Attaching packages -------------------------------------- tidymodels 0.1.2 --

## v broom 0.7.2 v recipes 0.1.15  
## v dials 0.0.9 v rsample 0.0.8   
## v dplyr 1.0.2 v tibble 3.0.4   
## v ggplot2 3.3.2 v tidyr 1.1.2   
## v infer 0.5.4 v tune 0.1.2   
## v modeldata 0.1.0 v workflows 0.2.1   
## v parsnip 0.1.5 v yardstick 0.0.7   
## v purrr 0.3.4

## -- Conflicts ----------------------------------------- tidymodels\_conflicts() --  
## x purrr::discard() masks scales::discard()  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()  
## x recipes::step() masks stats::step()

library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.0 --

## v readr 1.4.0 v forcats 0.5.0  
## v stringr 1.4.0

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x readr::col\_factor() masks scales::col\_factor()  
## x purrr::discard() masks scales::discard()  
## x dplyr::filter() masks stats::filter()  
## x stringr::fixed() masks recipes::fixed()  
## x dplyr::lag() masks stats::lag()  
## x readr::spec() masks yardstick::spec()

library(ROCR)  
library(rpart)

##   
## Attaching package: 'rpart'

## The following object is masked from 'package:dials':  
##   
## prune

library(rpart.plot)  
library(rattle)

## Loading required package: bitops

## Rattle: A free graphical interface for data science with R.  
## Version 5.4.0 Copyright (c) 2006-2020 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following objects are masked from 'package:yardstick':  
##   
## precision, recall, sensitivity, specificity

## The following object is masked from 'package:purrr':  
##   
## lift

library(RColorBrewer)  
library(ranger)

##   
## Attaching package: 'ranger'

## The following object is masked from 'package:rattle':  
##   
## importance

library(vip)

##   
## Attaching package: 'vip'

## The following object is masked from 'package:utils':  
##   
## vi

ames\_student <- read\_csv("ames\_student.csv")

## Warning: Missing column names filled in: 'X1' [1]

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## .default = col\_character(),  
## X1 = col\_double(),  
## Lot\_Frontage = col\_double(),  
## Lot\_Area = col\_double(),  
## Year\_Built = col\_double(),  
## Year\_Remod\_Add = col\_double(),  
## Mas\_Vnr\_Area = col\_double(),  
## BsmtFin\_SF\_1 = col\_double(),  
## BsmtFin\_SF\_2 = col\_double(),  
## Bsmt\_Unf\_SF = col\_double(),  
## Total\_Bsmt\_SF = col\_double(),  
## First\_Flr\_SF = col\_double(),  
## Second\_Flr\_SF = col\_double(),  
## Low\_Qual\_Fin\_SF = col\_double(),  
## Gr\_Liv\_Area = col\_double(),  
## Bsmt\_Full\_Bath = col\_double(),  
## Bsmt\_Half\_Bath = col\_double(),  
## Full\_Bath = col\_double(),  
## Half\_Bath = col\_double(),  
## Bedroom\_AbvGr = col\_double(),  
## Kitchen\_AbvGr = col\_double()  
## # ... with 15 more columns  
## )  
## i Use `spec()` for the full column specifications.

ames\_student\_clean = ames\_student %>%   
 mutate(Street = factor(Street)) %>%  
 mutate(Alley = factor(Alley)) %>%  
 mutate(Lot\_Shape = factor(Lot\_Shape)) %>%  
 mutate(Land\_Contour = factor(Land\_Contour)) %>%  
 mutate(Utilities = factor(Utilities)) %>%  
 mutate(Lot\_Config = factor(Lot\_Config)) %>%  
 mutate(Land\_Slope = factor(Land\_Slope)) %>%  
 mutate(Neighborhood = factor(Neighborhood)) %>%  
 mutate(MS\_Zoning = factor(MS\_Zoning)) %>%  
 mutate(MS\_SubClass = factor(MS\_SubClass)) %>%  
 mutate(Condition\_1 = factor(Condition\_1)) %>%  
 mutate(Condition\_2 = factor(Condition\_2)) %>%  
 mutate(Bldg\_Type = factor(Bldg\_Type)) %>%  
 mutate(House\_Style = factor(House\_Style)) %>%  
 mutate(Overall\_Qual = factor(Overall\_Qual)) %>%  
 mutate(Overall\_Cond = factor(Overall\_Cond)) %>%  
 mutate(Roof\_Style = factor(Roof\_Style)) %>%  
 mutate(Roof\_Matl = factor(Roof\_Matl)) %>%  
 mutate(Exterior\_1st = factor(Exterior\_1st)) %>%  
 mutate(Exterior\_2nd = factor(Exterior\_2nd)) %>%  
 mutate(Mas\_Vnr\_Type = factor(Mas\_Vnr\_Type)) %>%  
 mutate(Exter\_Qual = factor(Exter\_Qual)) %>%  
 mutate(Exter\_Cond = factor(Exter\_Cond)) %>%  
 mutate(Foundation = factor(Foundation)) %>%  
 mutate(Bsmt\_Qual = factor(Bsmt\_Qual)) %>%  
 mutate(Bsmt\_Cond = factor(Bsmt\_Cond)) %>%  
 mutate(Bsmt\_Exposure = factor(Bsmt\_Exposure)) %>%  
 mutate(BsmtFin\_Type\_1 = factor(BsmtFin\_Type\_1)) %>%  
 mutate(BsmtFin\_Type\_2 = factor(BsmtFin\_Type\_2)) %>%  
 mutate(Heating = factor(Heating)) %>%  
 mutate(Heating\_QC = factor(Heating\_QC)) %>%  
 mutate(Central\_Air = factor(Central\_Air)) %>%  
 mutate(Electrical = factor(Electrical)) %>%  
 mutate(Kitchen\_Qual = factor(Kitchen\_Qual)) %>%  
 mutate(Fireplace\_Qu = factor(Fireplace\_Qu)) %>%  
 mutate(Garage\_Type = factor(Garage\_Type)) %>%  
 mutate(Garage\_Finish = factor(Garage\_Finish)) %>%  
 mutate(Garage\_Qual = factor(Garage\_Qual)) %>%  
 mutate(Garage\_Cond = factor(Garage\_Cond)) %>%  
 mutate(Paved\_Drive = factor(Paved\_Drive)) %>%  
 mutate(Pool\_QC = factor(Pool\_QC)) %>%  
 mutate(Fence = factor(Fence)) %>%  
 mutate(Misc\_Feature = factor(Misc\_Feature)) %>%  
 mutate(Sale\_Type = factor(Sale\_Type)) %>%  
 mutate(Sale\_Condition = factor(Sale\_Condition)) %>%  
 mutate(Above\_Median = factor(Above\_Median)) %>%  
 mutate(Functional = factor(Functional)) %>%  
 mutate(Mo\_Sold = factor(Mo\_Sold)) %>%  
 mutate(Year\_Sold = factor(Year\_Sold))

ames\_split = initial\_split(ames\_student\_clean, prop = .7, strata = Above\_Median)  
train = training(ames\_split)  
test = testing(ames\_split)

### Logistic Regression Model

AIC 872

ames\_lr\_model =  
 logistic\_reg() %>%  
 set\_engine("glm")  
  
ames\_recipe = recipe(Above\_Median ~ Year\_Built + Gr\_Liv\_Area + Full\_Bath + Garage\_Cars + First\_Flr\_SF + Total\_Bsmt\_SF + Garage\_Area, train) %>%  
 step\_dummy(all\_nominal(), -all\_outcomes())  
  
logreg\_wf = workflow() %>%  
 add\_recipe(ames\_recipe) %>%  
 add\_model(ames\_lr\_model)  
  
ames\_fit = fit(logreg\_wf, train)  
  
#summary(ames\_fit$fit$fit$fit)

AIC 592

ames\_lr\_model =  
 logistic\_reg() %>%  
 set\_engine("glm")  
  
ames\_recipe2 = recipe(Above\_Median ~ ., train) %>%  
 step\_dummy(all\_nominal(), -all\_outcomes())  
  
logreg\_wf2 = workflow() %>%  
 add\_recipe(ames\_recipe2) %>%  
 add\_model(ames\_lr\_model)  
  
ames\_fit2 = fit(logreg\_wf2, train)

## Warning: glm.fit: algorithm did not converge

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

#summary(ames\_fit2$fit$fit$fit)

predictions\_lr = predict(ames\_fit, train, type= "prob")  
ROCRpred = prediction(predictions\_lr[,2], train$Above\_Median)  
ROCRperf = performance(ROCRpred, "tpr", "fpr")  
plot(ROCRperf, colorize=TRUE, print.cutoffs.at=seq(0,1,by=0.1), text.adj=c(-0.2,1.7))
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opt.cut = function(perf, pred){  
 cut.ind = mapply(FUN=function(x, y, p){  
 d = (x - 0)^2 + (y-1)^2  
 ind = which(d == min(d))  
 c(sensitivity = y[[ind]], specificity = 1-x[[ind]],  
 cutoff = p[[ind]])  
 }, perf@x.values, perf@y.values, pred@cutoffs)  
}  
print(opt.cut(ROCRperf, ROCRpred))

## [,1]  
## sensitivity 0.8919289  
## specificity 0.8868458  
## cutoff 0.4735307

Accuracy is 88.1% on training set for Logistic Regression model

t1 = table(train$Above\_Median, predictions\_lr[,2] > 0.5344833)  
t1

##   
## FALSE TRUE  
## No 639 68  
## Yes 95 636

(t1[1,1]+t1[2,2])/nrow(train)

## [1] 0.8866481

Accuracy remains at 88.45% on testing set for Logistic Regression model

predictions\_lr\_test = predict(ames\_fit, test, type= "prob")  
t2 = table(test$Above\_Median, predictions\_lr\_test[,2] > 0.5344833)  
t2

##   
## FALSE TRUE  
## No 265 38  
## Yes 44 268

(t2[1,1]+t2[2,2])/nrow(test)

## [1] 0.8666667

### Classification Trees model

ames\_student\_clean2 = ames\_student\_clean %>% mutate(Above\_Median = as\_factor(Above\_Median)) %>%  
 mutate(Above\_Median = fct\_recode(Above\_Median, "1" = "No", "0" = "Yes"))  
ames\_split2 = initial\_split(ames\_student\_clean2, prop = .7, strata = Above\_Median)  
train2 = training(ames\_split2)  
test2 = testing(ames\_split2)  
  
tree\_model = decision\_tree() %>%  
 set\_engine("rpart", model = TRUE) %>%  
 set\_mode("classification")  
  
classification\_wflow =   
 workflow() %>%  
 add\_model(tree\_model) %>%  
 add\_recipe(ames\_recipe)  
  
ames\_fit\_classification = fit(classification\_wflow, train2)  
  
tree = ames\_fit\_classification %>%  
 pull\_workflow\_fit() %>%  
 pluck("fit")  
  
rpart.plot(tree)
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folds = vfold\_cv(train2, v = 5)  
  
ames\_classification\_model2 = decision\_tree(cost\_complexity = tune()) %>%  
 set\_engine("rpart", model = TRUE) %>%  
 set\_mode("classification")  
  
ames\_grid = grid\_regular(cost\_complexity(), levels = 25)  
  
ames\_classification\_wflow2 =  
 workflow() %>%  
 add\_model(ames\_classification\_model2) %>%  
 add\_recipe(ames\_recipe)  
  
tree\_res =   
 ames\_classification\_wflow2 %>%  
 tune\_grid(  
 resamples = folds,  
 grid = ames\_grid  
 )

##   
## Attaching package: 'rlang'

## The following objects are masked from 'package:purrr':  
##   
## %@%, as\_function, flatten, flatten\_chr, flatten\_dbl, flatten\_int,  
## flatten\_lgl, flatten\_raw, invoke, list\_along, modify, prepend,  
## splice

##   
## Attaching package: 'vctrs'

## The following object is masked from 'package:tibble':  
##   
## data\_frame

## The following object is masked from 'package:dplyr':  
##   
## data\_frame

tree\_res %>%  
 collect\_metrics() %>%  
 ggplot(aes(cost\_complexity, mean)) +  
 geom\_line(size = 1.5, alpha = 0.6) +  
 geom\_point(size = 2) +  
 facet\_wrap(~ .metric, scales = "free", nrow = 2)

![](data:image/png;base64,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)

best\_tree = tree\_res %>%  
 select\_best("accuracy")  
  
best\_tree

## # A tibble: 1 x 2  
## cost\_complexity .config   
## <dbl> <chr>   
## 1 0.00316 Preprocessor1\_Model21

final\_wf =   
 ames\_classification\_wflow2 %>%  
 finalize\_workflow(best\_tree)  
  
final\_fit = fit(final\_wf, train2)  
  
tree2 = final\_fit %>%  
 pull\_workflow\_fit() %>%  
 pluck("fit")

Accuracy is 88.0% on the training set for Classification trees

treepred = predict(final\_fit, train2, type = "class")  
head(treepred)

## # A tibble: 6 x 1  
## .pred\_class  
## <fct>   
## 1 0   
## 2 1   
## 3 1   
## 4 0   
## 5 0   
## 6 0

confusionMatrix(treepred$.pred\_class,train2$Above\_Median,positive="1")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 1 0  
## 1 664 95  
## 0 43 636  
##   
## Accuracy : 0.904   
## 95% CI : (0.8876, 0.9188)  
## No Information Rate : 0.5083   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 0.8082   
##   
## Mcnemar's Test P-Value : 1.416e-05   
##   
## Sensitivity : 0.9392   
## Specificity : 0.8700   
## Pos Pred Value : 0.8748   
## Neg Pred Value : 0.9367   
## Prevalence : 0.4917   
## Detection Rate : 0.4618   
## Detection Prevalence : 0.5278   
## Balanced Accuracy : 0.9046   
##   
## 'Positive' Class : 1   
##

Accuracy is 87.3% on testing set

treepred2 = predict(final\_fit, test2, type = "class")  
head(treepred2)

## # A tibble: 6 x 1  
## .pred\_class  
## <fct>   
## 1 0   
## 2 0   
## 3 0   
## 4 0   
## 5 1   
## 6 1

confusionMatrix(treepred2$.pred\_class,test2$Above\_Median,positive="1")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 1 0  
## 1 274 54  
## 0 29 258  
##   
## Accuracy : 0.865   
## 95% CI : (0.8355, 0.8911)  
## No Information Rate : 0.5073   
## P-Value [Acc > NIR] : < 2e-16   
##   
## Kappa : 0.7303   
##   
## Mcnemar's Test P-Value : 0.00843   
##   
## Sensitivity : 0.9043   
## Specificity : 0.8269   
## Pos Pred Value : 0.8354   
## Neg Pred Value : 0.8990   
## Prevalence : 0.4927   
## Detection Rate : 0.4455   
## Detection Prevalence : 0.5333   
## Balanced Accuracy : 0.8656   
##   
## 'Positive' Class : 1   
##

### Random Forest

rf\_folds = vfold\_cv(train, v =5)  
  
rf\_model = rand\_forest(mtry = tune(), min\_n = tune(), trees = 100) %>%  
 set\_engine("ranger", importance = "permutation") %>%  
 set\_mode("classification")  
  
ames\_wflow =  
 workflow() %>%  
 add\_model(rf\_model) %>%  
 add\_recipe(ames\_recipe)  
  
rf\_grid = grid\_regular(  
 mtry(range = c(2, 8)),  
 min\_n(range = c(5, 20)), levels = 10  
)  
  
rf\_res\_tuned = tune\_grid(ames\_wflow,   
 resamples = rf\_folds,  
 grid = rf\_grid)

## ! Fold1: preprocessor 1/1, model 7/70: 8 columns were requested but there were 7 ...

## ! Fold1: preprocessor 1/1, model 14/70: 8 columns were requested but there were 7...

## ! Fold1: preprocessor 1/1, model 21/70: 8 columns were requested but there were 7...

## ! Fold1: preprocessor 1/1, model 28/70: 8 columns were requested but there were 7...

## ! Fold1: preprocessor 1/1, model 35/70: 8 columns were requested but there were 7...

## ! Fold1: preprocessor 1/1, model 42/70: 8 columns were requested but there were 7...

## ! Fold1: preprocessor 1/1, model 49/70: 8 columns were requested but there were 7...

## ! Fold1: preprocessor 1/1, model 56/70: 8 columns were requested but there were 7...

## ! Fold1: preprocessor 1/1, model 63/70: 8 columns were requested but there were 7...

## ! Fold1: preprocessor 1/1, model 70/70: 8 columns were requested but there were 7...

## ! Fold2: preprocessor 1/1, model 7/70: 8 columns were requested but there were 7 ...

## ! Fold2: preprocessor 1/1, model 14/70: 8 columns were requested but there were 7...

## ! Fold2: preprocessor 1/1, model 21/70: 8 columns were requested but there were 7...

## ! Fold2: preprocessor 1/1, model 28/70: 8 columns were requested but there were 7...

## ! Fold2: preprocessor 1/1, model 35/70: 8 columns were requested but there were 7...

## ! Fold2: preprocessor 1/1, model 42/70: 8 columns were requested but there were 7...

## ! Fold2: preprocessor 1/1, model 49/70: 8 columns were requested but there were 7...

## ! Fold2: preprocessor 1/1, model 56/70: 8 columns were requested but there were 7...

## ! Fold2: preprocessor 1/1, model 63/70: 8 columns were requested but there were 7...

## ! Fold2: preprocessor 1/1, model 70/70: 8 columns were requested but there were 7...

## ! Fold3: preprocessor 1/1, model 7/70: 8 columns were requested but there were 7 ...

## ! Fold3: preprocessor 1/1, model 14/70: 8 columns were requested but there were 7...

## ! Fold3: preprocessor 1/1, model 21/70: 8 columns were requested but there were 7...

## ! Fold3: preprocessor 1/1, model 28/70: 8 columns were requested but there were 7...

## ! Fold3: preprocessor 1/1, model 35/70: 8 columns were requested but there were 7...

## ! Fold3: preprocessor 1/1, model 42/70: 8 columns were requested but there were 7...

## ! Fold3: preprocessor 1/1, model 49/70: 8 columns were requested but there were 7...

## ! Fold3: preprocessor 1/1, model 56/70: 8 columns were requested but there were 7...

## ! Fold3: preprocessor 1/1, model 63/70: 8 columns were requested but there were 7...

## ! Fold3: preprocessor 1/1, model 70/70: 8 columns were requested but there were 7...

## ! Fold4: preprocessor 1/1, model 7/70: 8 columns were requested but there were 7 ...

## ! Fold4: preprocessor 1/1, model 14/70: 8 columns were requested but there were 7...

## ! Fold4: preprocessor 1/1, model 21/70: 8 columns were requested but there were 7...

## ! Fold4: preprocessor 1/1, model 28/70: 8 columns were requested but there were 7...

## ! Fold4: preprocessor 1/1, model 35/70: 8 columns were requested but there were 7...

## ! Fold4: preprocessor 1/1, model 42/70: 8 columns were requested but there were 7...

## ! Fold4: preprocessor 1/1, model 49/70: 8 columns were requested but there were 7...

## ! Fold4: preprocessor 1/1, model 56/70: 8 columns were requested but there were 7...

## ! Fold4: preprocessor 1/1, model 63/70: 8 columns were requested but there were 7...

## ! Fold4: preprocessor 1/1, model 70/70: 8 columns were requested but there were 7...

## ! Fold5: preprocessor 1/1, model 7/70: 8 columns were requested but there were 7 ...

## ! Fold5: preprocessor 1/1, model 14/70: 8 columns were requested but there were 7...

## ! Fold5: preprocessor 1/1, model 21/70: 8 columns were requested but there were 7...

## ! Fold5: preprocessor 1/1, model 28/70: 8 columns were requested but there were 7...

## ! Fold5: preprocessor 1/1, model 35/70: 8 columns were requested but there were 7...

## ! Fold5: preprocessor 1/1, model 42/70: 8 columns were requested but there were 7...

## ! Fold5: preprocessor 1/1, model 49/70: 8 columns were requested but there were 7...

## ! Fold5: preprocessor 1/1, model 56/70: 8 columns were requested but there were 7...

## ! Fold5: preprocessor 1/1, model 63/70: 8 columns were requested but there were 7...

## ! Fold5: preprocessor 1/1, model 70/70: 8 columns were requested but there were 7...

best\_rf = select\_best(rf\_res\_tuned, "accuracy")  
  
final\_rf = finalize\_workflow(  
 ames\_wflow,  
 best\_rf  
)  
  
final\_rf\_fit = fit(final\_rf, train)  
  
final\_rf\_fit %>% pull\_workflow\_fit() %>% vip(geom = "point")
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predRF = predict(final\_rf\_fit, train)  
head(predRF)

## # A tibble: 6 x 1  
## .pred\_class  
## <fct>   
## 1 Yes   
## 2 No   
## 3 Yes   
## 4 Yes   
## 5 Yes   
## 6 Yes

Accuracy is 98.9% on training set for random forest model

confusionMatrix(predRF$.pred\_class, train$Above\_Median, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 702 9  
## Yes 5 722  
##   
## Accuracy : 0.9903   
## 95% CI : (0.9837, 0.9947)  
## No Information Rate : 0.5083   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.9805   
##   
## Mcnemar's Test P-Value : 0.4227   
##   
## Sensitivity : 0.9877   
## Specificity : 0.9929   
## Pos Pred Value : 0.9931   
## Neg Pred Value : 0.9873   
## Prevalence : 0.5083   
## Detection Rate : 0.5021   
## Detection Prevalence : 0.5056   
## Balanced Accuracy : 0.9903   
##   
## 'Positive' Class : Yes   
##

Accuracy is 89.7% on testing set for the random forest model

predRF2 = predict(final\_rf\_fit, test)  
head(predRF2)

## # A tibble: 6 x 1  
## .pred\_class  
## <fct>   
## 1 Yes   
## 2 Yes   
## 3 No   
## 4 Yes   
## 5 Yes   
## 6 Yes

confusionMatrix(predRF2$.pred\_class, test$Above\_Median, positive = "Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction No Yes  
## No 271 46  
## Yes 32 266  
##   
## Accuracy : 0.8732   
## 95% CI : (0.8443, 0.8984)  
## No Information Rate : 0.5073   
## P-Value [Acc > NIR] : <2e-16   
##   
## Kappa : 0.7465   
##   
## Mcnemar's Test P-Value : 0.141   
##   
## Sensitivity : 0.8526   
## Specificity : 0.8944   
## Pos Pred Value : 0.8926   
## Neg Pred Value : 0.8549   
## Prevalence : 0.5073   
## Detection Rate : 0.4325   
## Detection Prevalence : 0.4846   
## Balanced Accuracy : 0.8735   
##   
## 'Positive' Class : Yes   
##

Model I am going to move forward with is the Random Forest model for the competition set.

### Create competition set

competition = read\_csv("ames\_competition.csv")

##   
## -- Column specification --------------------------------------------------------  
## cols(  
## .default = col\_character(),  
## ID = col\_double(),  
## Lot\_Frontage = col\_double(),  
## Lot\_Area = col\_double(),  
## Year\_Built = col\_double(),  
## Year\_Remod\_Add = col\_double(),  
## Mas\_Vnr\_Area = col\_double(),  
## BsmtFin\_SF\_1 = col\_double(),  
## BsmtFin\_SF\_2 = col\_double(),  
## Bsmt\_Unf\_SF = col\_double(),  
## Total\_Bsmt\_SF = col\_double(),  
## First\_Flr\_SF = col\_double(),  
## Second\_Flr\_SF = col\_double(),  
## Low\_Qual\_Fin\_SF = col\_double(),  
## Gr\_Liv\_Area = col\_double(),  
## Bsmt\_Full\_Bath = col\_double(),  
## Bsmt\_Half\_Bath = col\_double(),  
## Full\_Bath = col\_double(),  
## Half\_Bath = col\_double(),  
## Bedroom\_AbvGr = col\_double(),  
## Kitchen\_AbvGr = col\_double()  
## # ... with 15 more columns  
## )  
## i Use `spec()` for the full column specifications.

predRF3 = predict(final\_rf\_fit, competition)  
head(predRF3)

## # A tibble: 6 x 1  
## .pred\_class  
## <fct>   
## 1 Yes   
## 2 Yes   
## 3 Yes   
## 4 Yes   
## 5 No   
## 6 Yes

kaggle = competition %>% select(ID)  
  
kaggle = bind\_cols(kaggle, predRF3)  
  
kaggle

## # A tibble: 877 x 2  
## ID .pred\_class  
## <dbl> <fct>   
## 1 1 Yes   
## 2 2 Yes   
## 3 3 Yes   
## 4 4 Yes   
## 5 5 No   
## 6 6 Yes   
## 7 7 No   
## 8 8 No   
## 9 9 No   
## 10 10 No   
## # ... with 867 more rows

write.csv(kaggle, "kaggle\_submit.csv", row.names=FALSE)