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1. **ЦЕЛЬ РАБОТЫ**

Целью данной лабораторной работы является изучение методов управления процессами и потоками Windows, такими как, порождение, завершение, изменение приоритетов процессов и потоков, исследование эффективности. Данные методы будут продемонстрированы на оконном приложении «*Airplane*», позволяющее управлять моделью самолета, изображенного с помощью функций *GDI*, при логировании информации о действиях и движениях модели самолета в разных потокам, чтобы не останавливать основной поток работы приложения.

1. **ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ**

Управление потоками и процессами в Windows API предоставляет средства для эффективной организации и контроля многозадачных приложений. Краткие сведения о данной теме:

1. Процесс - это изолированное выполнение приложения, имеющее своё собственное адресное пространство, ресурсы и потоки.
2. CreateProcess: Эта функция используется для создания нового процесса. Она позволяет указать исполняемый файл, аргументы командной строки, настройки безопасности и другие параметры. Возвращает информацию о новом процессе и его главном потоке.
3. OpenProcess: Позволяет открыть существующий процесс для управления им. Используется, например, для отправки сигналов, прерывания или изменения приоритета процесса.
4. TerminateProcess: Позволяет завершить указанный процесс. Предоставляет возможность принудительно завершить процесс, но следует использовать осторожно.
5. GetExitCodeProcess: Позволяет получить код завершения процесса после его завершения.
6. CreateJobObject: Создает объект задания, который может использоваться для группировки процессов и управления ими.
7. Поток - это наименьшая единица выполнения внутри процесса. Потоки в одном процессе разделяют адресное пространство процесса и ресурсы.
8. CreateThread - функция для создания нового потока в процессе.
9. Критические секции - это механизм для ограничения доступа к общим ресурсам из нескольких потоков.
10. InitializeCriticalSection, EnterCriticalSection, и LeaveCriticalSection - функции для работы с критическими секциями.
11. Освобождение ресурсов и завершение работы процессов и потоков обеспечивают функции ExitProcess и ExitThread.
12. **РЕЗУЛЬТАТ ВЫПОЛНЕНИЯ**

Основой является приложение «*Airplane*» (рисунок 1), позволяющее управлять самолетом по нажатию клавиш на клавиатуре.
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Рисунок 1 – Окно приложения

В ходе выполнения задания было переработано логирование действий модели самолета с помощью создания отдельных потоков для записи информации в текстовый файл, для того, чтобы не приостанавливать работу основного потока приложения (рисунок 2).

![](data:image/png;base64,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)

Рисунок 2– Отчет работы потоков записи логов

# ЗАКЛЮЧЕНИЕ

В результате лабораторной работы были изучены основные принципы работы с методами управления процессами и потоками Windows, такими как, порождение, завершение, изменение приоритетов процессов и потоков, исследование эффективности. Для приложения была переработана возможность логирования действий модели самолета в текстовый файл с помощью создания отдельных потоков, для того, чтобы не блокировать работу основного потока приложения.

# СПИСОК ИСПОЛЬЗОВАННЫХ ИСТОЧНИКОВ

1. Основы программирования для Win32 API [Электронный ресурс]. – Режим доступа: <https://dims.karelia.ru/win32/>.
2. Сопоставление файлов [Электронный ресурс]. – Режим доступа: <https://learn.microsoft.com/ru-ru/windows/win32/memory/file-mapping>.

# ПРИЛОЖЕНИЕ А (обязательное) Листинг кода

Листинг 1 – Файл *Airplane.cpp*

#include <windows.h>

#include <corecrt\_wstdio.h>

#include <string>

#include <fstream>

#include "AirplaneDef.h"

HINSTANCE hInst;

HWND hMainWnd;

// Variables

HHOOK landingGear\_hKeyboardHook = NULL;

BOOL isLandingGear = TRUE;

BOOL isAirplaneMoving = TRUE;

BOOL isCrashed = FALSE;

// Start position

INT airplaneX = 70;

INT airplaneY = 510;

// Start speed

INT airplaneSpeed = 0;

// Memory mapped file

HANDLE hFile = NULL;

HANDLE hMapFile = NULL;

LPVOID pMappedData = NULL;

SIZE\_T mappedDataSize = 0;

// Func

LRESULT CALLBACK WndProc(HWND, UINT, WPARAM, LPARAM);

VOID DrawAirplane(HDC hdc, INT x, INT y, INT width, INT height);

VOID UpdateAirplanePosition(INT deltaX, INT deltaY);

VOID SwitchLandingGear();

VOID StartAirplaneMovement();

VOID StopAirplaneMovement();

// File & Thread func

// Function for recording keystrokes to a file in separate thread

DWORD WINAPI RecordKeyPressThread(LPVOID lpParam);

VOID CallRecordKeyPressInThread(CONST CHAR\* actionString);

VOID InitializeMappingFile();

VOID UninitializeMappingFile();

// Hook func

LRESULT CALLBACK KeyboardHookProc(INT nCode, WPARAM wParam, LPARAM lParam);

VOID SetKeyboardHook();

VOID UnhookKeyboardHook();

INT WINAPI WinMain(HINSTANCE hInstance, HINSTANCE hPrevInstance, LPSTR lpCmdLine, INT nCmdShow) {

InitializeMappingFile();

hInst = hInstance;

WNDCLASSEX wcex = {

sizeof(WNDCLASSEX),

CS\_HREDRAW | CS\_VREDRAW,

WndProc,

0L,

0L,

GetModuleHandle(NULL),

NULL, NULL, (HBRUSH)(COLOR\_WINDOW + 1),

NULL, L"AirplaneApp", NULL

};

if (!RegisterClassEx(&wcex))

{

MessageBox(NULL, L"Call to RegisterClassEx failed!", L"Error", MB\_ICONERROR);

return 1;

}

hMainWnd = CreateWindow(

L"AirplaneApp",

L"Airplane App",

WS\_OVERLAPPEDWINDOW, CW\_USEDEFAULT, CW\_USEDEFAULT,

800, 600, NULL, NULL, hInstance, NULL);

// Creating a label for a airplaneSpeed

CreateWindow(L"STATIC", L"0 km/h", WS\_CHILD | WS\_VISIBLE, 10, 20, 80, 20, hMainWnd, (HMENU)ID\_SPEED\_LABEL, hInstance, NULL);

if (!hMainWnd)

{

MessageBox(NULL, L"Call to CreateWindow failed!", L"Error", MB\_ICONERROR);

return 1;

}

ShowWindow(hMainWnd, nCmdShow);

UpdateWindow(hMainWnd);

// Setting the hook

SetKeyboardHook();

// Setting the timer

SetTimer(hMainWnd, ID\_MAIN\_TIMER, 20, NULL);

MSG msg;

while (GetMessage(&msg, NULL, 0, 0)) {

TranslateMessage(&msg);

DispatchMessage(&msg);

}

// Delete the hook

UnhookKeyboardHook();

UninitializeMappingFile();

return (int)msg.wParam;

}

LRESULT CALLBACK WndProc(HWND hWnd, UINT message, WPARAM wParam, LPARAM lParam) {

switch (message){

case WM\_PAINT:

{

PAINTSTRUCT ps;

HDC hdc = BeginPaint(hWnd, &ps);

RECT rc;

GetClientRect(hWnd, &rc);

// Setting the background color to light blue (RGB(153, 204, 255))

HBRUSH hLightBlueBrush = CreateSolidBrush(RGB(153, 204, 255));

FillRect(hdc, &rc, hLightBlueBrush);

DeleteObject(hLightBlueBrush);

// Rendering the ground in light green colot (RGB(102, 255, 102))

HBRUSH hLightGreenBrush = CreateSolidBrush(RGB(102, 255, 102));

RECT groundRect = { rc.left, rc.bottom - 50, rc.right, rc.bottom };

FillRect(hdc, &groundRect, hLightGreenBrush);

DeleteObject(hLightGreenBrush);

// Main Background the same as the system

//FillRect(hdc, &rc, (HBRUSH)(COLOR\_WINDOW + 1));

DrawAirplane(hdc, airplaneX, airplaneY, AIRPLANE\_WIDTH, AIRPLANE\_HEIGHT);

EndPaint(hWnd, &ps);

}

break;

case WM\_KEYDOWN:

switch (wParam) {

case VK\_SPACE:

SwitchLandingGear();

InvalidateRect(hWnd, NULL, TRUE);

break;

case VK\_LEFT:

if (airplaneSpeed > 0)

airplaneSpeed--;

// Stop airplane movement

else StopAirplaneMovement();

break;

case VK\_RIGHT:

if (airplaneSpeed < MAX\_SPEED)

airplaneSpeed++;

// Start airplane movement

StartAirplaneMovement();

break;

case VK\_UP:

UpdateAirplanePosition(0, -airplaneSpeed);

InvalidateRect(hWnd, NULL, TRUE);

break;

case VK\_DOWN:

UpdateAirplanePosition(0, airplaneSpeed);

InvalidateRect(hWnd, NULL, TRUE);

break;

}

// Updating text in ID\_SPEED\_LABEL

{

HWND hSpeedLabel = GetDlgItem(hWnd, ID\_SPEED\_LABEL);

if (hSpeedLabel != NULL) {

WCHAR speedText[16];

swprintf\_s(speedText, L"%d km/h", airplaneSpeed \* 80);

SetWindowTextW(hSpeedLabel, speedText);

}

}

break;

case WM\_TIMER:

if (wParam == ID\_MAIN\_TIMER && isAirplaneMoving) {

UpdateAirplanePosition(airplaneSpeed, 0);

InvalidateRect(hWnd, NULL, TRUE);

}

break;

case WM\_DESTROY:

KillTimer(hWnd, ID\_MAIN\_TIMER);

PostQuitMessage(0);

break;

default:

return DefWindowProc(hWnd, message, wParam, lParam);

}

return 0;

}

VOID DrawAirplane(HDC hdc, INT x, INT y, INT width, INT height) {

// Coordinates for body

INT left = x;

INT right = x + width;

INT top = y;

INT bottom = y + height;

// Drawing an airplane body

{

HBRUSH hBrush = CreateSolidBrush(RGB(255, 165, 0));

HBRUSH hOldBrush = (HBRUSH)SelectObject(hdc, hBrush);

Rectangle(hdc, left, top, right, bottom);

SelectObject(hdc, hOldBrush);

DeleteObject(hBrush);

}

// Drawing an airplane cabin

{

HBRUSH hBrush = CreateSolidBrush(RGB(0, 191, 255));

HBRUSH hOldBrush = (HBRUSH)SelectObject(hdc, hBrush);

// Drawing a semicircle (right side)

INT radius = height / 2;

INT centerX = x + width;

INT centerY = y + (height / 2);

//Arc(hdc, right - radius, top, right + radius, bottom, right, bottom, right, top);

Chord(hdc, right - radius, top, right + radius, bottom, right, bottom, right, top);

//Pie(hdc, right - radius, top, right + radius, bottom, right, bottom, right, top);

SelectObject(hdc, hOldBrush);

DeleteObject(hBrush);

}

// Drawing an airplane tail

{

HBRUSH hBrush = CreateSolidBrush(RGB(255, 165, 0));

HBRUSH hOldBrush = (HBRUSH)SelectObject(hdc, hBrush);

INT offsetT1 = 20;

INT offsetT2 = offsetT1 \* 1.7;

// Creating an array of tail points

POINT points[] = {

{left, bottom},

{left - offsetT1, bottom - offsetT1},

{left - offsetT2, top - offsetT2},

{left, top},

{left, bottom}

};

// Creating a contour for painting

HRGN hRegion = CreatePolygonRgn(points, sizeof(points) / sizeof(points[0]), WINDING);

// Fill in the region with color

FillRgn(hdc, hRegion, hBrush);

Polyline(hdc, points, sizeof(points) / sizeof(points[0]));

// Delete the created region and brush

DeleteObject(hRegion);

SelectObject(hdc, hOldBrush);

DeleteObject(hBrush);

}

// Drawing an airplane wing

{

HBRUSH hBrush = CreateSolidBrush(RGB(255, 165, 0));

HBRUSH hOldBrush = (HBRUSH)SelectObject(hdc, hBrush);

INT offsetH = width / 4;

INT offsetV = height / 2;

// Creating an array of wing points

POINT points[] = {

{right - offsetH, top + offsetV},

{left + offsetH \* 0.6, bottom + offsetV \* 1.3},

{left + offsetH \* 1.4, top + offsetV},

};

// Creating a contour for painting

HRGN hRegion = CreatePolygonRgn(points, sizeof(points) / sizeof(points[0]), WINDING);

// Fill in the region with color

FillRgn(hdc, hRegion, hBrush);

Polyline(hdc, points, sizeof(points) / sizeof(points[0]));

// Delete the created region and brush

DeleteObject(hRegion);

SelectObject(hdc, hOldBrush);

DeleteObject(hBrush);

}

// Drawing an airplane windows

{

HBRUSH hBrush = CreateSolidBrush(RGB(0, 191, 255));

HBRUSH hOldBrush = (HBRUSH)SelectObject(hdc, hBrush);

INT winCount = 4;

INT offsetH = width / winCount;

INT offsetV = height / 2;

INT offset = offsetH / 4;

for (size\_t i = 0; i < winCount; i++)

{

Ellipse(hdc, left + i \* offsetH + offset, top + offset, left + (i + 1) \* offsetH - offset, top + offsetV);

}

SelectObject(hdc, hOldBrush);

DeleteObject(hBrush);

}

if (isLandingGear) {

INT offsetX = width / 10;

INT offsetY = width / 10;

Ellipse(hdc, left + offsetX, bottom, left + offsetX \* 2, bottom + offsetY);

Ellipse(hdc, right - offsetX \* 2, bottom, right - offsetX, bottom + offsetY);

}

}

VOID SwitchLandingGear() {

isLandingGear = !isLandingGear;

}

VOID UpdateAirplanePosition(INT deltaX, INT deltaY) {

airplaneX += deltaX;

airplaneY += deltaY;

RECT clientRect;

GetClientRect(hMainWnd, &clientRect);

// Horizontal

if (airplaneX + 100 <= 0) {

airplaneX = clientRect.right;

}

else if (airplaneX >= clientRect.right) {

airplaneX = -100;

}

// Vertical

if (airplaneY <= 0) {

airplaneY = clientRect.top;

}

else if (airplaneY >= clientRect.bottom - (50 + AIRPLANE\_HEIGHT)) {

airplaneY = clientRect.bottom - (50 + AIRPLANE\_HEIGHT);

// Collision with the ground

if(!isLandingGear && !isCrashed)

{

StopAirplaneMovement();

isCrashed = true;

CallRecordKeyPressInThread("Airplane crashed. WARNING!");

MessageBox(hMainWnd, L"You lost control!\nBOOM!", L"Catastrophe", MB\_ICONERROR);

SendMessage(hMainWnd, WM\_DESTROY, 0, 0);

}

}

}

VOID StartAirplaneMovement() {

isAirplaneMoving = true;

}

VOID StopAirplaneMovement() {

isAirplaneMoving = false;

}

// Function for processing the left hook

LRESULT CALLBACK KeyboardHookProc(INT nCode, WPARAM wParam, LPARAM lParam) {

if (nCode >= 0) {

if (wParam == WM\_KEYDOWN) {

KBDLLHOOKSTRUCT\* pKeyInfo = (KBDLLHOOKSTRUCT\*)lParam;

switch (pKeyInfo->vkCode) {

case VK\_SPACE:

// Depending on the state of the landing gear, we output a message to Debug

// using ! because hook before WM

if (!isLandingGear) {

OutputDebugString(L"Landing Gear Deployed\n");

CallRecordKeyPressInThread("Landing Gear Deployed.");

}

else {

OutputDebugString(L"Landing Gear Retracted\n");

CallRecordKeyPressInThread("Landing Gear Retracted.");

}

break;

case VK\_LEFT:

if (airplaneSpeed > 0)

CallRecordKeyPressInThread("Speed reduced.");

else CallRecordKeyPressInThread("Speed equals 0.");

break;

case VK\_RIGHT:

if (airplaneSpeed < MAX\_SPEED)

CallRecordKeyPressInThread("Speed has increased.");

else CallRecordKeyPressInThread("Speed equals MAX\_SPEED.");

break;

case VK\_UP:

CallRecordKeyPressInThread("Airplane climb.");

break;

case VK\_DOWN:

CallRecordKeyPressInThread("Airplane landing.");

break;

}

}

}

return CallNextHookEx(landingGear\_hKeyboardHook, nCode, wParam, lParam);

}

// Function for setting the left hook

VOID SetKeyboardHook() {

landingGear\_hKeyboardHook = SetWindowsHookEx(WH\_KEYBOARD\_LL, KeyboardHookProc, NULL, 0);

if (landingGear\_hKeyboardHook == NULL) {

MessageBox(NULL, L"Failed to set keyboard hook", L"Error", MB\_ICONERROR);

}

}

// Function for removing the left hook

VOID UnhookKeyboardHook() {

if (landingGear\_hKeyboardHook != NULL) {

UnhookWindowsHookEx(landingGear\_hKeyboardHook);

landingGear\_hKeyboardHook = NULL;

}

}

DWORD WINAPI RecordKeyPressThread(LPVOID lpParam) {

std::string actionString = (CHAR\*)(lpParam);

if (pMappedData != NULL) {

// Getting current time

SYSTEMTIME currentTime;

GetLocalTime(&currentTime);

// Forming a strings with information about the time and the key

std::string time = "Time: " + std::to\_string(currentTime.wHour) + ":" +

std::to\_string(currentTime.wMinute) + ":" + std::to\_string(currentTime.wSecond);

std::string keyInfo = time + " => Action: " + actionString + "\n";

// Copying the information to a memory-mapped file

SIZE\_T dataSize = keyInfo.size() \* sizeof(CHAR);

OutputDebugString(L" Size of log string ");

OutputDebugString(std::to\_wstring(dataSize).c\_str());

OutputDebugString(L" bytes\n");

if (mappedDataSize + dataSize >= FILESIZE)

{

UninitializeMappingFile();

InitializeMappingFile();

mappedDataSize = 0;

}

memcpy((CHAR\*)pMappedData + mappedDataSize, keyInfo.c\_str(), dataSize);

mappedDataSize += dataSize;

}

return 0;

}

// Func for call RecordKeyPress in separate thread

VOID CallRecordKeyPressInThread(CONST CHAR\* actionString) {

HANDLE hRecordThread = CreateThread(NULL, 0, RecordKeyPressThread, (VOID\*)actionString, 0, NULL);

if (hRecordThread == NULL) {

MessageBox(NULL, L"CreateThread failed!", L"Error", MB\_ICONERROR);

return;

}

else {

// Waiting thread

WaitForSingleObject(hRecordThread, INFINITE);

// Close thread handle

CloseHandle(hRecordThread);

}

}

VOID InitializeMappingFile() {

// CreateFile

hFile = CreateFile(

fileName, // Filename

GENERIC\_READ | GENERIC\_WRITE, // Access mode (read and write)

0, // No sharing

NULL, // Default protection

CREATE\_ALWAYS, // Create a new file or overwrite an existing

FILE\_ATTRIBUTE\_NORMAL, // File attributes (normal)

NULL // Template for creating files

);

if (hFile == INVALID\_HANDLE\_VALUE) {

MessageBox(NULL, L"CreateFile failed!", L"Error", MB\_ICONERROR);

return;

}

// CreateFileMapping

hMapFile = CreateFileMapping(

hFile, // File descriptor

NULL, // Default protection

PAGE\_READWRITE, // Display access mode (read and write)

0, // Display file size (0 means the whole file)

FILESIZE, // Display file size (the highest byte)

NULL // Display file name

);

if (hMapFile == NULL) {

MessageBox(NULL, L"CreateFileMapping failed!", L"Error", MB\_ICONERROR);

CloseHandle(hFile);

return;

}

// Display the mapped file in memory

pMappedData = MapViewOfFile(hMapFile, FILE\_MAP\_ALL\_ACCESS, 0, 0, FILESIZE);

if (pMappedData == NULL) {

MessageBox(NULL, L"MapViewOfFile failed!", L"Error", MB\_ICONERROR);

CloseHandle(hMapFile);

CloseHandle(hFile);

return;

}

}

VOID UninitializeMappingFile() {

if (pMappedData != NULL) {

UnmapViewOfFile(pMappedData);

pMappedData = NULL;

}

if (hMapFile != NULL) {

CloseHandle(hMapFile);

hMapFile = NULL;

}

if (hFile != INVALID\_HANDLE\_VALUE) {

CloseHandle(hFile);

hFile = INVALID\_HANDLE\_VALUE;

}

}

Листинг 2 – Файл *AirplaneDef.h*

#pragma once

// Identifiers of interface elements

#define ID\_MAIN\_TIMER 1

#define ID\_SPEED\_LABEL 2

// Constants

CONST INT MAX\_SPEED = 15;

CONST INT AIRPLANE\_WIDTH = 150;

CONST INT AIRPLANE\_HEIGHT = 50;

CONST WCHAR\* fileName = L"flight\_recorder.txt";

CONST INT FILESIZE = 1048576; // 32000 click = 1 mb