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Abstract

This document contains the description and comparison of 2 different image compression algorithms, comparing both in their strong and weak points.
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# Assignment

# The Plan

# Algorithm 1 – simple

The first algorithm uses a very simple technique, it mainly uses the Run Length Encoding (RLE) algorithm. But before RLE you can use colour compression to make RLE more effective. In short RLE uses a counter to count how many of the same colour is aligned after one another, for instance instead of saving “white, white, white, white”, you would save “white x 4”. Understanding the concept of this helps with why we use colour compression.

## Colour Compression

With colour compression we mean to generalize the colour values of the pixels, this will make our RLE algorithm more effective. This is because a lot of the time a pixel has just a slightly different value, while it is seemingly the same colour. The RGB value (0, 1, 0) is almost indistinguishable from the (0, 0, 0) RGB value. They are both so close to being black that you would really have to look for it to find it, and even then, it’s still very difficult to do. ![](data:image/png;base64,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)

So, if we round each RGB value down we can generalize the colour value, the RLE algorithm is going to be better at picking up multiples of that rounded colour. This is especially effective for an object with the same colour, because each pixel will vary slightly because of the light/shading creating very small differences in the RGB values of the pixels.

The colour compression algorithm used in this algorithm is very simple, it takes the original value from 0 to 255 and floors it to the closest multiple of 4. It achieves this using the modulo operator.

(6, 3, 1) → (6 – 6 % 4, 3 – 3% 4, 1 – 1 % 4)

= (6 – 2, 3 – 3, 1 – 1)

= (4, 0, 0)

(4, 1, 3) → (4 – 4 % 4, 1 – 1% 4, 3 – 3 % 4)

= (4 – 0, 1 – 1, 3 – 3)

= (4, 0, 0)

Thus:  
(6, 3, 1) → (4, 0, 0)

(4, 1, 3) → (4, 0, 0)

## Run Length Encoding

As said before, using the Run Length Encoding algorithm groups adjacent pixels, giving 4 white pixels that come after one another the value of “white x 4”.

In this example is shown how it would work on a 4×4 matrix of pixels.

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |

[“Black”, “Black”, “Black”, “White”] [(“Black”, 3), (“White”, 1)]

[“White”, “Black”, “Red”, “Red”] → [(“White”, 1), (“Black”, 1), (“Red”, 2)]

[“White”, “White”, “White”, “Black”] [(“White”, 3), (“Black”, 1)]

[“White”, “Red”, “Black”, “Black”] [(“White”, 1), (“Red”, 1), (“Black”, 2)]

Especially for long rows of the same colour (which is very common in product pictures) this seems very effective. Sometimes compacting a row of more than 1000 values to just a tuple with one value and an integer.

## Rebuilding the image

To reconstruct the image all we must do in this case, is to fill each row of a 2-dimensional matrix with the values, repeating the values the number of times it was counted by the RLE algorithm earlier.

In short, the colour compression made the Run Length Algorithm made

# Algorithm 2 – complex

The second algorithm is based on the JPEG image compression algorithm, to reconstruct this method 5 main steps are used:

1. Colour Space Conversion
2. Chrominance Down Sampling
3. Discrete Cosine Transform
4. Quantization
5. Run Length Encoding

Compared to the simple algorithm this is much more complex, but this algorithm also has its downsides. It generalizes groups of pixels a lot, now this is barely noticeable on pictures of nature, where there’s a lot of smooth shifting of the colour of the pixels. But in pictures of products, it is much more apparent. A sharp edge where one side of the edge is a solid white, and the other is the product (a lot of the times black), should have a sharp and thin edge. But as mentioned earlier, by generalizing the pixels in groups of 8×8 it creates a lot of opportunity to bleed out that edge, essentially making it less sharp.

## Colour Space Conversion

The first step of the algorithm is Colour Space Conversion. A regular image is made from a matrix of pixels, with each pixel having 3 colour values: red, green, and blue (RGB). But RGB aren’t the only colours you van use to create an image. The JPEG algorithm uses the YCbCr colour space, this colour space consists of Luminance (Y), Blue Chrominance (Cb) and Red Chrominance (Cr). The Luminance layer has the black/white values from the image, whilst the Blue- and Red Chrominance layers consists of the colours, that altogether create the same image as when you would use the RGB colour space.

This conversion uses a matrix of constants to convert the RGB values to the YCbCr colour space.

## Chrominance Down Sampling

The chrominance layers can now be down sampled, keeping the sharpness by using the Luminance layer. This creates a – still good-looking – image when we deleted half of the data we started with. Both the Chrominance layers are 1/4th the original size.

Y + Cb + Cr → 1 + 1 + 1 = 3

Y + Cb + Cr → 1 + ¼ + ¼ = 1.5

The down sampling on the chrominance layer works by taking a 2×2 square of pixels and putting the average of those 4 values in the new pixel. The old layer is deleted and when reconstructing the image, the layers that are down sampled get upscaled back to the original resolution, creating the full image.

## Discrete Cosine Transform

## Quantization

## Run Length and Huffman Encoding

# Comparison

# Conclusion

# Sources