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### Лабораторное задание

1. Реализовать алгоритм поиска вводимого с клавиатуры значения в уже созданном дереве.
2. Реализовать функцию подсчёта числа вхождений заданного элемента в дерево.
3. \*Изменить функцию добавления элементов для исключения добавления одинаковых символов.
4. \*Оценить сложность процедуры поиска по значению в бинарном дереве.

**Листинг 1-2**

#include <stdlib.h>

#include <conio.h>

#include <stdio.h>

#include <locale.h>

struct Node {

int data;

struct Node\* left;

struct Node\* right;

};

int n = 0;

struct Node\* root;

struct Node\* CreateTree(struct Node\* root, struct Node\* r, int data)

{

if (r == NULL)

{

r = (struct Node\*)malloc(sizeof(struct Node));

if (r == NULL)

{

printf("Ошибка выделения памяти");

exit(0);

}

r->left = NULL;

r->right = NULL;

r->data = data;

if (root == NULL)

return r;

if (data > root->data)

root->right = r;

else

root->left = r;

return r;

}

if (data > r->data)

CreateTree(r, r->right, data);

else

CreateTree(r, r->left, data);

return root;

}

void print\_tree(struct Node\* r, int l)

{

if (r == NULL)

{

return;

}

print\_tree(r->right, l + 1);

for (int i = 0; i < l; i++)

{

printf(" ");

}

printf("%d\n", r->data);

print\_tree(r->left, l + 1);

}

void preOrderTravers(Node\* root, int d) {

if (root) {

if (d == root->data)

n++;

preOrderTravers(root->left, d);

preOrderTravers(root->right, d);

}

}

int main() {

setlocale(LC\_ALL, "Rus");

int D, start = 1, k;

int serc = 0;

root = NULL;

while (1) {

printf("\nВведите номер операции:\n1)Добавить эл. в дерево 2)Поиск эл. в дереве 3)Просмотреть эл. дерева 4)Посмотреть кол-во входов эл. 5)Выйти\n");

scanf\_s("%d", &k);

switch (k) {

case 1:

start = 1;

printf("-1 - окончание построения дерева\n");

while (start)

{

printf("Введите целое число : ");

scanf\_s("%d", &D);

if (D == -1)

{

start = 0;

}

else {

preOrderTravers(root, D);

if (n == 0)

root = CreateTree(root, root, D);

}

}

break;

case 2:

if (root != NULL) {

printf("Введите номер нужного элемента\n");

scanf\_s("%d", &serc);

preOrderTravers(root, serc);

if (n > 0) {

printf("Элемент есть в дереве");

n = 0;

break;

}

else {

printf("Элемента нет в дереве");

break;

}

break;

}

else

printf("Нет элементов в дереве");

break;

case 3:

if (root != NULL) {

print\_tree(root, 3);

break;

}

else

printf("Нет элементов в дереве");

break;

case 4:

if (root != NULL) {

printf("Введите номер нужного элемента\n");

scanf\_s("%d", &serc);

preOrderTravers(root, serc);

printf("Кол-во вхождений элемента - %d", n);

n = 0;

break;

}

else

printf("Нет элементов в дереве");

break;

case 5:

return 0;

}

}

}

**Листинг**

#include <stdlib.h>

#include <conio.h>

#include <stdio.h>

#include <locale.h>

struct Node {

int data;

struct Node\* left;

struct Node\* right;

};

int n = 0;

struct Node\* root;

struct Node\* CreateTree(struct Node\* root, struct Node\* r, int data)

{

if (r == NULL)

{

r = (struct Node\*)malloc(sizeof(struct Node));

if (r == NULL)

{

printf("Ошибка выделения памяти");

exit(0);

}

r->left = NULL;

r->right = NULL;

r->data = data;

if (root == NULL)

return r;

if (data > root->data)

root->right = r;

else

root->left = r;

return r;

}

if (data > r->data)

CreateTree(r, r->right, data);

else

CreateTree(r, r->left, data);

return root;

}

void print\_tree(struct Node\* r, int l)

{

if (r == NULL)

{

return;

}

print\_tree(r->right, l + 1);

for (int i = 0; i < l; i++)

{

printf(" ");

}

printf("%d\n", r->data);

print\_tree(r->left, l + 1);

}

void preOrderTravers(Node\* root, int d) {

if (root) {

if (d == root->data)

n++;

preOrderTravers(root->left, d);

preOrderTravers(root->right, d);

}

}

int main() {

setlocale(LC\_ALL, "Rus");

int D, start = 1, k;

int serc = 0;

root = NULL;

while (1) {

printf("\nВведите номер операции:\n1)Добавить эл. в дерево 2)Поиск эл. в дереве 3)Просмотреть эл. дерева 4)Посмотреть кол-во входов эл. 5)Выйти\n");

scanf\_s("%d", &k);

switch (k) {

case 1:

start = 1;

printf("-1 - окончание построения дерева\n");

while (start)

{

printf("Введите число: ");

scanf\_s("%d", &D);

if (D == -1)

{

start = 0;

}

else {

preOrderTravers(root, D);

if (n == 0)

root = CreateTree(root, root, D);

else {

printf("Ошибка! Введите неповторяющееся число: ");

n = 0;

break;

}

}

}

break;

case 2:

if (root != NULL) {

printf("Введите номер нужного элемента\n");

scanf\_s("%d", &serc);

preOrderTravers(root, serc);

if (n > 0) {

printf("Элемент есть в дереве");

n = 0;

break;

}

else {

printf("Элемента нет в дереве");

break;

}

break;

}

else

printf("Нет элементов в дереве");

break;

case 3:

if (root != NULL) {

print\_tree(root, 3);

break;

}

else

printf("Нет элементов в дереве");

break;

case 4:

if (root != NULL) {

printf("Введите номер нужного элемента\n");

scanf\_s("%d", &serc);

preOrderTravers(root, serc);

printf("Кол-во вхождений элемента - %d", n);

n = 0;

break;

}

else

printf("Нет элементов в дереве");

break;

case 5:

return 0;

}

}

}

**Результаты работ программ**

**Вывод**

### В ходе выполнения лабораторной работы были обобщены знания о структуре данныхтипа дерево. Были реализованы функции поиска, нахождения количества вхождений в дерево, было добавлено предупреждение о повторном вводе.

### Была оценена сложность поиска в бинарном дереве.

### зависимость кол-ва операций от кол-ва элементов ввода описывается как log2(n)

### O(n) = log2n.