**Section 6.1**

**1)** Use Algorithm 6.1 (The Breadth-First Search with Branch-and-Bound Pruning algorithm for the 0-1 Knapsack problem) to maximize the proﬁt for the following problem instance. Show the actions step by step.
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1. Visit node (0,0). Set its profit and weight to $0 and 0. Compute its bound to be $80. maxprofit = 0.

2. Compute profits, weights, and bounds for children of (0,0): (1,1) and (1,2).

3. (1,1) has profit of $20, weight of 2, and bound of $80. Enqueue node.

4. (1,2) has profit of $0, weight of 0, and bound of $69. Enqueue node.

5. Dequeue/visit node (1,1). maxprofit = 20.

6. Compute profits, weights, and bounds for children of (1,1): (2,1) and (2,2).

7. (2,1) has profit of $50, weight of 7, and bound of $80. Enqueue node.

8. (2,2) has profit of $20, weight of 2, and bound of $70. Enqueue node.

9. Dequeue/visit node (1,2).

10. Compute profits, weights, and bounds for children of (1,2): (2,3) and (2,4).

11. (2,3) has profit of $30, weight of 5, and bound of $69. Enqueue node.

12. (2,4) has profit of $0, weight of 0, and bound of $50. Enqueue node.

13. Dequeue/visit node (2,1). maxprofit = 50.

14. Compute profits, weights, and bounds for children of (2,1): (3,1) and (3,2).

15. (3,1) has profit of $85, weight of 14, and bound of $0. Since weight is exceeded, we do not enqueue.

16. (3,2) has profit of $50, weight of 7, and bound of $65. Enqueue node.

17. Dequeue/visit node (2,2).

18. Compute profits, weights, and bounds for children of (2,2): (3,3) and (3,4).

19. (3,3) has profit $55, weight 9, and bound $70. Enqueue node.

20. (3,4) has profit $20, weight 2, and bound $35. Since bound is less than maxprofit, we do not enqueue.

21. Dequeue/visit, node (2,3).

22. Compute profits, weights, and bounds for children of (2,3): (3,5) and (3,6).

23. (3,5) has profit $65, weight 12, and bound $69. Enqueue node.

24. (3,6) has profit $30, weight 5, and bound $45. Since bound is less than maxprofit, we do not enqueue.

25. Dequeue/visit node (3,2).

26. Compute profits, weights, and bounds for children of (3,2): (4,1) and (4,2).

23. (4,1) has profit $62, weight 10, and bound $65. Enqueue node.

24. (4,2) has profit $50, weight 7, and bound $53. Enqueue node.

25. Dequeue/visit node (3,3). maxprofit = 55.

26. Compute profits, weights, and bounds for children of (3,3): (4,3) and (4,4).

23. (4,3) has profit $67, weight 12, and bound $70. Enqueue node.

24. (4,4) has profit $55, weight 9, and bound $58. Enqueue node.

25. Dequeue/visit node (3,5). maxprofit = 65.

26. Compute profits, weights, and bounds for children of (3,5): (4,5) and (4,6).

23. (4,5) has profit $77, weight 15, and bound $0. Since weight exceeds limit, we do not enqueue.

24. (4,6) has profit $65, weight 12, and bound $68. Enqueue node.

25. Dequeue/visit node (4,1).

26. Bound for (4,1) is $65, which is less than maxprofit, so we do not check its children.

27. Dequeue/visit node (4,2).

28. Bound for (4,2) is $53, which is less than maxprofit, so we do not check its children.

29. Dequeue/visit node (4,3). maxprofit = 67.

30. Compute profits, weights, and bounds for children of (4,3): (5,1) and (5,2).

23. (5,1) has profit $70, weight 13, and bound $70. Enqueue node.

24. (5,2) has profit $67, weight 12, and bound $67. Since bound does not exceed maxprofit, we do not enqueue.

25. Dequeue/visit node (4,4).

26. Bound for (4,4) is $58, which is less than maxprofit, so we do not check its children.

27. Dequeue/visit node (4,6).

28. Compute profits, weights, and bounds for children of (4,6): (5,3) and (5,4).

23. (5,3) has profit $68, weight 13, and bound $68. Enqueue node.

24. (5,4) has profit $65, weight 12, and bound $65. Since bound does not exceed maxprofit, we do not enqueue.

25. Dequeue/visit node (5,1). maxprofit = 70.

26. Bound for (5,1) is $70, which does not exceed maxprofit, so we do not check its children.

27. Dequeue/visit node (5,3).

28. Bound for (5,3) is $68, which is less than maxprofit, so we do not check its children.

29. Queue is now empty (no promising nodes left) so problem is solved. Solution is set of items given by node (5,1): { 1, 3, 4, 5} which has profit $70.

**2)** Implement Algorithm 6.1 on your system and run it on the problem instance of Exercise 1.

/\*Solves 0-1 knapsack with Algorithm 6.1

(breadth-first search with Branch-and-Bound pruning)

Tested with MSVS 2012 professional \*/

#include <iostream>

#include <queue>

#include <list>

using namespace std;

#define W 13

#define n 5

//As in text pseudocode, we start arrays at index 1

int p[] = {0, 20, 30, 35, 12, 3}; //Must be sorted descending by pi/wi!

int w[] = {0, 2, 5, 7, 3, 1};

int node\_counter = 0; //Used to keep track of how many nodes are accessed

struct node{

int level;

int profit;

int weight;

list<int> items; //items included on the path to this node

};

void print\_list(list<int> x){

list<int>::iterator i;

for (i = x.begin(); i != x.end(); i++)

cout <<\*i <<" ";

cout <<endl;

}

void print\_node(struct node u){

cout <<u.level <<" " <<u.profit <<" " <<u.weight <<" ";

print\_list(u.items);

}

float bound(struct node u){

int j, k, totweight;

float result;

if (u.weight > W)

return 0; //bound is 0 if limit is exceeded

else{

result = u.profit;

j = u.level + 1; //start adding next items

totweight = u.weight;

while (j <= n && totweight + w[j] <= W){

totweight += w[j];

result += p[j];

j++;

}

k = j;

if (k <= n) //add a fraction of the remaining item

result += ((float)(W - totweight))\*p[k]/w[k];

return result;

}

}

int main(){

struct node u, v;

queue<struct node> Q;

list<int> bestitems; //stores best set of included items so far

list<int> empty;

int maxprofit = 0;

v.level = 0; v.profit = 0; v.weight = 0; v.items = empty; //root has no items

Q.push(v);

while (!Q.empty()){

v = Q.front(); Q.pop(); node\_counter++;

u.level = v.level + 1;

//Left child includes the next item

u.weight = v.weight + w[u.level];

u.profit = v.profit + p[u.level];

u.items = v.items; u.items.push\_back(u.level);

if (u.weight <= W && u.profit > maxprofit){

maxprofit = u.profit;

bestitems = u.items;

}

if (bound(u) > maxprofit)

Q.push(u);

//Right child does not include the next item

u.weight = v.weight;

u.profit = v.profit;

u.items = v.items;

if (bound(u) > maxprofit)

Q.push(u);

}

cout <<"maxprofit = " <<maxprofit <<endl;

cout <<"list of best items (their indices): ";

print\_list(bestitems);

cout <<"\n\nnr. of nodes examined (popped) = " <<node\_counter <<endl <<endl;
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**3)** Problem: Let *n* items be given, where each item has a weight and a profit. The weights and profits are positive integers. Furthermore, let a positive integer *W* be given. Determine a set of items with maximum total profit, under the constraint that the sum of their weights cannot exceed *W*.

Inputs: positive integers *n* and *W*,arrays of positive integers *w* and *p,* each indexed from 1 to *n*, and each of which is sorted in nonincreasing order according to the values of *p*[i]/*w*[i].

Outputs: an optimal set of items whose total weight does not exceed *W*.

void knapsack2(int n, const int p[], const int w[], int W, set\_of\_integers& maxset) {

queue\_of\_node Q;

node u, v;

initialize(Q);

v.level = 0; v.profit = 0; v.weight = 0; v.items = ∅;

int maxprofit = 0;

maxset = ∅;

enqueue(Q, v);

while(!empty(Q)) {

dequeue(Q, v);

u.level = v.level + 1;

u.weight = v.weight + w[u.level];

u.profit = v.profit + p[u.level];

u.items = v.items;

add u.level to u.items;

if(u.weight <= W && u.profit > maxprofit)

maxprofit = u.profit;

maxset = u.items;

}

if(bound(u) > maxprofit)

enqueue(Q,u);

u.weight = v.weight;

u.profit = v.profit;

u.items = v.items;

if(bound > maxprofit)

enqueue(Q, u);

}

}

The bound() function is the identical to the one on page 250.

**4)** Use Algorithm 6.2 (The Best-First Search with Branch-and-Bound Pruning algorithm for the 0-1 Knapsack problem) to maximize the proﬁt for the problem instance of Exercise 1. Show the actions step by step.

1. Visit node (0,0). Set its profit and weight to $0 and 0. Compute its bound to be $80. maxprofit = 0.

2. Compute profits, weights, and bounds for children of (0,0): (1,1) and (1,2).

3. (1,1) has profit of $20, weight of 2, and bound of $80. Enqueue with key 80.

4. (1,2) has profit of $0, weight of 0, and bound of $69. Enqueue with key 69.

5. Dequeue/visit highest priority node: (1,1). maxprofit = 20.

6. Compute profit, weights, and bounds for children of (1,1): (2,1) and (2,2).

7. (2,1) has profit of $50, weight of 7, and bound of $80. Enqueue with key 80.

8. (2,2) has profit of $20, weight of 2, and bound of $70. Enqueue with key 70.

9. Dequeue/visit highest priority node: (2,1). maxprofit = 50.

10. Compute profit, weights, and bounds for children of (2,1): (3,1) and (3,2).

11. (3,1) has profit of $85, weight of 14, and bound of $0. Since weight is over limit 13, we do not enqueue.

12. (3,2) has profit of $50, weight of 7, and bound of $65. Enqueue with key 65.

13. Dequeue/visit highest priority node: (2,2).

14. Compute profit, weights, and bounds for children of (2,2): (3,3) and (3,3).

15. (3,3) has profit of $55, weight of 9, and bound of $70. Enqueue with key 70.

16. (3,4) has profit of $20, weight of 2, and bound of $35. Since bound is less than maxprofit, we do not enqueue.

17. Dequeue/visit highest priority node: (3,3). maxprofit = $55.

18. Compute profit, weights, and bounds for children of (3,3): (4,1) and (4,2).

19. (4,1) has profit of $67, weight of 12, and bound of $70. Enqueue with key 70.

20. (4,2) has profit of $55, weight of 9, and bound of $58. Enqueue with key 58.

21. Dequeue/visit highest priority node: (4,1). maxprofit = $67.

22. Compute profit, weights, and bounds for children of (4,1): (5,1) and (5,2).

23. (5,1) has profit of $70, weight of 13, and bound of $70. Enqueue with key 70.

24. (5,2) has profit of $67, weight of 12, and bound of $67. Since bound does not exceed maxprofit, we do not enqueue.

25. Dequeue/visit highest priority node: (5,1). maxprofit = $70.

26. Since bounds of all remaining nodes are less than or equal to maxprofit, problem is solved. Solution is set of items given by node (5,1): { 1, 3, 4, 5} which has profit $70.

**5)** Implement Algorithm 6.2 on your system and run it on the problem instance of Exercise 1.

/\*Solves 0-1 knapsack with Algorithm 6.2

(best-first search with Branch-and-Bound pruning)

Tested with MSVS 2012 professional \*/

#include <iostream>

//#include <queue>

#include <list>

using namespace std;

#define W 13

#define n 5

int p[] = {0, 20, 30, 35, 12, 3}; //Must be sorted descending by pi/wi!

int w[] = {0, 2, 5, 7, 3, 1};

int node\_counter = 0; //Used to keep track of how many nodes are accessed

struct node{

int level;

int profit;

int weight;

float boundie;

list<int> items; //items included on the path to this node

};

void print\_list(list<int> x){

list<int>::iterator i;

for (i = x.begin(); i != x.end(); i++)

cout <<\*i <<" ";

cout <<endl;

}

void print\_node(struct node u){

cout <<u.level <<" " <<u.profit <<" " <<u.weight <<" ";

print\_list(u.items);

}

bool compare\_nodes(const struct node a, const struct node b){

if (a.boundie < b.boundie)

return true;

else

return false;

}

float bound(struct node u){

int j, k, totweight;

float result;

if (u.weight > W)

return 0; //bound is 0 if limit is exceeded

else{

result = u.profit;

j = u.level + 1; //start adding next items

totweight = u.weight;

while (j <= n && totweight + w[j] <= W){

totweight += w[j];

result += p[j];

j++;

}

k = j;

if (k <= n) //add a fraction of the remaining item

result += ((float)(W - totweight))\*p[k]/w[k];

return result;

}

}

int main(){

struct node u, v;

list<struct node> PQ; //Priority Queue implemented with std::list

//push at front, pop at back

list<int> bestitems; //stores best set of included items so far

list<int> empty;

int maxprofit = 0;

v.level = 0; v.profit = 0; v.weight = 0; v.boundie = bound(v);

v.items = empty; //root has no items

PQ.push\_front(v);

while (!PQ.empty()){

v = PQ.back(); PQ.pop\_back(); node\_counter++;

if (v.boundie > maxprofit){

u.level = v.level + 1;

//Left child includes the next item

u.weight = v.weight + w[u.level];

u.profit = v.profit + p[u.level];

u.boundie = bound(u);

u.items = v.items; u.items.push\_back(u.level);

if (u.weight <= W && u.profit > maxprofit){

maxprofit = u.profit;

bestitems = u.items;

}

if (u.boundie > maxprofit){

PQ.push\_front(u); //push\_back also works, since we're sorting it

PQ.sort(compare\_nodes); //keep PQ sorted

}

//Right child does not include the next item

u.weight = v.weight;

u.profit = v.profit;

u.items = v.items;

u.boundie = bound(u);

if (u.boundie > maxprofit){

PQ.push\_front(u); //push\_back also works, since we're sorting it

PQ.sort(compare\_nodes); //keep PQ sorted

}

}

}

cout <<"Knapsack with BEST-FIRST Branch-and-bound" <<endl <<endl;

cout <<"maxprofit = " <<maxprofit <<endl;

cout <<"list of best items (their indices): ";

print\_list(bestitems);

cout <<"nr. of nodes examined (popped) : " <<node\_counter <<endl <<endl;
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Note that, even for this small problem, the Best-First algorithm is better than the Breadth-First: it found the solution after examining only 8 nodes instead of the 15 from Exercise 2.

**6)** Compare the performance of Algorithm 6.1 with that of Algorithm 6.2 for large instances of the problem.

Below are the solutions for this Knapsack problem with 15 items (already sorted descending by pi/wi)

#define W 750

#define n 15

int p[] =

{0,240,192,184,229,149,135,173,221,210,139,156,201,214,150,163};

int w[] =

{0,120, 98, 94,118, 77, 70, 90,115,110, 73, 82,106,113, 80, 87};
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The Best-First algorithm is much better than Breadth-First: it finds the solution after examining only 106 nodes instead of 909.

**Section 6.2**

**7)** 1. Visit node [1]. Compute bound to be 28. minlength = ∞.

2. Visit node [1,2]. Compute bound to be 28.

3. Visit node [1,3]. Compute bound to be 31.

4. Determine next most promising node: [1,2].

5. Visit node [1,2,3]. Compute bound to be 28.

6. Visit node [1,2,5]. Compute bound to be ∞ (there are no edges from v5 to vertices not already in the path).

7. Determine next most promising node:: [1,2,3].

8. Visit node [1,2,3,4]. Compute bound to be 28.

9. Visit node [1,2,3,7]. Compute bound to be 31.

10. Determine next most promising node:: [1,2,3,4].

11. Visit node [1,2,3,4,8]. Compute bound to be 28.

12. Determine next most promising node: [1,2,3,4,8].

13. Visit node [1,2,3,4,8,7]. Compute bound to be 28.

14. Visit node [1,2,3,4,8,6]. Compute bound to be 29.

15. Determine next most promising node: [1,2,3,4,8,7].

16. Visit node [1,2,3,4,8,7,6], which completes tour [1,2,3,4,8,7,6,5,1] with length 33. Set minlength to 33.

17. Determine next most promising node: [1,2,3,4,8,6].

18. Visit node [1,2,3,4,8,6,5]. Compute bound to be ∞ (there are no edges from v6 to vertices not already in the path).

19. Determine next most promising node: [1,2,3,7] (ties broken arbitrarily).

20. Visit node [1,2,3,7,4]. Compute bound to be 31.

21. Visit node [1,2,3,7,6]. Compute bound to be 36. Since bound is greater than minlength, this node is not promising.

22. Determine next most promising node: [1,3] (ties broken arbitrarily).

23. Visit node [1,3,4]. Compute bound to be 31.

24. Visit node [1,3,7]. Compute bound to be 34. Since bound is greater than minlength, this node is not promising.

25. Determine next most promising node: [1,3,4] (ties broken arbitrarily).

26. Visit node [1,3,4,8]. Compute bound to be 31.

27. Determine next most promising node: [1,3,4,8] (ties broken arbitrarily).

28. Visit node [1,3,4,8,7]. Compute bound to be 31.

29. Visit node [1,3,4,8,6]. Compute bound to be 32.

30. Determine next most promising node: [1,3,4,8,7].

31. Visit node [1,3,4,8,7,6]. Compute bound to be 36. Since bound is greater than minlength, this node is not promising.

32. Determine next most promising node: [1,2,3,7,4].

33. Visit node [1,2,3,7,4,8]. Compute bound to be 31.

34. Determine next most promising node: [1,2,3,7,4,8].

35. Visit node [1,2,3,7,4,8,6], which completes tour [1,2,3,7,4,8,6,5,1] with length 32. Set minlength to 32.

36. Node [1,3,4,8,6] becomes not promising.

37. There are no more promising nodes, so problem is solved. Solution is given by node [1,2,3,7,4,8,6,5,1], which has cost 32.

**8)** 1. Visit node [1]. Compute bound to be 27. minlength = ∞.

2. Visit node [1,2]. Compute bound to be 27.

3. Visit node [1,3]. Compute bound to be 27.

4. Visit node [1,4]. Compute bound to be 31.

5. Visit node [1,5]. Compute bound to be 29.

6. Determine next most promising node: [1,2] (tie broken arbitrarily).

7. Visit node [1,2,3]. Compute bound to be 36.

8. Visit node [1,2,4]. Compute bound to be 31.

9. Visit node [1,2,5]. Compute bound to be 30.

10. Determine next most promising node: [1,3].

11. Visit node [1,3,2]. Compute bound to be 27.

12. Visit node [1,3,4]. Compute bound to be 34.

13. Visit node [1,3,5]. Compute bound to be 40.

14. Determine next most promising node: [1,3,2].

15. Visit node [1,3,2,4], which completes tour [1,3,2,4,5,1] with length 31. Set minlength to 31. Nodes [1,4], [1,2,3], [1,2,4], [1,3,4] and [1,3,5] are no longer promising.

16. Visit node [1,3,2,5], which completes tour [1,3,2,5,4,1] with length 30. Set minlength to 30. Node [1,2,5] is no longer promising.

17. Determine next most promising node: [1,5].

18. Visit node [1,5,2]. Compute bound to be 31. This node is not promising.

19. Visit node [1,5,3]. Compute bound to be 33. This node is not promising.

20. Visit node [1,5,4]. Compute bound to be 29.

21. Determine next most promising node: [1,5,4].

22. Visit node [1,5,4,2], which completes tour [1,5,4,2,3,1] with cost 46.

23. Visit node [1,5,4,3], which completes tour [1,5,4,3,2,1] with cost 33.

24. There are no more promising nodes, so problem is solved. Minimum length tour is given by node [1,3,2,5,4,1] and has cost 30.

**9)** Write functions length and bound used in Algorithm 6.3.

Both functions assume the ordered set given in u.path has a function next() that, starting with the first element of the set, gives the next element in the set, and a size() function, which gives the number of elements in the set.

int length(node u) {

int sum = 0;

index i;

index current, next = u.path.next();

for(i=1; i<u.path.size(); i++) {

current = next;

next = u.path.next();

sum += W[current][next];

}

return sum;

}

int bound(node u) {

index i, j;

index sum = 0;

index first = u.path.next();

index current, next = first;

//compute current path cost

for(i=1; i<=u.path.size(); i++) {

current = next;

next = u.path.next();

sum += W[current][next];

}

//compute minimum of remaining length

int min = ∞;

//compute min weight out of last vertex in path

for(all j such that 2 <= j <= n && j is not in u.path) {

if(W[next][j] < min)

min = W[next][j];

sum += min;

//compute min weight into first vertex in path

for(all j such that 2 <= j <= n && j is not in u.path) {

if(W[j][first] < min)

min = W[next][j];

sum += min;

//compute min weight out of all remaining vertices

for(all i such that 2 <= i <= n && i is not in u.path) {

min = ∞;

for(all j such that 2 <= j <= n && j is not in u.path)

if(W[i][j] < min)

min = W[i][j];

sum += min;

}

return sum;

}

**10)** Consider the Traveling Salesperson problem.

(a) Write the brute-force algorithm for this problem that considers all possible tours.

Solution: This was solved using backtracking in Exercise 43 of Ch.5:

**minimum = INFINITY;**

**best\_vindex[n] = {-1};**

**void hamiltonian(index i) {**

**index j;**

**if(promising(i)) {**

**if( i == n – 1 && evaluate(vindex) < minimum) {**

**minimum = evaluate(vindex);**

**cout << vindex[0] through vindex[n-1];**

**}**

**for(j=2; j<n; j++) {**

**vindex[i+1] = j;**

**hamiltonian(i+1);**

**}**

**}**

**}**

The *promising* function is identical to the one on page 233.

The function *evaluate* takes a solution *vindex* as argument and returns its cost, i.e. the sum of the weights of all edges in that solution.

(b) Implement the algorithm and use it to solve instances of size 6, 7, 8, 9, 10, 15, and 20.

Solution:

#include <iostream>

#include <time.h>

using namespace std;

#define n 9

int W[n+1][n+1] = { {0, 0, 0, 0, 0, 0, 0, 0, 0, 0},

{0, 0, 7, 37, 34, 13, 48, 50, 26, 45},

{0, 36, 0, 2, 21, 16, 3, 17, 2, 5},

{0, 14, 14, 0, 44, 10, 29, 22, 2, 6},

{0, 22, 6, 5, 0, 4, 11, 15, 8, 43},

{0, 17, 14, 27, 28, 0, 22, 20, 5, 21},

{0, 38, 33, 34, 41, 49, 0, 33, 27, 32},

{0, 19, 15, 45, 37, 34, 28, 0, 2, 25},

{0, 40, 28, 36, 18, 45, 23, 27, 0, 28},

{0, 17, 48, 37, 5, 4, 34, 36, 12, 0} };

int best\_vindex[n] = {-1};

int vindex[n] = {-1};

int minimum = 1000000;

bool promising(int i){

int j;

bool switchie;

if (i==n-1 && !W[vindex[n-1]][vindex[0]]) //No edge to close circuit

switchie = false;

else if (i>0 && !W[vindex[i-1]][vindex[i]]) //No edge to current node

switchie = false;

else{ //Check if vertex has already been selected

switchie = true;

j = 1;

while (j<i && switchie){

if (vindex[i] == vindex[j])

switchie = false;

j++;

}

}

return switchie;

}

int evaluate(int vindex[]){

int sum = 0;

for (int i=0; i<n-1 ;i++)

sum += W[vindex[i]][vindex[i+1]];

sum += W[vindex[n-1]][vindex[0]]; //closing the circuit

return sum;

}

void hamiltonian(int i) {

int j;

if(promising(i)) {

if (i == n-1){

int eva = evaluate(vindex);

if (eva < minimum) {

minimum = eva;

cout <<"Found new minimum tour = " <<minimum <<" : ";

for (int k=0; k<n; k++){

cout << vindex[k] <<" ";

best\_vindex[k] = vindex[k]; //update minimal circuit

}

cout <<endl;

}

}

else

for(j=2; j<=n; j++) {

vindex[i+1] = j;

hamiltonian(i+1);

}

}

}

int main(){

time\_t begin, end;

begin = time(NULL);

vindex[0] = 1;

hamiltonian(0);

end = time(NULL);

cout << "\ttime = " << difftime(end, begin) << " s" << endl;

return 0;

}

Below are the minimal tours obtained for problems with n = 9, 10, 12, and 15 cities:
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![](data:image/png;base64,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)

For n = 9 (and below), the runtime is under 1 second. For n = 15, it is 2,362 seconds. n =20 was not attempted, due to excessive runtime.

(c) Compare the performance of this algorithm to that of Algorithm 6.3 using the instances developed in (b).

Solution: Performances will vary.

**11)** Implement Algorithm 6.3 on your system, and run it on the problem instance of Exercise 7. Use diﬀerent bounding functions and study the results.

**12)** Compare the performance of your dynamic programming algorithm (see Section 3.6, Exercise 27) for the Traveling Salesperson problem with that of Algorithm 6.3 using large instances of the problem.

Performances will vary.

**Section 6.3**

**13)** Problem: Determine the *m* most probably sets of diseases (explanations) given a set of *n* diseases and a set *S* of symptoms. It is assumed that if a set of diseases D is a subset of diseases D’, then p(D’) <= p(D).

Inputs: positive integer *n*, positive integer *m*, a Bayesian network *BN* representing the probabilistic relationships among *n* diseases and their symptoms, and set of symptoms *S*.

Outputs: a priority queue *best* containing *m* sets of indices of diseases representing the *m* most probable sets of diseases, with lower probability diseases having higher priority. The keys of *best* represent the probabilities of these sets, and the data elements in *best* are the sets themselves.

void cooper2(int n, int m, Bayesian\_network\_of\_n\_diseases BN, set\_of\_symptoms S, priority\_queue\_of\_sets\_of\_indices best) {

priority\_queue\_of\_node PQ;

node u, v;

v.level = 0;

v.D = ∅;

insert(best, p(∅|S);

v.bound = bound(v);

insert(PQ, v);

while(!empty(PQ)) {

remove(PQ);

if(v.bound > best.peek().key()) {

u.level = v.level + 1;

u.D = v.D;

put u.level in u.D;

if(p(u.D|S) > best.peek().key()) {

if(size(best)==m)

remove(best);

insert(best, u.D, p(u.D|S));

}

u.bound = bound(u);

if(u.bound > best.peek().key())

insert(PQ, u);

u.D = v.D;

u.bound = bound(u);

if(u.bound > best.peek().key())

insert(PQ, u);

}

}

}

It is assumed that the priority queue *best* is a min-queue (the minimum-valued key is at the head of the queue) and that the function peek() is available to look at the head of the queue without removing it. Also, the key value of the element at the head of the queue can be obtained by calling peek().key(). The insert function for this queue takes in the element to be enqueued as well as the key with which it is inserted (the conditional probability) to be explicit. Finally, the number of elements in the queue can be obtained by calling the size() function. The bound function is identical to the one on page 274.

**14)** Show that if the diseases in Example 6.4 were sorted in nonincreasing order according to their conditional probabilities, the number of nodes checked would be 23 instead of 15. Assume that p(d4)= 0.008 and p(d4, d1)= 0.007.

The sorted diseases are: p(d4|S) = 0.6, p(d1|S) = 0.4, p(d2|S) = 0.15, p(d3|S) = 0.1, so we try them in the order d4, d1, d2, d3.

(0, 0)

p(∅|S) = 0.1

Bound = 90

(4, 1)

p(d4|S) = 0.6

Bound = 0.8

**best = {d4}**

**p(best|S) = 0.6**

(4, 2)

p(∅|S) = 0.1

Bound = 90

The solution continues with the subtree rooted at (4, 2), b/c the largest bound in a leaf is 90:

(4, 2)

p(∅|S) = 0.1

Bound = **90**

(1, 2)

p(∅|S) = 0.1

Bound = **90**

(1, 1)

p(d1|S) = 0.4

Bound = **0.9**

(2, 3)

p(d1,d2|S) = 0.15

Bound = 0.3

(2, 4)

p(d1|S) = 0.4

Bound = **0.9**

(2, 1)

p(d2|S) = 0.15

Bound = 0.5

(2, 2)

p(∅|S) = 0.1

Bound = **90**

(3, 1)

p(∅|S) = 0.1

Bound = 0

(3, 1)

p(d3|S) = 0.1

Bound = 0

(3, 3)

p(d1,d3|S) = 0.5

Bound = 0

(3, 4)

p(d1|S) = 0.4

Bound = 0

At this point, the largest bound in a leaf is in node (4, 1), so we start exploring that subtree:

(4, 1)

p(d4|S) = 0.6

Bound = **0.8**

best = {d4}

p(best|S) = 0.6

(1, 3)

p(d4,d1|S) = 0.65

Bound = 0.7

**best = {d4,d1}**

**p(best|S) = 0.65**

(1, 4)

p(d4|S) = 0.6

Bound = **0.8**

(2, 6)

p(d4|S) = 0.6

Bound = **0.8**

(2, 5)

p(d4,d2|S) = 0.6

Bound = **???**

Not finished. Waiting for feedback from text author.

**15)** A set of explanations satisﬁes a comfort measure p if the sum of the probabilities of the explanations is greater than or equal to p. Revise Algorithm 6.4 to produce a set of explanations that satisﬁes p, where 0≤p≤ 1. Do this with as few explanations as possible.

If the goal is to find the solution with minimum number of diseases, the priority queue should use the nodes’ number of diseases to assign priorities (rather than the bound). Higher priority is given to fewer diseases. This is made easier by simply storing the number of diseases in the node structure when the node is created:

struct node{

int level ; // the node’s level in the tree

set of indices D;

**int nr\_indices;**

float bound;

}

Since this is not an optimization problem anymore, *best* and *pbest* are not needed.

We still use bound to cull off unpromising nodes by comparing it to the level of comfort p.

void comfort ( int n, **float p**,

Bayesian network of n diseases BN,

set of symptoms S ){

priority queue of node PQ;

node u, v;

v.level = 0; v.D = ∅; **v.nr\_indices = 0;**

v.bound = bound(v);

insert(PQ, v);

while (!empty(PQ)){

remove(PQ, v); // Remove node with lowest nr\_indices.

**if (p(u.D|S) > p){ //Level of comfort reached!**

**print D;**

**return;**

**}**

else {

u.level = v.level +1; // Set u to a child of v.

u.D = v.D; // Set u to the child that

put u.level in u.D; // includes the next disease .

**u.nr\_indices = v.nr\_indices + 1;** //one more disease

u.bound = bound(u);

if (**u.bound > p**) //node could reach level of comfort

insert(PQ, u);

u.D = v.D; // Set u to the child that does

u.bound = bound(u); // not include the next disease

**u.nr\_indices = v.nr\_indices;**

if (u.bound > p) //node could reach level of comfort

insert(PQ, u);

}

}//end while

}

The function *bound* is the same as the one in Algorithm 6.4

**16)** Implement Algorithm 6.4 on your system. The user should be able to enter an integer m, as described in Exercise 11, or a comfort measure p, as described in Exercise 13.

Waiting for feedback from text author.

**17)** Can the branch-and-bound design strategy be used to solve the problem discussed in Exercise 38 in Chapter 3? Justify your answer.

The problem is: Find the maximum sum in any contiguous sublist in a list of n numbers.

Since the contiguous sublist is a sequence of objects chosen from a specified set (the n numbers), it can be solved through backtracking (brute-force solution): We explore the solution space with a tree similar to any of the ones used in this chapter: the left child designates the solution in which the number was chosen, and the right child – the solution in which it was not.

For branch-and bound, we need a bounding function. Since this is a maximum problem, we need an upper bound on the current candidate solution: we add up all the consecutive non-negative numbers following the current one. We also store in the node the index of the last non-negative number that was added, in order to be able to recover the actual subsequence.

**18)** Problem: Determine the schedule with the maximum total profit given that each job has a profit that will be obtained only if the job is scheduled by its deadline.

Inputs: positive integer *n* (the number of jobs), an array of integers *deadline* indexed from 1 to *n*, where *deadline*[i] is the deadline for job i, and an array of integers profits, where *profit*[i] is the profit for finishing job i by its deadline. Both deadline and profits have been sorted in nonincreasing order according to the profits of the jobs.

Outputs: an optimal sequence *J* for the jobs.

void schedule2(int n, const int deadline[], const int profit[], sequence\_of\_integer& J) {

priority\_queue\_of\_node PQ;

node u, v;

initialize(PQ);

v.profit = 0;

v.sequence = [];

v.bound = bound(v.sequence);

insert(PQ, v);

maxprofit = 0;

while(!empty(PQ)) {

remove(PQ, v);

if(v.bound > maxprofit) {

index i;

for(each i not in v.sequence) {

K = J with i added;

if(K is feasible) {

if(profit(K) > maxprofit)

maxprofit = profit(K);

u.sequence = K;

u.bound(u.sequence);

if(u.bound > maxprofit)

insert(PQ, u);

}

}

}

}

}

int profit(const sequence\_of\_integer& J) {

int sum = 0;

for(each element x in K)

sum += profit[x];

return sum;

}

int bound(const sequence\_of\_integer& J) {

int sum = profit(J);

sequence\_of\_integer K = J;

index i;

for(i=1; i<=n; i++) {

if(K does not contain i) {

add i to K;

sum += profit[i];

}

}

return sum;

}

**19)** Can the branch-and-bound design strategy be used to solve the problem discussed in Exercise 26 in Chapter 4? Justify your answer.

Waiting for feedback from text author.

**20)** Can the branch-and-bound design strategy be used to solve the Chained Matrix Multiplication problem discussed in Section 3.4? Justify your answer.

Branch-and-bound is only applicable to backtracking algorithms, which, in turn, are only applicable to problems in which a sequence of objects is chosen from a specified set (see Section 5.1). The Chained Matrix Multiplication problem is not described by a sequence, but rather by a binary tree (each pair of parentheses is a node in the tree). Note that in the CMM problem we’re not choosing the matrices themselves, but rather the pairs of matrices to multiply. Neither backtracking, nor, consequently, branch-and-bound are applicable.

**21)** 1. Game-tree search in video games for opponent AI or path-planning. For example, picking the highest scoring move in a chess game according to some heuristic scoring mechanism.

2. Nearest neighbor search in high-dimensional spaces. For example, a kd-tree iteratively splits a set of data points in Euclidian space into a tree of sub-regions, with each region having about half of the number of data points is its parent region. Search can then be performed quickly by checking which region the point would map at each branch of the tree.

3. Generalized integer programming problems (of which the 0-1 Knapsack problem is a specific instance), in which a function must be maximized (or minimized) according to some set of linear constraints, but the variables of the function are constrained to take on integer values.