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Leetcode Full Q&A

simple solutions
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# [Two Sum](https://leetcode.com/problems/two-sum)

Given an array of integers, return **indices** of the two numbers such that they add up to a specific target.

You may assume that each input would have ***exactly*** one solution, and you may not use the *same* element twice.

**Example:**

Given nums = [2, 7, 11, 15], target = 9,

Because nums[**0**] + nums[**1**] = 2 + 7 = 9,

return [**0**, **1**].

**class** Solution {

**public** **int**[] twoSum(**int**[] nums, **int** target) {

Map<Integer, Integer> m = **new** HashMap<Integer,Integer>();

**for**(**int** i = 0;i < nums.length;++i) {

**int** num = target - nums[i];

**if**(m.containsKey(num))

**return** **new** **int**[]{m.get(num), i };

m.put(nums[i], i);

}

**throw** **new** RuntimeException("no answer!");

}

}

思路：查找时，建立索引（Hash查找）或进行排序（二分查找）。本题缓存可在找的过程中建立索引，故一个循环可以求出解（总是使用未使用元素查找使用元素，可以保证每一对都被检索到）。Indexing/ordering is the first step to search questions.

# [Add Two Numbers](https://leetcode.com/problems/add-two-numbers)

You are given two **non-empty** linked lists representing two non-negative integers. The digits are stored in reverse order and each of their nodes contain a single digit. Add the two numbers and return it as a linked list.

You may assume the two numbers do not contain any leading zero, except the number 0 itself.

**Input:** (2 -> 4 -> 3) + (5 -> 6 -> 4)  
**Output:** 7 -> 0 -> 8

**public** **class** Solution {

**public** ListNode addTwoNumbers(ListNode l1, ListNode l2) {

**int** carry = 0;

ListNode lResult = **new** ListNode(0);

ListNode lPointer = lResult;

**while** (l1 != **null** || l2 != **null**) {

**int** n1 = 0, n2 = 0;

**if** (l1 != **null**) {

n1 = l1.val;

l1 = l1.next;

}

**if** (l2 != **null**) {

n2 = l2.val;

l2 = l2.next;

}

**int** temp = n1 + n2 + carry;

carry = temp / 10;

temp %= 10;

lPointer.next = **new** ListNode(temp);

lPointer = lPointer.next;

}

**if** (carry > 0) {

lPointer.next = **new** ListNode(carry);

}

**return** lResult.next;

}

}

思路：数字进位问题，该位有效值为值%10，进位值为值/10。可以使用一个变量记录进位值。

# [Longest Substring Without Repeating Characters](https://leetcode.com/problems/longest-substring-without-repeating-characters)

Given a string, find the length of the **longest substring** without repeating characters.

**Examples:**

Given "abcabcbb", the answer is "abc", which the length is 3.

Given "bbbbb", the answer is "b", with the length of 1.

Given "pwwkew", the answer is "wke", with the length of 3. Note that the answer must be a **substring**, "pwke" is a *subsequence* and not a substring.

**class** Solution {

**public** **int** lengthOfLongestSubstring(String s) {

**char**[] sc = s.toCharArray();

Map<Character, Integer> cm = **new** HashMap<Character, Integer>();

**int** j = 0, maxLen = 0;

**for**(**int** i = 0;i < sc.length; ++i) {

**char** cur = sc[i];

**if**(cm.containsKey(cur)) {

maxLen = Math.*max*(i - j, maxLen);

j = Math.*max*(j, cm.get(cur) + 1);

}

cm.put(cur, i);

}

**return** Math.*max*(sc.length - j, maxLen);

}

}

思路：其实只需要前面出现过的重复字符的下标即可算出此段不重复子段的长度，核心操作其实是向前检索重复字符。需要注意的是最后循环完成后，需要再算一下没有计算的那段的长度，在这些子段中取最长的。

# [Median of Two Sorted Arrays](https://leetcode.com/problems/median-of-two-sorted-arrays)

There are two sorted arrays **nums1** and **nums2** of size m and n respectively.

Find the median of the two sorted arrays. The overall run time complexity should be O(log (m+n)).

**Example 1:**

nums1 = [1, 3]

nums2 = [2]

The median is 2.0

**Example 2:**

nums1 = [1, 2]

nums2 = [3, 4]

The median is (2 + 3)/2 = 2.5

**public** **class** Solution {

**public** **double** findMedianSortedArrays(**int**[] nums1, **int**[] nums2) {

**int** m = nums1.length, n = nums2.length;

**int** l = (m + n + 1) >> 1;

**int** r = (m + n + 2) >> 1;

**return** (getkth(nums1, 0, nums2, 0, l) + getkth(nums1, 0, nums2, 0, r)) / 2.0;

}

**public** **double** getkth(**int**[] A, **int** aStart, **int**[] B, **int** bStart, **int** k) {

**if** (aStart == A.length) **return** B[bStart + k - 1];

**if** (bStart == B.length) **return** A[aStart + k - 1];

**if** (k == 1) **return** Math.*min*(A[aStart], B[bStart]);

**int** aMid = Integer.***MAX\_VALUE***, bMid = Integer.***MAX\_VALUE***;

**if** (aStart + k/2 - 1 < A.length) aMid = A[aStart + k/2 - 1];

**if** (bStart + k/2 - 1 < B.length) bMid = B[bStart + k/2 - 1];

**if** (aMid < bMid)

**return** getkth(A, aStart + k/2, B, bStart, k - k/2);

**else**

**return** getkth(A, aStart, B, bStart + k/2, k - k/2);

}

}

# [Longest Palindromic Substring](https://leetcode.com/problems/longest-palindromic-substring)

Given a string **s**, find the longest palindromic substring in **s**. You may assume that the maximum length of **s** is 1000.

**Example:**

**Input:** "babad"

**Output:** "bab"

**Note:** "aba" is also a valid answer.

**Example:**

**Input:** "cbbd"

**Output:** "bb"

**public** **class** Solution {

**private** **int** lo, maxLen;

**public** String longestPalindrome(String s) {

**int** len = s.length();

**if** (len < 2)

**return** s;

**for** (**int** i = 0; i < len - 1; i++) {

extendPalindrome(s, i, i);

extendPalindrome(s, i, i + 1);

}

**return** s.substring(lo, lo + maxLen);

}

**private** **void** extendPalindrome(String s, **int** j, **int** k) {

**while** (j >= 0 && k < s.length() && s.charAt(j) == s.charAt(k)) {

j--;

k++;

}

**if** (maxLen < k - j - 1) {

lo = j + 1;

maxLen = k - j - 1;

}

}

}

# [ZigZag Conversion](https://leetcode.com/problems/zigzag-conversion)

The string "PAYPALISHIRING" is written in a zigzag pattern on a given number of rows like this: (you may want to display this pattern in a fixed font for better legibility)

P A H N

A P L S I I G

Y I R

And then read line by line: "PAHNAPLSIIGYIR"

Write the code that will take a string and make this conversion given a number of rows:

string convert(string text, int nRows);

convert("PAYPALISHIRING", 3) should return "PAHNAPLSIIGYIR".

**public** **class** Solution {

**public** String convert(String s, **int** numRows) {

**char**[] c = s.toCharArray();

**int** len = c.length;

StringBuffer[] sb = **new** StringBuffer[numRows];

**for** (**int** i = 0; i < sb.length; i++)

sb[i] = **new** StringBuffer();

**int** i = 0;

**while** (i < len) {

**for** (**int** idx = 0; idx < numRows && i < len; idx++)

sb[idx].append(c[i++]);

**for** (**int** idx = numRows - 2; idx >= 1 && i < len; idx--)

sb[idx].append(c[i++]);

}

**for** (**int** idx = 1; idx < sb.length; idx++)

sb[0].append(sb[idx]);

**return** sb[0].toString();

}

}

# [Reverse Integer](https://leetcode.com/problems/reverse-integer)

Reverse digits of an integer.

**Example1:** x = 123, return 321  
**Example2:** x = -123, return -321

[click to show spoilers.](https://leetcode.com/problems/reverse-integer/)

**Have you thought about this?**

Here are some good questions to ask before coding. Bonus points for you if you have already thought through this!

If the integer's last digit is 0, what should the output be? ie, cases such as 10, 100.

Did you notice that the reversed integer might overflow? Assume the input is a 32-bit integer, then the reverse of 1000000003 overflows. How should you handle such cases?

For the purpose of this problem, assume that your function returns 0 when the reversed integer overflows.

**Note:**  
The input is assumed to be a 32-bit signed integer. Your function should **return 0 when the reversed integer overflows**.

**public** **class** Solution {

**public** **int** reverse(**int** x) {

**int** result = 0;

**while** (x != 0) {

**int** tail = x % 10;

**int** newResult = result \* 10 + tail;

**if** ((newResult - tail) / 10 != result)

**return** 0;

result = newResult;

x = x / 10;

}

**return** result;

}

}

# [String to Integer (atoi)](https://leetcode.com/problems/string-to-integer-atoi)

Implement atoi to convert a string to an integer.

**Hint:** Carefully consider all possible input cases. If you want a challenge, please do not see below and ask yourself what are the possible input cases.

**Notes:** It is intended for this problem to be specified vaguely (ie, no given input specs). You are responsible to gather all the input requirements up front.

[spoilers alert... click to show requirements for atoi.](https://leetcode.com/problems/string-to-integer-atoi/)

**Requirements for atoi:**

The function first discards as many whitespace characters as necessary until the first non-whitespace character is found. Then, starting from this character, takes an optional initial plus or minus sign followed by as many numerical digits as possible, and interprets them as a numerical value.

The string can contain additional characters after those that form the integral number, which are ignored and have no effect on the behavior of this function.

If the first sequence of non-whitespace characters in str is not a valid integral number, or if no such sequence exists because either str is empty or it contains only whitespace characters, no conversion is performed.

If no valid conversion could be performed, a zero value is returned. If the correct value is out of the range of representable values, INT\_MAX (2147483647) or INT\_MIN (-2147483648) is returned.

**public** **class** Solution {

**public** **int** myAtoi(String str) {

**if** (str == **null** || str.length() == 0)

**return** 0;//

str = str.trim();

**char** firstChar = str.charAt(0);

**int** sign = 1, start = 0, len = str.length();

**long** sum = 0;

**if** (firstChar == '+') {

sign = 1;

start++;

} **else** **if** (firstChar == '-') {

sign = -1;

start++;

}

**for** (**int** i = start; i < len; i++) {

**if** (!Character.*isDigit*(str.charAt(i)))

**return** (**int**) sum \* sign;

sum = sum \* 10 + str.charAt(i) - '0';

**if** (sign == 1 && sum > Integer.***MAX\_VALUE***)

**return** Integer.***MAX\_VALUE***;

**if** (sign == -1 && (-1) \* sum < Integer.***MIN\_VALUE***)

**return** Integer.***MIN\_VALUE***;

}

**return** (**int**) sum \* sign;

}

}

# [Palindrome Number](https://leetcode.com/problems/palindrome-number)

Determine whether an integer is a palindrome. Do this without extra space.

[click to show spoilers.](https://leetcode.com/problems/palindrome-number/)

**Some hints:**

Could negative integers be palindromes? (ie, -1)

If you are thinking of converting the integer to string, note the restriction of using extra space.

You could also try reversing an integer. However, if you have solved the problem "Reverse Integer", you know that the reversed integer might overflow. How would you handle such case?

There is a more generic way of solving this problem.

**public** **class** Solution {

**public** **boolean** isPalindrome(**int** x) {

**if** (x<0 || (x!=0 && x%10==0)) **return** **false**;

**int** rev = 0;

**while** (x>rev){

rev = rev\*10 + x%10;

x = x/10;

}

**return** (x==rev || x==rev/10);

}

}

# [Regular Expression Matching](https://leetcode.com/problems/regular-expression-matching)

Implement regular expression matching with support for '.' and '\*'.

'.' Matches any single character.

'\*' Matches zero or more of the preceding element.

The matching should cover the **entire** input string (not partial).

The function prototype should be:

bool isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") ? false

isMatch("aa","aa") ? true

isMatch("aaa","aa") ? false

isMatch("aa", "a\*") ? true

isMatch("aa", ".\*") ? true

isMatch("ab", ".\*") ? true

isMatch("aab", "c\*a\*b") ? true

**public** **class** Solution {

**public** **boolean** isMatch(String str, String regex) {

**boolean**[][] dp = **new** **boolean**[str.length() + 1][regex.length() + 1];

dp[0][0] = **true**;

**for**(**int** i = 1; i < regex.length() + 1; i++) {

**if**(regex.charAt(i - 1) == '\*') dp[0][i] = dp[0][i-2];

}

**for**(**int** i = 1; i < dp.length; i++) {

**for**(**int** j = 1; j < dp[0].length; j++) {

**if**(match(str.charAt(i-1), regex.charAt(j-1))) {

dp[i][j] = dp[i-1][j-1];

}**else**{

**if**(regex.charAt(j-1) == '\*') {

dp[i][j] = dp[i][j-2];

**if**(match(str.charAt(i-1), regex.charAt(j-2))) {

dp[i][j] |= dp[i-1][j];

}

}

}

}

}

**return** dp[str.length()][regex.length()];

}

**private** **boolean** match(**char** c1, **char** r) {

**return** c1 == r || r == '.';

}

}

# [Container With Most Water](https://leetcode.com/problems/container-with-most-water)

Given *n* non-negative integers *a1*, *a2*, ..., *an*, where each represents a point at coordinate (*i*, *ai*). *n* vertical lines are drawn such that the two endpoints of line *i* is at (*i*, *ai*) and (*i*, 0). Find two lines, which together with x-axis forms a container, such that the container contains the most water.

Note: You may not slant the container and *n* is at least 2.

**public** **class** Solution {

**public** **int** maxArea(**int**[] height) {

**int** n = height.length;

**int** max = 0;

**int** i = 0, j = n - 1;

**while**(i < j) {

max = Math.*max*(Math.*min*(height[i], height[j]) \* (j - i), max);

**if**(height[i] < height[j]) {

++i;

} **else** {

--j;

}

}

**return** max;

}

}

# [Integer to Roman](https://leetcode.com/problems/integer-to-roman)

Given an integer, convert it to a roman numeral.

Input is guaranteed to be within the range from 1 to 3999.

**public** **class** Solution {

**public** String intToRoman(**int** num) {

String M[] = {"", "M", "MM", "MMM"};

String C[] = {"", "C", "CC", "CCC", "CD", "D", "DC", "DCC", "DCCC", "CM"};

String X[] = {"", "X", "XX", "XXX", "XL", "L", "LX", "LXX", "LXXX", "XC"};

String I[] = {"", "I", "II", "III", "IV", "V", "VI", "VII", "VIII", "IX"};

**return** M[num/1000] + C[(num%1000)/100] + X[(num%100)/10] + I[num%10];

}

}

# [Roman to Integer](https://leetcode.com/problems/roman-to-integer)

Given a roman numeral, convert it to an integer.

Input is guaranteed to be within the range from 1 to 3999.

**public** **class** Solution {

**public** **int** romanToInt(String s) {

**int** sum=0;

**if**(s.indexOf("IV")!=-1){sum-=2;}

**if**(s.indexOf("IX")!=-1){sum-=2;}

**if**(s.indexOf("XL")!=-1){sum-=20;}

**if**(s.indexOf("XC")!=-1){sum-=20;}

**if**(s.indexOf("CD")!=-1){sum-=200;}

**if**(s.indexOf("CM")!=-1){sum-=200;}

**char** c[]=s.toCharArray();

**int** count=0;

**for**(;count<=s.length()-1;count++){

**if**(c[count]=='M') sum+=1000;

**if**(c[count]=='D') sum+=500;

**if**(c[count]=='C') sum+=100;

**if**(c[count]=='L') sum+=50;

**if**(c[count]=='X') sum+=10;

**if**(c[count]=='V') sum+=5;

**if**(c[count]=='I') sum+=1;

}

**return** sum;

}

}

# [Longest Common Prefix](https://leetcode.com/problems/longest-common-prefix)

Write a function to find the longest common prefix string amongst an array of strings.

**public** **class** Solution {

**public** String longestCommonPrefix(String[] strs) {

**if** (strs.length == 0)

**return** "";

**if** (strs.length == 1)

**return** strs[0];

StringBuilder sb = **new** StringBuilder();

**int** n = Integer.***MAX\_VALUE***;

**boolean** finished = **false**;

**for** (**int** i = 0; i < strs.length; ++i)

n = Math.*min*(strs[i].length(), n);

**for** (**int** i = 0; i < n; ++i) {

**char** c = strs[0].charAt(i);

**for** (**int** j = 1; j < strs.length; ++j) {

**if** (strs[j].charAt(i) != c) {

finished = **true**;

**break**;

}

}

**if** (finished)

**break**;

sb.append(c);

}

**return** sb.toString();

}

}

# [3Sum](https://leetcode.com/problems/3sum)

Given an array *S* of *n* integers, are there elements *a*, *b*, *c* in *S* such that *a* + *b* + *c* = 0? Find all unique triplets in the array which gives the sum of zero.

**Note:** The solution set must not contain duplicate triplets.

For example, given array S = [-1, 0, 1, 2, -1, -4],

A solution set is:

[ [-1, 0, 1],

[-1, -1, 2]]

**public** **class** Solution {

**public** List<List<Integer>> threeSum(**int**[] nums) {

List<List<Integer>> result = **new** ArrayList<>();

**if**(nums.length < 3) **return** result;

Arrays.*sort*(nums);

**int** i = 0;

**while**(i < nums.length - 2) {

**if**(nums[i] > 0) **break**;

**int** j = i + 1;

**int** k = nums.length - 1;

**while**(j < k) {

**int** sum = nums[i] + nums[j] + nums[k];

**if**(sum == 0) result.add(Arrays.*asList*(nums[i], nums[j], nums[k]));

**if**(sum <= 0) **while**(nums[j] == nums[++j] && j < k);

**if**(sum >= 0) **while**(nums[k--] == nums[k] && j < k);

}

**while**(nums[i] == nums[++i] && i < nums.length - 2);

}

**return** result;

}

}

思路1：先排序，然后查每一个数后面两数之和为当前数相反数的所有可能（夹逼法）。O(n^2)

思路2（未实现）：不排序，先做2数和的倒排索引，查每一个数是否有相应的2数和为其相反数。O(n^3)

# [3Sum Closest](https://leetcode.com/problems/3sum-closest)

Given an array *S* of *n* integers, find three integers in *S* such that the sum is closest to a given number, target. Return the sum of the three integers. You may assume that each input would have exactly one solution.

For example, given array S = {-1 2 1 -4}, and target = 1.

The sum that is closest to the target is 2. (-1 + 2 + 1 = 2).

**public** **class** Solution {

**public** **int** threeSumClosest(**int**[] nums, **int** target) {

Arrays.sort(nums);

**int** closest = Integer.***MAX\_VALUE***;

**int** i = 0;

**while**(i < nums.length - 2) {

**int** j = i + 1;

**int** k = nums.length - 1;

**while**(j < k) {

**int** sum = nums[i] + nums[j] + nums[k];

**if**(closest == Integer.***MAX\_VALUE***

|| Math.*abs*(closest - target) > Math.*abs*(sum - target)) {

closest = sum;

}

**if**(sum == target) **return** sum;

**if**(sum <= target) **while**(nums[j] == nums[++j] && j < k);

**if**(sum >= target) **while**(nums[k--] == nums[k] && j < k);

}

**while**(nums[i] == nums[++i] && i < nums.length - 2);

}

**return** closest;

}

}

# [Letter Combinations of a Phone Number](https://leetcode.com/problems/letter-combinations-of-a-phone-number)

Given a digit string, return all possible letter combinations that the number could represent.

A mapping of digit to letters (just like on the telephone buttons) is given below.
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**Input:**Digit string "23"

**Output:** ["ad", "ae", "af", "bd", "be", "bf", "cd", "ce", "cf"].

**Note:**  
Although the above answer is in lexicographical order, your answer could be in any order you want.

**public** **class** Solution {

**public** List<String> letterCombinations(String digits) {

List<String> resultList = **new** ArrayList<String>();

if(digits.length() == 0)

return resultList;

Map<String, List<String>> digitalMap = **new** HashMap<String, List<String>>();

digitalMap.put("2",

**new** ArrayList<String>(Arrays.*asList*("a", "b", "c")));

digitalMap.put("3",

**new** ArrayList<String>(Arrays.*asList*("d", "e", "f")));

digitalMap.put("4",

**new** ArrayList<String>(Arrays.*asList*("g", "h", "i")));

digitalMap.put("5",

**new** ArrayList<String>(Arrays.*asList*("j", "k", "l")));

digitalMap.put("6",

**new** ArrayList<String>(Arrays.*asList*("m", "n", "o")));

digitalMap.put("7",

**new** ArrayList<String>(Arrays.*asList*("p", "q", "r", "s")));

digitalMap.put("8",

**new** ArrayList<String>(Arrays.*asList*("t", "u", "v")));

digitalMap.put("9",

**new** ArrayList<String>(Arrays.*asList*("w", "x", "y", "z")));

*getLetterCombinations*(digits.toCharArray(), **new** StringBuilder(), 0,

digitalMap, resultList);

**return** resultList;

}

**private** **static** **void** getLetterCombinations(**char**[] c, StringBuilder sbSoFar,

**int** curP, Map<String, List<String>> digitalMap,

List<String> resultList) {

**if** (curP == c.length) {

resultList.add(sbSoFar.toString());

**return**;

}

**char** cur = c[curP];

**for** (String letter : digitalMap.get(String.*valueOf*(cur))) {

StringBuilder sb = **new** StringBuilder();

sb.append(sbSoFar);

sb.append(letter);

*getLetterCombinations*(c, sb, curP + 1, digitalMap, resultList);

}

}

}

思路：backtracking，每一种可能都添加到结果中。O(n^k)

# [4Sum](https://leetcode.com/problems/4sum)

Given an array *S* of *n* integers, are there elements *a*, *b*, *c*, and *d* in *S* such that *a* + *b* + *c* + *d* = target? Find all unique quadruplets in the array which gives the sum of target.

**Note:** The solution set must not contain duplicate quadruplets.

For example, given array S = [1, 0, -1, 0, -2, 2], and target = 0.

A solution set is:

[ [-1, 0, 0, 1],

[-2, -1, 1, 2],

[-2, 0, 0, 2]]

**public** **class** Solution {

**public** List<List<Integer>> fourSum(**int**[] nums, **int** target) {

**int** n = nums.length;

Arrays.*sort*(nums);

**return** *kSum*(nums, target, 4, 0, n);

}

**private** **static** ArrayList<List<Integer>> kSum(**int**[] nums, **int** target, **int** k,

**int** index, **int** len) {

ArrayList<List<Integer>> res = **new** ArrayList<List<Integer>>();

**if** (index >= len)

**return** res;

**int** max = nums[nums.length - 1];

**if** (k \* nums[index] > target || k \* max < target)

**return** res;

**if** (k == 2) {

**int** i = index, j = len - 1;

**while** (i < j) {

**if** (target - nums[i] == nums[j]) {

List<Integer> temp = **new** ArrayList<>();

temp.add(nums[i]);

temp.add(target - nums[i]);

res.add(temp);

**while** (i < j && nums[i] == nums[i + 1])

i++;

**while** (i < j && nums[j - 1] == nums[j])

j--;

i++;

j--;

} **else** **if** (target - nums[i] > nums[j])

i++;

**else**

j--;

}

} **else** {

**for** (**int** i = index; i < len - k + 1; i++) {

ArrayList<List<Integer>> temp = *kSum*(nums, target - nums[i],

k - 1, i + 1, len);

**if** (temp != **null**) {

**for** (List<Integer> t : temp)

t.add(0, nums[i]);

res.addAll(temp);

}

**while** (i < len - 1 && nums[i] == nums[i + 1])

++i;

}

}

**return** res;

}

}

# [Remove Nth Node From End of List](https://leetcode.com/problems/remove-nth-node-from-end-of-list)

Given a linked list, remove the *n*th node from the end of list and return its head.

For example,

Given linked list: **1->2->3->4->5**, and ***n* = 2**.

After removing the second node from the end, the linked list becomes **1->2->3->5**.

**Note:**  
Given *n* will always be valid.  
Try to do this in one pass.

**public** **class** Solution {

**public** ListNode removeNthFromEnd(ListNode head, **int** n) {

**if**(head.next == **null**) {

**return** **null**;

}

**int** i = 0;

ListNode p1 = head, p2 = head;

**while**(p1.next != **null**) {

p1 = p1.next;

++i;

**if**(i > n) {

p2 = p2.next;

}

}

**if**(i == n - 1) {

head = head.next;

} **else** {

p2.next = p2.next.next;

}

**return** head;

}

}

# [Valid Parentheses](https://leetcode.com/problems/valid-parentheses)

Given a string containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.

The brackets must close in the correct order, "()" and "()[]{}" are all valid but "(]" and "([)]" are not.

**public** **class** Solution {

**public** **boolean** isValid(String s) {

Map<Character,Character> pM = **new** HashMap<Character, Character>();

pM.put('(', ')');

pM.put('{', '}');

pM.put('[', ']');

Stack<Character> pS = **new** Stack<Character>();

**for**(Character c: s.toCharArray()) {

**if**(pM.containsKey(c)) {

pS.push(pM.get(c));

} **else** {

**if**(pS.isEmpty() || c != pS.pop())

**return** **false**;

}

}

**if**(!pS.isEmpty())

**return** **false**;

**return** **true**;

}

}

# [Merge Two Sorted Lists](https://leetcode.com/problems/merge-two-sorted-lists)

Merge two sorted linked lists and return it as a new list. The new list should be made by splicing together the nodes of the first two lists.

**public** **class** Solution {

**public** ListNode mergeTwoLists(ListNode l1, ListNode l2) {

**if**(l1 == **null**)

**return** l2;

**if**(l2 == **null**)

**return** l1;

**if**(l1.val < l2.val) {

l1.next = mergeTwoLists(l1.next, l2);

**return** l1;

} **else** {

l2.next = mergeTwoLists(l1, l2.next);

**return** l2;

}

}

}

# [Generate Parentheses](https://leetcode.com/problems/generate-parentheses)

Given *n* pairs of parentheses, write a function to generate all combinations of well-formed parentheses.

For example, given *n* = 3, a solution set is:

[ "((()))",

"(()())",

"(())()",

"()(())",

"()()()"]

**public** **class** Solution {

**public** List<String> generateParenthesis(**int** n) {

List<String> list = **new** ArrayList<String>();

backtrack(list, "", 0, 0, n);

**return** list;

}

**public** **void** backtrack(List<String> list, String str, **int** open, **int** close,

**int** max) {

**if** (str.length() == max \* 2) {

list.add(str);

**return**;

}

**if** (open < max)

backtrack(list, str + "(", open + 1, close, max);

**if** (close < open)

backtrack(list, str + ")", open, close + 1, max);

}

}

# [Merge k Sorted Lists](https://leetcode.com/problems/merge-k-sorted-lists)

Merge *k* sorted linked lists and return it as one sorted list. Analyze and describe its complexity.

**public** **class** Solution {

**public** ListNode mergeKLists(ListNode[] lists) {

**if** (lists == **null** || lists.length == 0)

**return** **null**;

Queue<ListNode> nodeList = **new** PriorityQueue<ListNode>(lists.length,

(m, n) -> (m.val - n.val));

**for** (ListNode l : lists) {

**if** (l != **null**) {

nodeList.add(l);

}

}

ListNode node = **new** ListNode(0);

ListNode last = node;

**while** (!nodeList.isEmpty()) {

last.next = nodeList.poll();

last = last.next;

**if** (last.next != **null**)

nodeList.add(last.next);

}

**return** node.next;

}

}

# [Swap Nodes in Pairs](https://leetcode.com/problems/swap-nodes-in-pairs)

Given a linked list, swap every two adjacent nodes and return its head.

For example,  
Given 1->2->3->4, you should return the list as 2->1->4->3.

Your algorithm should use only constant space. You may **not** modify the values in the list, only nodes itself can be changed.

**public** **class** Solution {

**public** ListNode swapPairs(ListNode head) {

ListNode p = head;

**if**(p == **null** || p.next == **null**)

**return** head;

ListNode newHead = p.next;

p.next = p.next.next;

newHead.next = p;

p = newHead.next.next;

newHead.next.next = swapPairs(p);

**return** newHead;

}

}

# [Reverse Nodes in k-Group](https://leetcode.com/problems/reverse-nodes-in-k-group)

Given a linked list, reverse the nodes of a linked list *k* at a time and return its modified list.

*k* is a positive integer and is less than or equal to the length of the linked list. If the number of nodes is not a multiple of *k* then left-out nodes in the end should remain as it is.

You may not alter the values in the nodes, only nodes itself may be changed.

Only constant memory is allowed.

For example,  
Given this linked list: 1->2->3->4->5

For *k* = 2, you should return: 2->1->4->3->5

For *k* = 3, you should return: 3->2->1->4->5

**public** **class** Solution {

**public** ListNode reverseKGroup(ListNode head, **int** k) {

**if** (head==**null**||head.next==**null**||k<2) **return** head;

ListNode dummy = **new** ListNode(0);

dummy.next = head;

ListNode tail = dummy, prev = dummy,temp;

**int** count;

**while**(**true**){

count =k;

**while**(count>0&&tail!=**null**){

count--;

tail=tail.next;

}

**if** (tail==**null**) **break**;

head=prev.next;

**while**(prev.next!=tail){

temp=prev.next;//Assign

prev.next=temp.next;//Delete

temp.next=tail.next;

tail.next=temp;//Insert

}

tail=head;

prev=head;

}

**return** dummy.next;

}

}

# [Remove Duplicates from Sorted Array](https://leetcode.com/problems/remove-duplicates-from-sorted-array)

Given a sorted array, remove the duplicates in place such that each element appear only *once* and return the new length.

Do not allocate extra space for another array, you must do this in place with constant memory.

For example,  
Given input array *nums* = [1,1,2],

Your function should return length = 2, with the first two elements of *nums* being 1 and 2 respectively. It doesn't matter what you leave beyond the new length.

**public** **class** Solution {

**public** **int** removeDuplicates(**int**[] nums) {

Integer temp = **null**, cur = **null**;

**int** j = 0;

**for**(**int** i = 0;i < nums.length; ++i) {

cur = nums[i];

**if**(temp == **null** || temp.intValue() != cur.intValue()) {

nums[j] = cur;

++j;

}

temp = cur;

}

**return** j;

}

}

# [Remove Element](https://leetcode.com/problems/remove-element)

Given an array and a value, remove all instances of that value in place and return the new length.

Do not allocate extra space for another array, you must do this in place with constant memory.

The order of elements can be changed. It doesn't matter what you leave beyond the new length.

**Example:**  
Given input array *nums* = [3,2,2,3], *val* = 3

Your function should return length = 2, with the first two elements of *nums* being 2.

**public** **class** Solution {

**public** **int** removeElement(**int**[] nums, **int** val) {

**int** cur;

**int** j = 0;

**for**(**int** i = 0;i < nums.length; ++i) {

cur = nums[i];

**if**(val != cur) {

nums[j] = cur;

++j;

}

}

**return** j;

}

}

# [Implement strStr()](https://leetcode.com/problems/implement-strstr)

Implement strStr().

Returns the index of the first occurrence of needle in haystack, or -1 if needle is not part of haystack.

**public** **class** Solution {

**public** **int** strStr(String haystack, String needle) {

**if** (haystack == **null** || needle == **null**)

**return** -1;

**char**[] cn = needle.toCharArray();

**if** (cn.length == 0)

**return** 0;

**char**[] ch = haystack.toCharArray();

**for** (**int** i = 0; i < ch.length - cn.length + 1; ++i) {

**for** (**int** j = 0; j < cn.length; ++j) {

**if** (ch[i + j] != cn[j])

**break**;

**else** **if** (j == cn.length - 1)

**return** i;

}

}

**return** -1;

}

}

It can be solved using [KMP](http://jakeboxer.com/blog/2009/12/13/the-knuth-morris-pratt-algorithm-in-my-own-words/).

**void** makeNext(**char** patternChars[], **int** next[]) {

**int** q, k;

**int** n = patternChars.length;

next[0] = 0;

**for** (q = 1, k = 0; q < n; ++q) {

**while** (k > 0 && patternChars[q] != patternChars[k])

k = next[k - 1];

**if** (patternChars[q] == patternChars[k]) {

k++;

}

next[q] = k;

}

}

# [Divide Two Integers](https://leetcode.com/problems/divide-two-integers)

Divide two integers without using multiplication, division and mod operator.

If it is overflow, return MAX\_INT.

**public** **class** Solution {

**public** **int** divide(**int** dividend, **int** divisor) {

**if** (divisor == 0)

**throw** **new** java.lang.ArithmeticException("/ by zero");

**long** result = divideLong(dividend, divisor);

**return** result > Integer.***MAX\_VALUE*** ? Integer.***MAX\_VALUE*** : (**int**) result;

}

**public** **long** divideLong(**long** dividend, **long** divisor) {

**boolean** negative = dividend < 0 != divisor < 0;

**if** (dividend < 0)

dividend = -dividend;

**if** (divisor < 0)

divisor = -divisor;

**if** (dividend < divisor)

**return** 0;

**long** sum = divisor;

**long** divide = 1;

**while** ((sum + sum) <= dividend) {

sum += sum;

divide += divide;

}

**return** negative ? -(divide + divideLong((dividend - sum), divisor))

: (divide + divideLong((dividend - sum), divisor));

}

}

# [Substring with Concatenation of All Words](https://leetcode.com/problems/substring-with-concatenation-of-all-words)

You are given a string, **s**, and a list of words, **words**, that are all of the same length. Find all starting indices of substring(s) in **s** that is a concatenation of each word in **words** exactly once and without any intervening characters.

For example, given:  
**s**: "barfoothefoobarman"  
**words**: ["foo", "bar"]

You should return the indices: [0,9].  
(order does not matter).

**public** **class** Solution {

**public** List<Integer> findSubstring(String s, String[] words) {

**if** (words.length == 0 || words[0].length() == 0)

**return** **new** ArrayList<>();

HashMap<String, Integer> map = **new** HashMap<>();

**for** (String word : words)

map.put(word, map.getOrDefault(word, 0) + 1);

List<Integer> list = **new** ArrayList<>();

**int** gap = words[0].length();

**int** nlen = words.length \* gap;

**for** (**int** k = 0; k < gap; k++) {

HashMap<String, Integer> wordmap = **new** HashMap<>(map);

**for** (**int** i = k, j = 0; i < s.length() - nlen + 1

&& i + j <= s.length() - gap;) {

String temp = s.substring(i + j, i + j + gap);

**if** (wordmap.containsKey(temp)) {

wordmap.put(temp, wordmap.get(temp) - 1);

**if** (wordmap.get(temp) == 0)

wordmap.remove(temp);

**if** (wordmap.isEmpty())

list.add(i);

j += gap;

} **else** {

**if** (j == 0)

i += gap;

**else** {

wordmap.put(s.substring(i, i + gap),

wordmap.getOrDefault(s.substring(i, i + gap), 0)

+ 1);

i += gap;

j -= gap;

}

}

}

}

**return** list;

}

}

# [Next Permutation](https://leetcode.com/problems/next-permutation)

Implement next permutation, which rearranges numbers into the lexicographically next greater permutation of numbers.

If such arrangement is not possible, it must rearrange it as the lowest possible order (ie, sorted in ascending order).

The replacement must be in-place, do not allocate extra memory.

Here are some examples. Inputs are in the left-hand column and its corresponding outputs are in the right-hand column.  
1,2,3 → 1,3,2  
3,2,1 → 1,2,3  
1,1,5 → 1,5,1

**public** **class** Solution {

**public** **void** nextPermutation(**int**[] nums) {

**int** i;

**for** (i = nums.length - 1; i > 0; --i) {

**if** (nums[i] > nums[i - 1]) {

**break**;

}

}

**if** (i > 0) {

**for** (**int** j = nums.length - 1; j >= i; --j) {

**if** (nums[j] > nums[i - 1]) {

*swap*(nums, j, i - 1);

**break**;

}

}

}

*reverse*(nums, i, nums.length - 1);

}

**private** **static** **void** swap(**int**[] nums, **int** i, **int** j) {

**int** temp = nums[i];

nums[i] = nums[j];

nums[j] = temp;

}

**private** **static** **void** reverse(**int**[] nums, **int** i, **int** j) {

**while** (i < j) {

*swap*(nums, i++, j--);

}

}

}

# [Longest Valid Parentheses](https://leetcode.com/problems/longest-valid-parentheses)

Given a string containing just the characters '(' and ')', find the length of the longest valid (well-formed) parentheses substring.

For "(()", the longest valid parentheses substring is "()", which has length = 2.

Another example is ")()())", where the longest valid parentheses substring is "()()", which has length = 4.

**public** **class** Solution {

**public** **int** longestValidParentheses(String s) {

Stack<Integer> stack = **new** Stack<Integer>();

**int** max=0;

**int** left = -1;

**for**(**int** j=0;j<s.length();j++){

**if**(s.charAt(j)=='(') stack.push(j);

**else** {

**if** (stack.isEmpty()) left=j;

**else**{

stack.pop();

**if**(stack.isEmpty()) max=Math.*max*(max,j-left);

**else** max=Math.*max*(max,j-stack.peek());

}

}

}

**return** max;

}

}

# [Search in Rotated Sorted Array](https://leetcode.com/problems/search-in-rotated-sorted-array)

Suppose an array sorted in ascending order is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

You are given a target value to search. If found in the array return its index, otherwise return -1.

You may assume no duplicate exists in the array.

**public** **class** Solution {

**public** **int** search(**int**[] nums, **int** target) {

**int** l = 0, h = nums.length - 1;

**if** (h < 0)

**return** -1;

**int** n0 = nums[0];

**while** (l <= h) {

**int** mid = (l + h) >>> 1, m = nums[mid];

**if** (target == m)

**return** mid;

**else** **if** (m < n0 == target < n0 && target < m

|| target >= n0 && m < n0)

h = mid - 1;

**else**

l = mid + 1;

}

**return** -1;

}

}

# [Search for a Range](https://leetcode.com/problems/search-for-a-range)

Given an array of integers sorted in ascending order, find the starting and ending position of a given target value.

Your algorithm's runtime complexity must be in the order of *O*(log *n*).

If the target is not found in the array, return [-1, -1].

For example,  
Given [5, 7, 7, 8, 8, 10] and target value 8,  
return [3, 4].

**public** **class** Solution {

**public** **int**[] searchRange(**int**[] A, **int** target) {

**int** start = Solution.*firstGreaterEqual*(A, target);

**if** (start == A.length || A[start] != target) {

**return** **new** **int**[] { -1, -1 };

}

**return** **new** **int**[] { start,

Solution.*firstGreaterEqual*(A, target + 1) - 1 };

}

**private** **static** **int** firstGreaterEqual(**int**[] A, **int** target) {

**int** low = 0, high = A.length;

**while** (low < high) {

**int** mid = low + ((high - low) >> 1);

**if** (A[mid] < target) {

low = mid + 1;

} **else** {

high = mid;

}

}

**return** low;

}

}

# [Search Insert Position](https://leetcode.com/problems/search-insert-position)

Given a sorted array and a target value, return the index if the target is found. If not, return the index where it would be if it were inserted in order.

You may assume no duplicates in the array.

Here are few examples.  
[1,3,5,6], 5 → 2  
[1,3,5,6], 2 → 1  
[1,3,5,6], 7 → 4  
[1,3,5,6], 0 → 0

**public** **class** Solution {

**public** **int** searchInsert(**int**[] nums, **int** target) {

**int** n = nums.length;

**if** (n == 0) {

**return** 0;

}

**int** left = 0, right = n - 1;

**int** mid = 0;

**while** (left <= right) {

mid = left + (right - left) / 2;

**if** (target > nums[mid]) {

left = Math.*min*(mid + 1, right);

} **else** **if** (target < nums[mid]) {

right = Math.*max*(mid - 1, left);

} **else** {

**return** mid;

}

**if** (left == right) {

**if** (target <= nums[left]) {

**return** left;

}

**return** right + 1;

}

}

**return** -1;

}

}

# [Valid Sudoku](https://leetcode.com/problems/valid-sudoku)

Determine if a Sudoku is valid, according to: [Sudoku Puzzles - The Rules](http://sudoku.com.au/TheRules.aspx).

The Sudoku board could be partially filled, where empty cells are filled with the character '.'.
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A partially filled sudoku which is valid.

**Note:**  
A valid Sudoku board (partially filled) is not necessarily solvable. Only the filled cells need to be validated.

**public** **class** Solution {

**public** **boolean** isValidSudoku(**char**[][] board) {

Set<String> seen = **new** HashSet<>();

**for** (**int** i = 0; i < 9; ++i) {

**for** (**int** j = 0; j < 9; ++j) {

**char** number = board[i][j];

**if** (number != '.')

**if** (!seen.add(number + " in row " + i)

|| !seen.add(number + " in column " + j)

|| !seen.add(number + " in block " + i / 3 + "-"

+ j / 3))

**return** **false**;

}

}

**return** **true**;

}

}

# [Sudoku Solver](https://leetcode.com/problems/sudoku-solver)

Write a program to solve a Sudoku puzzle by filling the empty cells.

Empty cells are indicated by the character '.'.

You may assume that there will be only one unique solution.
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...and its solution numbers marked in red.

**public** **class** Solution {

**public** **void** solveSudoku(**char**[][] board) {

**if** (board == **null** || board.length == 0)

**return**;

solve(board);

}

**public** **boolean** solve(**char**[][] board) {

**for** (**int** i = 0; i < board.length; i++) {

**for** (**int** j = 0; j < board[0].length; j++) {

**if** (board[i][j] == '.') {

**for** (**char** c = '1'; c <= '9'; c++) {

**if** (isValid(board, i, j, c)) {

board[i][j] = c;

**if** (solve(board))

**return** **true**;

**else**

board[i][j] = '.';

}

}

**return** **false**;

}

}

}

**return** **true**;

}

**private** **boolean** isValid(**char**[][] board, **int** row, **int** col, **char** c) {

**for** (**int** i = 0; i < 9; i++) {

**if** (board[i][col] != '.' && board[i][col] == c)

**return** **false**;

**if** (board[row][i] != '.' && board[row][i] == c)

**return** **false**;

**if** (board[3 \* (row / 3) + i / 3][3 \* (col / 3) + i % 3] != '.'

&& board[3 \* (row / 3) + i / 3][3 \* (col / 3) + i % 3] == c)

**return** **false**;

}

**return** **true**;

}

}

# [Count and Say](https://leetcode.com/problems/count-and-say)

The count-and-say sequence is the sequence of integers with the first five terms as following:

1. 1

2. 11

3. 21

4. 1211

5. 111221

1 is read off as "one 1" or 11.  
11 is read off as "two 1s" or 21.  
21 is read off as "one 2, then one 1" or 1211.

Given an integer *n*, generate the *n*th term of the count-and-say sequence.

Note: Each term of the sequence of integers will be represented as a string.

**Example 1:**

**Input:** 1

**Output:** "1"

**Example 2:**

**Input:** 4

**Output:** "1211"

**public** **class** Solution {

**public** String countAndSay(**int** n) {

**if** (n == 1) {

**return** "1";

}

**return** countAndSay(countAndSay(n - 1));

}

**public** String countAndSay(String str) {

StringBuilder sb = **new** StringBuilder();

**char**[] cs = str.toCharArray();

**int** i = 0, j = 0;

**for** (; i < cs.length; i = j) {

**char** cur = cs[i];

j = i + 1;

**while** (j < cs.length && cur == cs[j]) {

++j;

}

sb.append(j - i);

sb.append(cur);

}

**return** sb.toString();

}

}

# [Combination Sum](https://leetcode.com/problems/combination-sum)

Given a **set** of candidate numbers (***C***) **(without duplicates)** and a target number (***T***), find all unique combinations in ***C*** where the candidate numbers sums to ***T***.

The **same** repeated number may be chosen from ***C*** unlimited number of times.

**Note:**

* All numbers (including target) will be positive integers.
* The solution set must not contain duplicate combinations.

For example, given candidate set [2, 3, 6, 7] and target 7,   
A solution set is:

[ [7],

[2, 2, 3]]

**public** **class** Solution {

**public** List<List<Integer>> combinationSum(**int**[] candidates, **int** target) {

List<List<Integer>> r = **new** ArrayList<List<Integer>>();

**int** n = candidates.length;

**for** (**int** i = 0; i < n; ++i) {

List<Integer> candidateL = **new** ArrayList<Integer>();

candidateL.add(candidates[i]);

*backTrack*(candidates, i, candidates[i], candidateL, target, r);

}

**return** r;

}

**private** **static** **void** backTrack(**int**[] nums, **int** i, **int** sum,

List<Integer> candidateL, **int** target, List<List<Integer>> r) {

**if** (sum > target)

**return**;

**if** (sum == target) {

List<Integer> newL = **new** ArrayList<Integer>();

newL.addAll(candidateL);

r.add(newL);

**return**;

}

**for** (**int** j = i; j < nums.length; ++j) {

candidateL.add(Integer.*valueOf*(nums[j]));

sum += nums[j];

*backTrack*(nums, j, sum, candidateL, target, r);

candidateL.remove(Integer.*valueOf*(nums[j]));

sum -= nums[j];

}

}

}

# [Combination Sum II](https://leetcode.com/problems/combination-sum-ii)

Given a collection of candidate numbers (***C***) and a target number (***T***), find all unique combinations in ***C*** where the candidate numbers sums to ***T***.

Each number in ***C*** may only be used **once** in the combination.

**Note:**

* All numbers (including target) will be positive integers.
* The solution set must not contain duplicate combinations.

For example, given candidate set [10, 1, 2, 7, 6, 1, 5] and target 8,   
A solution set is:

[ [1, 7],

[1, 2, 5],

[2, 6],

[1, 1, 6]]

**public** **class** Solution {

**public** List<List<Integer>> combinationSum2(**int**[] cand, **int** target) {

Arrays.*sort*(cand);

List<List<Integer>> res = **new** ArrayList<List<Integer>>();

List<Integer> path = **new** ArrayList<>();

dfs\_com(cand, 0, target, path, res);

**return** res;

}

**void** dfs\_com(**int**[] cand, **int** cur, **int** target, List<Integer> path,

List<List<Integer>> res) {

**if** (target == 0) {

res.add(**new** ArrayList<>(path));

**return**;

}

**if** (target < 0)

**return**;

**for** (**int** i = cur; i < cand.length; i++) {

**if** (i > cur && cand[i] == cand[i - 1])

**continue**;

path.add(path.size(), cand[i]);

dfs\_com(cand, i + 1, target - cand[i], path, res);

path.remove(path.size() - 1);

}

}

}

# [First Missing Positive](https://leetcode.com/problems/first-missing-positive)

Given an unsorted integer array, find the first missing positive integer.

For example,  
Given [1,2,0] return 3,  
and [3,4,-1,1] return 2.

Your algorithm should run in *O*(*n*) time and uses constant space.

**public** **class** Solution {

**public** **int** firstMissingPositive(**int**[] nums) {

**int** i = 0;

**while** (i < nums.length) {

**if** (nums[i] == i + 1 || nums[i] <= 0 || nums[i] > nums.length)

i++;

**else** **if** (nums[nums[i] - 1] != nums[i])

swap(nums, i, nums[i] - 1);

**else**

i++;

}

i = 0;

**while** (i < nums.length && nums[i] == i + 1)

i++;

**return** i + 1;

}

**private** **void** swap(**int**[] A, **int** i, **int** j) {

**int** temp = A[i];

A[i] = A[j];

A[j] = temp;

}

}

# [Trapping Rain Water](https://leetcode.com/problems/trapping-rain-water)

Given *n* non-negative integers representing an elevation map where the width of each bar is 1, compute how much water it is able to trap after raining.

For example,   
Given [0,1,0,2,1,0,1,3,2,1,2,1], return 6.

![http://www.leetcode.com/static/images/problemset/rainwatertrap.png](data:image/png;base64,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)

The above elevation map is represented by array [0,1,0,2,1,0,1,3,2,1,2,1]. In this case, 6 units of rain water (blue section) are being trapped. **Thanks Marcos** for contributing this image!

**public** **class** Solution {

**public** **int** trap(**int**[] A) {

**if** (A.length < 3)

**return** 0;

**int** ans = 0;

**int** l = 0, r = A.length - 1;

**while** (l < r && A[l] <= A[l + 1])

l++;

**while** (l < r && A[r] <= A[r - 1])

r--;

**while** (l < r) {

**int** left = A[l];

**int** right = A[r];

**if** (left <= right)

**while** (l < r && left >= A[++l])

ans += left - A[l];

**else**

**while** (l < r && A[--r] <= right)

ans += right - A[r];

}

**return** ans;

}

}

# [Multiply Strings](https://leetcode.com/problems/multiply-strings)

Given two non-negative integers num1 and num2 represented as strings, return the product of num1 and num2.

**Note:**

1. The length of both num1 and num2 is < 110.
2. Both num1 and num2 contains only digits 0-9.
3. Both num1 and num2 does not contain any leading zero.
4. You **must not use any built-in BigInteger library** or **convert the inputs to integer** directly.

**public** **class** Solution {

**public** String multiply(String num1, String num2) {

**int** m = num1.length(), n = num2.length();

**int**[] pos = **new** **int**[m + n];

**for** (**int** i = m - 1; i >= 0; i--) {

**for** (**int** j = n - 1; j >= 0; j--) {

**int** mul = (num1.charAt(i) - '0') \* (num2.charAt(j) - '0');

**int** p1 = i + j, p2 = i + j + 1;

**int** sum = mul + pos[p2];

pos[p1] += sum / 10;

pos[p2] = (sum) % 10;

}

}

StringBuilder sb = **new** StringBuilder();

**for** (**int** p : pos)

**if** (!(sb.length() == 0 && p == 0))

sb.append(p);

**return** sb.length() == 0 ? "0" : sb.toString();

}

}

# [Wildcard Matching](https://leetcode.com/problems/wildcard-matching)

Implement wildcard pattern matching with support for '?' and '\*'.

'?' Matches any single character.

'\*' Matches any sequence of characters (including the empty sequence).

The matching should cover the **entire** input string (not partial).

The function prototype should be:

bool isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") ? false

isMatch("aa","aa") ? true

isMatch("aaa","aa") ? false

isMatch("aa", "\*") ? true

isMatch("aa", "a\*") ? true

isMatch("ab", "?\*") ? true

isMatch("aab", "c\*a\*b") ? false

**public** **class** Solution {

**public** **boolean** isMatch(String s, String p) {

**int** sp = 0, pp = 0, match = 0, starIdx = -1;

**while** (sp < s.length()) {

**if** (pp < p.length()

&& (p.charAt(pp) == '?' || s.charAt(sp) == p.charAt(pp))) {

sp++;

pp++;

}

**else** **if** (pp < p.length() && p.charAt(pp) == '\*') {

starIdx = pp;

match = sp;

pp++;

}

**else** **if** (starIdx != -1) {

pp = starIdx + 1;

match++;

sp = match;

}

**else**

**return** **false**;

}

**while** (pp < p.length() && p.charAt(pp) == '\*')

pp++;

**return** pp == p.length();

}

}

**public** **class** Solution {

**public** **boolean** isMatch(String s, String p) {

**int** m = s.length(), n = p.length();

**boolean**[][] dp = **new** **boolean**[m + 1][n + 1];

dp[0][0] = **true**;

**for** (**int** i = 1; i <= m; i++)

dp[i][0] = **false**;

**for** (**int** j = 1; j <= n; j++) {

**if** (p.charAt(j - 1) == '\*')

dp[0][j] = **true**;

**else**

**break**;

}

**for** (**int** i = 1; i <= m; i++) {

**for** (**int** j = 1; j <= n; j++) {

**if** (p.charAt(j - 1) != '\*')

dp[i][j] = dp[i - 1][j - 1]

&& (s.charAt(i - 1) == p.charAt(j - 1)

|| p.charAt(j - 1) == '?');

**else**

dp[i][j] = dp[i - 1][j] || dp[i][j - 1];

}

}

**return** dp[m][n];

}

}

# [Jump Game II](https://leetcode.com/problems/jump-game-ii)

Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Your goal is to reach the last index in the minimum number of jumps.

For example:  
Given array A = [2,3,1,1,4]

The minimum number of jumps to reach the last index is 2. (Jump 1 step from index 0 to 1, then 3 steps to the last index.)

**Note:**  
You can assume that you can always reach the last index.

**public** **class** Solution {

**public** **int** jump(**int**[] nums) {

**int** step = 0;

**int** curMaxP = 0;

**int** farthest = 0;

**if** (nums.length == 1) {

**return** 0;

}

**for** (**int** i = 0; i < nums.length;) {

**if** (nums[i] + i >= nums.length - 1)

**return** step + 1;

**for** (**int** j = i; j < nums.length && j <= nums[i] + i; ++j) {

**if** (farthest <= nums[j] + j) {

farthest = nums[j] + j;

curMaxP = j;

}

}

++step;

i = curMaxP == i ? curMaxP + 1 : curMaxP;

}

**return** -1;

}

}

# [Permutations](https://leetcode.com/problems/permutations)

Given a collection of **distinct** numbers, return all possible permutations.

For example,  
[1,2,3] have the following permutations:

[ [1,2,3],

[1,3,2],

[2,1,3],

[2,3,1],

[3,1,2],

[3,2,1]]

**public** **class** Solution {

**public** List<List<Integer>> permute(**int**[] nums) {

List<List<Integer>> list = **new** ArrayList<>();

*backtrack*(list, **new** ArrayList<>(), nums);

**return** list;

}

**private** **static** **void** backtrack(List<List<Integer>> list,

List<Integer> tempList, **int**[] nums) {

**if** (tempList.size() == nums.length) {

list.add(**new** ArrayList<>(tempList));

} **else** {

**for** (**int** i = 0; i < nums.length; i++) {

**if** (tempList.contains(nums[i]))

**continue**; // element already exists, skip

tempList.add(nums[i]);

*backtrack*(list, tempList, nums);

tempList.remove(tempList.size() - 1);

}

}

}

}

# [Permutations II](https://leetcode.com/problems/permutations-ii)

Given a collection of numbers that might contain duplicates, return all possible unique permutations.

For example,  
[1,1,2] have the following unique permutations:

[ [1,1,2],

[1,2,1],

[2,1,1]]

**public** **class** Solution {

**public** List<List<Integer>> permuteUnique(**int**[] nums) {

List<List<Integer>> list = **new** ArrayList<>();

Arrays.*sort*(nums);

backtrack(list, **new** ArrayList<>(), nums, **new** **boolean**[nums.length]);

**return** list;

}

**private** **void** backtrack(List<List<Integer>> list, List<Integer> tempList,

**int**[] nums, **boolean**[] used) {

**if** (tempList.size() == nums.length) {

list.add(**new** ArrayList<>(tempList));

} **else** {

**for** (**int** i = 0; i < nums.length; i++) {

**if** (used[i] || i > 0 && nums[i - 1] == nums[i] && !used[i - 1])

**continue**;

tempList.add(nums[i]);

used[i] = **true**;

backtrack(list, tempList, nums, used);

used[i] = **false**;

tempList.remove(tempList.size() - 1);

}

}

}

}

# [Rotate Image](https://leetcode.com/problems/rotate-image)

You are given an *n* x *n* 2D matrix representing an image.

Rotate the image by 90 degrees (clockwise).

Follow up:  
Could you do this in-place?

**public** **class** Solution {

**public** **void** rotate(**int**[][] matrix) {

**if**(matrix.length ==0 ||matrix.length != matrix[0].length ) **return**;

**int** n = matrix.length;

**int** temp, offset;

**for**(**int** i=0;i<=n/2; ++i) {

**int** first = i;

**int** last = n-i-1;

**for**(**int** j=first;j<last;++j) {

offset = j-i;

temp = matrix[first][j];

matrix[first][j] = matrix[last-offset][first];

matrix[last-offset][first] = matrix[last][last-offset];

matrix[last][last-offset] = matrix[j][last];

matrix[j][last] = temp;

}

}

}

}

# [Group Anagrams](https://leetcode.com/problems/group-anagrams)

Given an array of strings, group anagrams together.

For example, given: ["eat", "tea", "tan", "ate", "nat", "bat"],   
Return:

[ ["ate", "eat","tea"],

["nat","tan"],

["bat"]]

**Note:** All inputs will be in lower-case.

**public** **class** Solution {

**public** List<List<String>> groupAnagrams(String[] strs) {

List<List<String>> r = **new** ArrayList<List<String>>();

Map<String,List<String>> result = **new** HashMap<String,List<String>>();

**for**(String str:strs) {

**char**[] strC = str.toCharArray();

Arrays.*sort*(strC);

String key = **new** String(strC);

List<String> l = result.getOrDefault(key,**new** ArrayList<String>());

l.add(str);

result.put(key, l);

}

r.addAll(result.values());

**return** r;

}

}

# [Pow(x, n)](https://leetcode.com/problems/powx-n)

Implement pow(*x*, *n*).

**public** **class** Solution {

**public** **double** myPow(**double** x, **int** n) {

**if**(x == 0) **return** 0;

**long** m = (**long**)n;

**if**(n == 0)

**return** 1;

**if**(n<0){

m = -m;

x = 1/x;

}

**return** (m%2 == 0) ? myPow(x\*x, (**int**)(m/2)) : x\*myPow(x\*x, (**int**)(m/2));

}

}

# [N-Queens](https://leetcode.com/problems/n-queens)

The *n*-queens puzzle is the problem of placing *n* queens on an *n*×*n* chessboard such that no two queens attack each other.
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Given an integer *n*, return all distinct solutions to the *n*-queens puzzle.

Each solution contains a distinct board configuration of the *n*-queens' placement, where 'Q' and '.' both indicate a queen and an empty space respectively.

For example,  
There exist two distinct solutions to the 4-queens puzzle:

[[".Q..", // Solution 1

"...Q",

"Q...",

"..Q."],

["..Q.", // Solution 2

"Q...",

"...Q",

".Q.."]]

**public** **class** Solution {

**public** List<List<String>> solveNQueens(**int** n) {

List<List<String>> r = **new** ArrayList<List<String>>();

**boolean**[] col = **new** **boolean**[n];

**boolean**[] lr = **new** **boolean**[n \* 2];

**boolean**[] rl = **new** **boolean**[n \* 2];

*backtrack*(0, n, col, lr, rl, r, **new** ArrayList<String>());

**return** r;

}

**private** **static** **void** backtrack(**int** row, **int** n, **boolean**[] col, **boolean**[] lr,

**boolean**[] rl, List<List<String>> r, List<String> l) {

**if** (row == n) {

List<String> resultL = **new** ArrayList<String>();

resultL.addAll(l);

r.add(resultL);

}

**if** (row == n)

**return**;

**for** (**int** i = 0; i < n; ++i) {

**int** lrp = row - i + n;

**int** rlp = n \* 2 - i - row - 1;

**if** (col[i] || lr[lrp] || rl[rlp]) {

**continue**;

}

StringBuilder sb = **new** StringBuilder();

**for** (**int** i1 = 0; i1 < n; ++i1) {

**if** (i == i1) {

sb.append("Q");

**continue**;

}

sb.append(".");

}

l.add(sb.toString());

col[i] = **true**;

lr[lrp] = **true**;

rl[rlp] = **true**;

*backtrack*(row + 1, n, col, lr, rl, r, l);

l.remove(l.size() - 1);

col[i] = **false**;

lr[lrp] = **false**;

rl[rlp] = **false**;

}

}

}

# [N-Queens II](https://leetcode.com/problems/n-queens-ii)

Follow up for N-Queens problem.

Now, instead outputting board configurations, return the total number of distinct solutions.
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**public** **class** Solution {

**public** **int** totalNQueens(**int** n) {

**return** solveNQueens(n).size();

}

**private** **void** helper(**int** r, **boolean**[] cols, **boolean**[] d1, **boolean**[] d2,

String[] board, List<String[]> res) {

**if** (r == board.length)

res.add(board.clone());

**else** {

**for** (**int** c = 0; c < board.length; c++) {

**int** id1 = r - c + board.length,

id2 = 2 \* board.length - r - c - 1;

**if** (!cols[c] && !d1[id1] && !d2[id2]) {

**char**[] row = **new** **char**[board.length];

Arrays.*fill*(row, '.');

row[c] = 'Q';

board[r] = **new** String(row);

cols[c] = **true**;

d1[id1] = **true**;

d2[id2] = **true**;

helper(r + 1, cols, d1, d2, board, res);

cols[c] = **false**;

d1[id1] = **false**;

d2[id2] = **false**;

}

}

}

}

**public** List<String[]> solveNQueens(**int** n) {

List<String[]> res = **new** ArrayList<>();

helper(0, **new** **boolean**[n], **new** **boolean**[2 \* n], **new** **boolean**[2 \* n],

**new** String[n], res);

**return** res;

}

}

# [Maximum Subarray](https://leetcode.com/problems/maximum-subarray)

Find the contiguous subarray within an array (containing at least one number) which has the largest sum.

For example, given the array [-2,1,-3,4,-1,2,1,-5,4],  
the contiguous subarray [4,-1,2,1] has the largest sum = 6.

[click to show more practice.](https://leetcode.com/problems/maximum-subarray/)

**More practice:**

If you have figured out the O(*n*) solution, try coding another solution using the divide and conquer approach, which is more subtle.

**public** **class** Solution {

**public** **int** maxSubArray(**int**[] nums) {

**int** max = Integer.***MIN\_VALUE***;

**int** sum = 0;

**for**(**int** i = 0;i < nums.length;++i) {

**int** cur = nums[i];

sum += cur;

max = Math.*max*(max, sum);

**if**(sum < 0) {

sum = 0;

**continue**;

}

}

**return** max;

}

}

**public** **class** Solution {

**private** **class** ArrayContext {

**int** max;

**int** lMax;

**int** rMax;

**int** sum;

}

**public** ArrayContext getArrayContext(**int**[] nums, **int** l, **int** r) {

ArrayContext ctx = **new** ArrayContext();

**if** (l == r) {

ctx.max = nums[l];

ctx.lMax = nums[l];

ctx.rMax = nums[l];

ctx.sum = nums[l];

} **else** {

**int** m = (l + r) / 2;

ArrayContext lCtx = getArrayContext(nums, l, m);

ArrayContext rCtx = getArrayContext(nums, m + 1, r);

ctx.max = Math.*max*(Math.*max*(lCtx.max, rCtx.max),

lCtx.rMax + rCtx.lMax);

ctx.lMax = Math.*max*(lCtx.lMax, lCtx.sum + rCtx.lMax);

ctx.rMax = Math.*max*(rCtx.rMax, rCtx.sum + lCtx.rMax);

ctx.sum = lCtx.sum + rCtx.sum;

}

**return** ctx;

}

**public** **int** maxSubArray(**int**[] nums) {

**if** (nums.length == 0) {

**return** 0;

}

ArrayContext ctx = getArrayContext(nums, 0, nums.length - 1);

**return** ctx.max;

}

}

# [Spiral Matrix](https://leetcode.com/problems/spiral-matrix)

Given a matrix of *m* x *n* elements (*m* rows, *n* columns), return all elements of the matrix in spiral order.

For example,  
Given the following matrix:

[[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]]

You should return [1,2,3,6,9,8,7,4,5].

**public** **class** Solution {

**public** List<Integer> spiralOrder(**int**[][] matrix) {

List<Integer> res = **new** ArrayList<Integer>();

**if** (matrix.length == 0)

**return** res;

**int** rowBegin = 0;

**int** rowEnd = matrix.length - 1;

**int** colBegin = 0;

**int** colEnd = matrix[0].length - 1;

**while** (rowBegin <= rowEnd && colBegin <= colEnd) {

**for** (**int** j = colBegin; j <= colEnd; j++)

res.add(matrix[rowBegin][j]);

rowBegin++;

**for** (**int** j = rowBegin; j <= rowEnd; j++)

res.add(matrix[j][colEnd]);

colEnd--;

**if** (rowBegin <= rowEnd)

**for** (**int** j = colEnd; j >= colBegin; j--)

res.add(matrix[rowEnd][j]);

rowEnd--;

**if** (colBegin <= colEnd)

**for** (**int** j = rowEnd; j >= rowBegin; j--)

res.add(matrix[j][colBegin]);

colBegin++;

}

**return** res;

}

}

# [Jump Game](https://leetcode.com/problems/jump-game)

Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Determine if you are able to reach the last index.

For example:  
A = [2,3,1,1,4], return true.

A = [3,2,1,0,4], return false.

**public** **class** Solution {

**public** **boolean** canJump(**int**[] nums) {

**int** max = 0;

**for**(**int** i=0;i<nums.length;i++){

**if**(i>max) {**return** **false**;}

max = Math.*max*(nums[i]+i,max);

}

**return** **true**;

}

}

# [Merge Intervals](https://leetcode.com/problems/merge-intervals)

Given a collection of intervals, merge all overlapping intervals.

For example,  
Given [1,3],[2,6],[8,10],[15,18],  
return [1,6],[8,10],[15,18].

**public** **class** Solution {

**public** List<Interval> merge(List<Interval> intervals) {

**if** (intervals.size() <= 1)

**return** intervals;

intervals.sort((i1, i2) -> Integer.*compare*(i1.start, i2.start));

List<Interval> result = **new** LinkedList<Interval>();

**int** start = intervals.get(0).start;

**int** end = intervals.get(0).end;

**for** (Interval interval : intervals) {

**if** (interval.start <= end)

end = Math.*max*(end, interval.end);

**else** {

result.add(**new** Interval(start, end));

start = interval.start;

end = interval.end;

}

}

result.add(**new** Interval(start, end));

**return** result;

}

}

思路：以左值排序点，如果后面点的左值小于当前点右值，则右值为后面点，直到不满足此条件，得到一个Interval。

# [Insert Interval](https://leetcode.com/problems/insert-interval)

Given a set of *non-overlapping* intervals, insert a new interval into the intervals (merge if necessary).

You may assume that the intervals were initially sorted according to their start times.

**Example 1:**  
Given intervals [1,3],[6,9], insert and merge [2,5] in as [1,5],[6,9].

**Example 2:**  
Given [1,2],[3,5],[6,7],[8,10],[12,16], insert and merge [4,9] in as [1,2],[3,10],[12,16].

This is because the new interval [4,9] overlaps with [3,5],[6,7],[8,10].

**public** **class** Solution {

**public** List<Interval> insert(List<Interval> intervals,

Interval newInterval) {

**int** i = 0;

**while** (i < intervals.size() && intervals.get(i).end < newInterval.start)

i++;

**while** (i < intervals.size()

&& intervals.get(i).start <= newInterval.end) {

newInterval = **new** Interval(

Math.*min*(intervals.get(i).start, newInterval.start),

Math.*max*(intervals.get(i).end, newInterval.end));

intervals.remove(i);

}

intervals.add(i, newInterval);

**return** intervals;

}

}

# [Length of Last Word](https://leetcode.com/problems/length-of-last-word)

Given a string *s* consists of upper/lower-case alphabets and empty space characters ' ', return the length of last word in the string.

If the last word does not exist, return 0.

**Note:** A word is defined as a character sequence consists of non-space characters only.

For example,   
Given *s* = "Hello World",  
return 5.

**public** **class** Solution {

**public** **int** lengthOfLastWord(String s) {

**return** s.trim().length()-s.trim().lastIndexOf(" ")-1;

}

}

**public** **class** Solution {

**public** **int** lengthOfLastWord(String s) {

**int** lenIndex = s.length() - 1;

**int** len = 0;

**for** (**int** i = lenIndex; i >= 0 && s.charAt(i) == ' '; i--)

lenIndex--;

**for** (**int** i = lenIndex; i >= 0 && s.charAt(i) != ' '; i--)

len++;

**return** len;

}

}

# [Spiral Matrix II](https://leetcode.com/problems/spiral-matrix-ii)

Given an integer *n*, generate a square matrix filled with elements from 1 to *n*2 in spiral order.

For example,  
Given *n* = 3,

You should return the following matrix:

[[ 1, 2, 3 ],

[ 8, 9, 4 ],

[ 7, 6, 5 ]]

**public** **class** Solution {

**public** **int**[][] generateMatrix(**int** n) {

**int**[][] ret = **new** **int**[n][n];

**int** left = 0, top = 0;

**int** right = n - 1, down = n - 1;

**int** count = 1;

**while** (left <= right) {

**for** (**int** j = left; j <= right; j++)

ret[top][j] = count++;

top++;

**for** (**int** i = top; i <= down; i++)

ret[i][right] = count++;

right--;

**for** (**int** j = right; j >= left; j--)

ret[down][j] = count++;

down--;

**for** (**int** i = down; i >= top; i--)

ret[i][left] = count++;

left++;

}

**return** ret;

}

}

# [Permutation Sequence](https://leetcode.com/problems/permutation-sequence)

The set [1,2,3,…,*n*] contains a total of *n*! unique permutations.

By listing and labeling all of the permutations in order,  
We get the following sequence (ie, for *n* = 3):

1. "123"
2. "132"
3. "213"
4. "231"
5. "312"
6. "321"

Given *n* and *k*, return the *k*th permutation sequence.

**Note:** Given *n* will be between 1 and 9 inclusive.

**public** **class** Solution {

**public** String getPermutation(**int** n, **int** k) {

**int** pos = 0;

List<Integer> numbers = **new** ArrayList<>();

**int**[] factorial = **new** **int**[n + 1];

StringBuilder sb = **new** StringBuilder();

**int** sum = 1;

factorial[0] = 1;

**for** (**int** i = 1; i <= n; i++) {

sum \*= i;

factorial[i] = sum;

}

**for** (**int** i = 1; i <= n; i++) {

numbers.add(i);

}

k--;

**for** (**int** i = 1; i <= n; i++) {

**int** index = k / factorial[n - i];

sb.append(String.*valueOf*(numbers.get(index)));

numbers.remove(index);

k -= index \* factorial[n - i];

}

**return** sb.toString();

}

}

# [Rotate List](https://leetcode.com/problems/rotate-list)

Given a list, rotate the list to the right by *k* places, where *k* is non-negative.

For example:  
Given 1->2->3->4->5->NULL and *k* = 2,  
return 4->5->1->2->3->NULL.

**public** **class** Solution {

**public** ListNode rotateRight(ListNode head, **int** k) {

**if** (head == **null** || head.next == **null**)

**return** head;

ListNode dummy = **new** ListNode(0);

dummy.next = head;

ListNode fast = dummy, slow = dummy;

**int** i;

**for** (i = 0; fast.next != **null**; i++)

fast = fast.next;

**for** (**int** j = i - k % i; j > 0; j--)

slow = slow.next;

fast.next = dummy.next;

dummy.next = slow.next;

slow.next = **null**;

**return** dummy.next;

}

}

# [Unique Paths](https://leetcode.com/problems/unique-paths)

A robot is located at the top-left corner of a *m* x *n* grid (marked 'Start' in the diagram below).

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked 'Finish' in the diagram below).

How many possible unique paths are there?

![https://leetcode.com/static/images/problemset/robot_maze.png](data:image/png;base64,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)

Above is a 3 x 7 grid. How many possible unique paths are there?

**Note:** *m* and *n* will be at most 100.

**public** **class** Solution {

**public** **int** uniquePaths(**int** m, **int** n) {

**int** table[][] = **new** **int**[m][n];

**for**(**int** i = 0; i < m;i++) {

table[i][0] = 1;

}

**for**(**int** i = 1; i < n;i++) {

table[0][i] = 1;

}

**for**(**int** row = 1; row < m;row++) {

**for**(**int** column = 1; column < n;column++) {

table[row][column] = table[row-1][column] + table[row][column - 1];

}

}

**return** table[m-1][n-1];

}

}

# [Unique Paths II](https://leetcode.com/problems/unique-paths-ii)

Follow up for "Unique Paths":

Now consider if some obstacles are added to the grids. How many unique paths would there be?

An obstacle and empty space is marked as 1 and 0 respectively in the grid.

For example,

There is one obstacle in the middle of a 3x3 grid as illustrated below.

[ [0,0,0],

[0,1,0],

[0,0,0]]

The total number of unique paths is 2.

**Note:** *m* and *n* will be at most 100.

**public** **class** Solution {

**public** **int** uniquePathsWithObstacles(**int**[][] obstacleGrid) {

**int** table[][] = obstacleGrid;

**int** m = obstacleGrid.length;

**int** n = obstacleGrid[0].length;

**for** (**int** row = 0; row < m; row++) {

**for** (**int** column = 0; column < n; column++) {

**if** (table[row][column] == 1) {

table[row][column] = 0;

} **else** **if** (column == 0 && row == 0 && table[row][column] != 1) {

table[row][column] = 1;

} **else** **if** (column == 0) {

table[row][column] = table[row - 1][column];

} **else** **if** (row == 0) {

table[row][column] = table[row][column - 1];

} **else**

table[row][column] = table[row - 1][column]

+ table[row][column - 1];

}

}

**return** table[m - 1][n - 1];

}

}

# [Minimum Path Sum](https://leetcode.com/problems/minimum-path-sum)

Given a *m* x *n* grid filled with non-negative numbers, find a path from top left to bottom right which *minimizes* the sum of all numbers along its path.

**Note:** You can only move either down or right at any point in time.

**public** **class** Solution {

**public** **int** minPathSum(**int**[][] grid) {

**int** m = grid.length;

**if**(m == 0)

**return** 0;

**int** n = grid[0].length;

**for**(**int** i = 0; i < m; ++i) {

**for**(**int** j = 0; j < n; ++j) {

**if**(i == 0 && j != 0)

grid[i][j] = grid[i][j-1] + grid[i][j];

**else** **if**(i != 0 && j == 0)

grid[i][j] = grid[i-1][j] + grid[i][j];

**if**(i != 0 && j != 0)

grid[i][j] = Math.*min*(grid[i][j-1], grid[i-1][j]) + grid[i][j];

}

}

**return** grid[m-1][n-1];

}

}

# [Valid Number](https://leetcode.com/problems/valid-number)

Validate if a given string is numeric.

Some examples:  
"0" => true  
" 0.1 " => true  
"abc" => false  
"1 a" => false  
"2e10" => true

**Note:** It is intended for the problem statement to be ambiguous. You should gather all requirements up front before implementing one.

**public** **class** Solution {

**public** **boolean** isNumber(String s) {

**if** (s == **null**)

**return** **false**;

s = s.trim().toLowerCase();

**int** n = s.length();

**if** (n == 0)

**return** **false**;

**int** signCount = 0;

**boolean** hasE = **false**;

**boolean** hasNum = **false**;

**boolean** hasPoint = **false**;

**for** (**int** i = 0; i < n; i++) {

**char** c = s.charAt(i);

**if** (!isValid(c))

**return** **false**;

**if** (c >= '0' && c <= '9')

hasNum = **true**;

**if** (c == 'e') {

**if** (hasE || !hasNum)

**return** **false**;

**if** (i == n - 1)

**return** **false**;

hasE = **true**;

}

**if** (c == '.') {

**if** (hasPoint || hasE)

**return** **false**;

**if** (i == n - 1 && !hasNum)

**return** **false**;

hasPoint = **true**;

}

**if** (c == '+' || c == '-') {

**if** (signCount == 2)

**return** **false**;

**if** (i == n - 1)

**return** **false**;

**if** (i > 0 && s.charAt(i - 1) != 'e')

**return** **false**;

signCount++;

}

}

**return** **true**;

}

**boolean** isValid(**char** c) {

**return** c == '.' || c == '+' || c == '-' || c == 'e'

|| c >= '0' && c <= '9';

}

}

# [Plus One](https://leetcode.com/problems/plus-one)

Given a non-negative integer represented as a **non-empty** array of digits, plus one to the integer.

You may assume the integer do not contain any leading zero, except the number 0 itself.

The digits are stored such that the most significant digit is at the head of the list.

**public** **class** Solution {

**public** **int**[] plusOne(**int**[] digits) {

**int** n = digits.length;

**for**(**int** i=n-1; i>=0; i--) {

**if**(digits[i] < 9) {

digits[i]++;

**return** digits;

}

digits[i] = 0;

}

**int**[] newNumber = **new** **int** [n+1];

newNumber[0] = 1;//only for 9999 like

**return** newNumber;

}

}

# [Add Binary](https://leetcode.com/problems/add-binary)

Given two binary strings, return their sum (also a binary string).

For example,  
a = "11"  
b = "1"  
Return "100".

**public** **class** Solution {

**public** String addBinary(String a, String b) {

StringBuilder sb = **new** StringBuilder();

**int** i = a.length() - 1, j = b.length() -1, carry = 0;

**while** (i >= 0 || j >= 0) {

**int** sum = carry;

**if** (j >= 0) sum += b.charAt(j--) - '0';

**if** (i >= 0) sum += a.charAt(i--) - '0';

sb.append(sum % 2);

carry = sum / 2;

}

**if** (carry != 0) sb.append(carry);

**return** sb.reverse().toString();

}

}

思路：小学加法竖式，从低位加到高们（考虑进位）。

# [Text Justification](https://leetcode.com/problems/text-justification)

Given an array of words and a length *L*, format the text such that each line has exactly *L* characters and is fully (left and right) justified.

You should pack your words in a greedy approach; that is, pack as many words as you can in each line. Pad extra spaces ' ' when necessary so that each line has exactly *L* characters.

Extra spaces between words should be distributed as evenly as possible. If the number of spaces on a line do not divide evenly between words, the empty slots on the left will be assigned more spaces than the slots on the right.

For the last line of text, it should be left justified and no extra space is inserted between words.

For example,  
**words**: ["This", "is", "an", "example", "of", "text", "justification."]  
**L**: 16.

Return the formatted lines as:

[ "This is an",

"example of text",

"justification. "]

**Note:** Each word is guaranteed not to exceed *L* in length.

[click to show corner cases.](https://leetcode.com/problems/text-justification/)

**Corner Cases:**

* A line other than the last line might contain only one word. What should you do in this case?  
  In this case, that line should be left-justified.

**public** **class** Solution {

**public** List<String> fullJustify(String[] words, **int** maxWidth) {

StringBuilder sb = **new** StringBuilder();

**for** (**int** i = 0; i < maxWidth; ++i)

sb.append(" ");

String pads = sb.toString();

List<String> strs = **new** ArrayList<>();

**for** (**int** i = 0, sum = 0, j = 0; i < words.length; i = j) {

**for** (j = i + 1, sum = words[i].length(); j < words.length

&& sum + j - i + words[j].length() <= maxWidth; ++j)

sum += words[j].length();

StringBuilder l = **new** StringBuilder();

**int** n = j - 1 - i;

**int** m = (j == words.length || 0 == n) ? 1 : ((maxWidth - sum) / n);

**int** b = (j == words.length) ? 0 : (maxWidth - sum - m \* n);

**for** (**int** k = i; k < j - 1; ++k) {

l.append(words[k]);

l.append(pads.substring(0, (k - i < b) ? (m + 1) : m));

}

l.append(words[j - 1]);

**if** (j == words.length || 0 == n) {

l.append(pads.substring(0, maxWidth - sum - n));

}

strs.add(l.toString());

}

**return** strs;

}

}

# [Sqrt(x)](https://leetcode.com/problems/sqrtx)

Implement int sqrt(int x).

Compute and return the square root of *x*.

**public** **class** Solution {

**public** **int** mySqrt(**int** x) {

**if** (x < 1) **return** 0;

**int** left = 1, right = x;

**long** mid;

**while**(left+1 < right) {

mid = left + (right-left) /2;

**if**(mid\*mid > x) {

right = (**int**)mid;

} **else** **if**(mid\*mid < x) {

left = (**int**)mid;

} **else**

**return** (**int**)mid;

}

**return** left;

}

}

# [Climbing Stairs](https://leetcode.com/problems/climbing-stairs)

You are climbing a stair case. It takes *n* steps to reach to the top.

Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?

**Note:** Given *n* will be a positive integer.

**public** **class** Solution {

**public** **int** climbStairs(**int** n) {

**if**(n<=1)

**return** 1;

**if**(n==2)

**return** 2;

**int**[] ways = **new** **int**[n];

ways[0]=1;

ways[1]=2;

**for**(**int** i = 2;i<n;++i)

ways[i] = ways[i-1] + ways[i-2];

**return** ways[n-1];

}

}

# [Simplify Path](https://leetcode.com/problems/simplify-path)

Given an absolute path for a file (Unix-style), simplify it.

For example,  
**path** = "/home/", => "/home"  
**path** = "/a/./b/../../c/", => "/c"

[click to show corner cases.](https://leetcode.com/problems/simplify-path/)

**Corner Cases:**

* Did you consider the case where **path** = "/../"?  
  In this case, you should return "/".
* Another corner case is the path might contain multiple slashes '/' together, such as "/home//foo/".  
  In this case, you should ignore redundant slashes and return "/home/foo".

**public** **class** Solution {

**public** String simplifyPath(String path) {

**while** (path.contains("//")) {

path = path.replace("//", "/");

}

String[] paths = path.split("/");

List<String> pathList = **new** LinkedList<String>();

**for** (String p : paths) {

**if** (p.length() < 1)

**continue**;

**if** (p.equals(".")) {

} **else** **if** (p.equals("..")) {

**if** (pathList.size() > 0)

pathList.remove(pathList.size() - 1);

} **else**

pathList.add(p);

}

StringBuilder sb = **new** StringBuilder();

sb.append("/");

**for** (**int** i = 0; i < pathList.size(); ++i) {

sb.append(pathList.get(i));

**if** (i != pathList.size() - 1)

sb.append("/");

}

**return** sb.toString();

}

}

# [Edit Distance](https://leetcode.com/problems/edit-distance)

Given two words *word1* and *word2*, find the minimum number of steps required to convert *word1* to *word2*. (each operation is counted as 1 step.)

You have the following 3 operations permitted on a word:

a) Insert a character  
b) Delete a character  
c) Replace a character

**public** **class** Solution {

**public** **int** minDistance(String word1, String word2) {

**int** m = word1.length();

**int** n = word2.length();

**int**[][] cost = **new** **int**[m + 1][n + 1];

**for**(**int** i = 0; i <= m; i++)

cost[i][0] = i;

**for**(**int** i = 1; i <= n; i++)

cost[0][i] = i;

**for**(**int** i = 0; i < m; i++) {

**for**(**int** j = 0; j < n; j++) {

**if**(word1.charAt(i) == word2.charAt(j))

cost[i + 1][j + 1] = cost[i][j];

**else** {

**int** a = cost[i][j];

**int** b = cost[i][j + 1];

**int** c = cost[i + 1][j];

cost[i + 1][j + 1] = a < b ? (a < c ? a : c) : (b < c ? b : c);

cost[i + 1][j + 1]++;

}

}

}

**return** cost[m][n];

}

}

# [Set Matrix Zeroes](https://leetcode.com/problems/set-matrix-zeroes)

Given a *m* x *n* matrix, if an element is 0, set its entire row and column to 0. Do it in place.

[click to show follow up.](https://leetcode.com/problems/set-matrix-zeroes/)

**Follow up:**

Did you use extra space?  
A straight forward solution using O(*mn*) space is probably a bad idea.  
A simple improvement uses O(*m* + *n*) space, but still not the best solution.  
Could you devise a constant space solution?

**public** **class** Solution {

**public** **void** setZeroes(**int**[][] matrix) {

**boolean** fr = **false**,fc = **false**;

**for**(**int** i = 0; i < matrix.length; i++) {

**for**(**int** j = 0; j < matrix[0].length; j++) {

**if**(matrix[i][j] == 0) {

**if**(i == 0) fr = **true**;

**if**(j == 0) fc = **true**;

matrix[0][j] = 0;

matrix[i][0] = 0;

}

}

}

**for**(**int** i = 1; i < matrix.length; i++) {

**for**(**int** j = 1; j < matrix[0].length; j++) {

**if**(matrix[i][0] == 0 || matrix[0][j] == 0) {

matrix[i][j] = 0;

}

}

}

**if**(fr) {

**for**(**int** j = 0; j < matrix[0].length; j++) {

matrix[0][j] = 0;

}

}

**if**(fc) {

**for**(**int** i = 0; i < matrix.length; i++) {

matrix[i][0] = 0;

}

}

}

}

# [Search a 2D Matrix](https://leetcode.com/problems/search-a-2d-matrix)

Write an efficient algorithm that searches for a value in an *m* x *n* matrix. This matrix has the following properties:

* Integers in each row are sorted from left to right.
* The first integer of each row is greater than the last integer of the previous row.

For example,

Consider the following matrix:

[ [1, 3, 5, 7],

[10, 11, 16, 20],

[23, 30, 34, 50]]

Given **target** = 3, return true.

**public** **class** Solution {

**public** **boolean** searchMatrix(**int**[][] matrix, **int** target) {

**int** n = matrix.length;

**if**(n == 0)

**return** **false**;

**int** m = matrix[0].length;

**if**(m == 0)

**return** **false**;

**int** l = 0, r = m \* n - 1;

**while** (l != r){

**int** mid = (l + r - 1) >> 1;

**if** (matrix[mid / m][mid % m] < target)

l = mid + 1;

**else**

r = mid;

}

**return** matrix[r / m][r % m] == target;

}

}

# [Sort Colors](https://leetcode.com/problems/sort-colors)

Given an array with *n* objects colored red, white or blue, sort them so that objects of the same color are adjacent, with the colors in the order red, white and blue.

Here, we will use the integers 0, 1, and 2 to represent the color red, white, and blue respectively.

**Note:**  
You are not suppose to use the library's sort function for this problem.

[click to show follow up.](https://leetcode.com/problems/sort-colors/)

**Follow up:**  
A rather straight forward solution is a two-pass algorithm using counting sort.  
First, iterate the array counting number of 0's, 1's, and 2's, then overwrite array with total number of 0's, then 1's and followed by 2's.

Could you come up with an one-pass algorithm using only constant space?

**public** **class** Solution {

**public** **void** sortColors(**int**[] nums) {

**int** r = 0;

**int** w = 0;

**for**(**int** i=0;i<nums.length;++i) {

**if**(0==nums[i])

++r;

**if**(1==nums[i])

++w;

}

**for**(**int** i=0;i<r;++i)

nums[i] = 0;

**for**(**int** i=r;i<r+w;++i)

nums[i] = 1;

**for**(**int** i=r+w;i<nums.length;++i)

nums[i] = 2;

}

}

# [Minimum Window Substring](https://leetcode.com/problems/minimum-window-substring)

Given a string S and a string T, find the minimum window in S which will contain all the characters in T in complexity O(n).

For example,  
**S** = "ADOBECODEBANC"  
**T** = "ABC"

Minimum window is "BANC".

**Note:**  
If there is no such window in S that covers all characters in T, return the empty string "".

If there are multiple such windows, you are guaranteed that there will always be only one unique minimum window in S.

**public** **class** Solution {

**public** String minWindow(String s, String t) {

**int**[] map = **new** **int**[256];

**for** (**char** c : t.toCharArray())

map[c]++;

**int** counter = t.length(), begin = 0, end = 0, d = Integer.***MAX\_VALUE***,

head = 0;

**while** (end < s.length()) {

**if** (map[s.charAt(end++)]-- > 0)

counter--; // in t

**while** (counter == 0) { // valid

**if** (end - begin < d) {

head = begin;

d = end - head;

}

**if** (map[s.charAt(begin++)]++ == 0)

counter++; // make it invalid

}

}

**return** d == Integer.***MAX\_VALUE*** ? "" : s.substring(head, head + d);

}

}

思路：Sliding Window，先找到包含T的第一个字串，然后把左边界缩小到最小但包含T的状态，这是第一个Candidate。然后左边界前移，重复第一步，找到所有Candidates。最终找到最小值并返回。

# [Combinations](https://leetcode.com/problems/combinations)

Given two integers *n* and *k*, return all possible combinations of *k* numbers out of 1 ... *n*.

For example,  
If *n* = 4 and *k* = 2, a solution is:

[ [2,4],

[3,4],

[2,3],

[1,2],

[1,3],

[1,4],]

**public** **class** Solution {

**public** List<List<Integer>> combine(**int** n, **int** k) {

List<List<Integer>> combs = **new** ArrayList<List<Integer>>();

*combine*(combs, **new** ArrayList<Integer>(), 1, n, k);

**return** combs;

}

**public** **static** **void** combine(List<List<Integer>> combs, List<Integer> comb,

**int** start, **int** n, **int** k) {

**if** (k == 0) {

combs.add(**new** ArrayList<Integer>(comb));

**return**;

}

**for** (**int** i = start; i <= n; i++) {

comb.add(i);

*combine*(combs, comb, i + 1, n, k - 1);

comb.remove(comb.size() - 1);

}

}

}

# [Subsets](https://leetcode.com/problems/subsets)

Given a set of **distinct** integers, *nums*, return all possible subsets.

**Note:** The solution set must not contain duplicate subsets.

For example,  
If ***nums*** = [1,2,3], a solution is:

[ [3],

[1],

[2],

[1,2,3],

[1,3],

[2,3],

[1,2],

[]]

**public** **class** Solution {

**public** List<List<Integer>> subsets(**int**[] nums) {

List<List<Integer>> list = **new** ArrayList<>();

backtrack(list, **new** ArrayList<>(), nums, 0);

**return** list;

}

**private** **void** backtrack(List<List<Integer>> list, List<Integer> tempList,

**int**[] nums, **int** start) {

list.add(**new** ArrayList<>(tempList));

**for** (**int** i = start; i < nums.length; i++) {

tempList.add(nums[i]);

backtrack(list, tempList, nums, i + 1);

tempList.remove(tempList.size() - 1);

}

}

}

# [Word Search](https://leetcode.com/problems/word-search)

Given a 2D board and a word, find if the word exists in the grid.

The word can be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once.

For example,  
Given **board** =

[ ['A','B','C','E'],

['S','F','C','S'],

['A','D','E','E']]

**word** = "ABCCED", -> returns true,  
**word** = "SEE", -> returns true,  
**word** = "ABCB", -> returns false.

**public** **class** Solution {

**public** **boolean** exist(**char**[][] board, String word) {

**if** (word == **null** || word.length() == 0) {

**return** **true**;

}

**char**[] chs = word.toCharArray();

**for** (**int** i = 0; i < board.length; i++) {

**for** (**int** j = 0; j < board[0].length; j++) {

**if** (dfs(board, chs, 0, i, j)) {

**return** **true**;

}

}

}

**return** **false**;

}

**private** **boolean** dfs(**char**[][] board, **char**[] words, **int** idx, **int** x, **int** y) {

**if** (idx == words.length) {

**return** **true**;

}

**if** (x < 0 || x == board.length || y < 0 || y == board[0].length) {

**return** **false**;

}

**if** (board[x][y] != words[idx]) {

**return** **false**;

}

board[x][y] ^= 256;

**boolean** exist = dfs(board, words, idx + 1, x, y + 1)

|| dfs(board, words, idx + 1, x, y - 1)

|| dfs(board, words, idx + 1, x + 1, y)

|| dfs(board, words, idx + 1, x - 1, y);

board[x][y] ^= 256;

**return** exist;

}

}

# [Remove Duplicates from Sorted Array II](https://leetcode.com/problems/remove-duplicates-from-sorted-array-ii)

Follow up for "Remove Duplicates":  
What if duplicates are allowed at most *twice*?

For example,  
Given sorted array *nums* = [1,1,1,2,2,3],

Your function should return length = 5, with the first five elements of *nums* being 1, 1, 2, 2 and 3. It doesn't matter what you leave beyond the new length.

**public** **class** Solution {

**public** **int** removeDuplicates(**int**[] nums) {

**int** i = 0;

**for** (**int** n : nums)

**if** (i < 2 || n > nums[i - 2])

nums[i++] = n;

**return** i;

}

}

# [Search in Rotated Sorted Array II](https://leetcode.com/problems/search-in-rotated-sorted-array-ii)

*Follow up* for "Search in Rotated Sorted Array":  
What if *duplicates* are allowed?

Would this affect the run-time complexity? How and why?

Suppose an array sorted in ascending order is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

Write a function to determine if a given target is in the array.

The array may contain duplicates.

**public** **class** Solution {

**public** **boolean** search(**int**[] nums, **int** target) {

**int** start = 0, end = nums.length - 1, mid = -1;

**while** (start <= end) {

mid = (start + end) / 2;

**if** (nums[mid] == target) {

**return** **true**;

}

**if** (nums[mid] < nums[end] || nums[mid] < nums[start]) {

**if** (target > nums[mid] && target <= nums[end]) {

start = mid + 1;

} **else** {

end = mid - 1;

}

} **else** **if** (nums[mid] > nums[start] || nums[mid] > nums[end]) {

**if** (target < nums[mid] && target >= nums[start]) {

end = mid - 1;

} **else** {

start = mid + 1;

}

} **else** {

end--;

}

}

**return** **false**;

}

}

# [Remove Duplicates from Sorted List II](https://leetcode.com/problems/remove-duplicates-from-sorted-list-ii)

Given a sorted linked list, delete all nodes that have duplicate numbers, leaving only *distinct* numbers from the original list.

For example,  
Given 1->2->3->3->4->4->5, return 1->2->5.  
Given 1->1->1->2->3, return 2->3.

**public** **class** Solution {

**public** ListNode deleteDuplicates(ListNode head) {

**if** (head == **null**)

**return** **null**;

ListNode dummyNode = **new** ListNode(0);

dummyNode.next = head;

ListNode pre = dummyNode;

ListNode cur = head;

**while** (cur != **null**) {

**while** (cur.next != **null** && cur.val == cur.next.val) {

cur = cur.next;

}

**if** (pre.next == cur) {

pre = pre.next;

} **else** {

pre.next = cur.next;

}

cur = cur.next;

}

**return** dummyNode.next;

}

}

# [Remove Duplicates from Sorted List](https://leetcode.com/problems/remove-duplicates-from-sorted-list)

Given a sorted linked list, delete all duplicates such that each element appear only *once*.

For example,  
Given 1->1->2, return 1->2.  
Given 1->1->2->3->3, return 1->2->3.

**public** **class** Solution {

**public** ListNode deleteDuplicates(ListNode head) {

ListNode dummyNode = **new** ListNode(0);

dummyNode.next = head;

**while** (head != **null** && head.next != **null**) {

**while** (head.val == head.next.val) {

head.next = head.next.next;

**if** (head.next == **null**)

**break**;

}

head = head.next;

}

**return** dummyNode.next;

}

}

# [Largest Rectangle in Histogram](https://leetcode.com/problems/largest-rectangle-in-histogram)

Given *n* non-negative integers representing the histogram's bar height where the width of each bar is 1, find the area of largest rectangle in the histogram.

![https://leetcode.com/static/images/problemset/histogram.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAADMCAMAAAD+tTlYAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAD9QTFRFZrb//7ZmkDoA///b2///ADqQOpDbAGa2OgAA/9uQ25A6//+2ZgAAtmYAAAA6tv//AABmkNv/kJBmAAAA////GMlBmQAAAfxJREFUeNrs3W1PgzAUhuEONt6ZYvf/f6srxsRAmWvXIk+8m/jJD+fy5NBuDXk0N+FlwIMHn2mVhbXXSRPfNpezaufLotYdm9P1w9rUvd8L393nvR9q0c7b6v4XvL9J4tvGuNmZRB/Yy9n9aG6VbptPPDWcsODBgwcP/pVlH66j46N/CR48ePDgwSfDn+Yz06jijXLnjfjY1KJ4d6vUD5XwbjMub5XAZ8fPE7O+BuaB5YQFDx48ePCxvugbvSPgpTsPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPHjx48ODBgwcPPhN+tNZWoniXN9A2le7YbIRtaOCFOz96XlKW6rzw2GykhBwe3w/mK2xDc6t0bzj6Q0I4YcGDBw9eF2/t7++2Hxf/RFXw4MGDB/+v8J0nNWIP/LpuOH68ThvpC3nxnrrB+LKowqNgE+B9deNmfp28sM/ML+rG4cfAOM9U+EXdGHxZhMZ5psGv6kbgI3Kbk+DXdcPxnQ1PDk6B7wLjHnz4tpm/pOz+wPrq8vEAPHjw4MF/4zPlRrxwoxeCP1pzwYMHDx48ePDg8+P7IWH08L549/9xZPE3X/wwePDgwefZKpcvOXLCggcPHrw+/i9uYek8ePDgwYMHDx48ePDgwYMHDx48ePDgwYN/Dq+2fuIlF3jwEetTgAEAJ5umQ4edUd0AAAAASUVORK5CYII=)

Above is a histogram where width of each bar is 1, given height = [2,1,5,6,2,3].

![https://leetcode.com/static/images/problemset/histogram_area.png](data:image/png;base64,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)

The largest rectangle is shown in the shaded area, which has area = 10 unit.

For example,  
Given heights = [2,1,5,6,2,3],  
return 10.

**public** **class** Solution {

**public** **int** largestRectangleArea(**int**[] heights) {

**if** (heights == **null** || heights.length == 0) {

**return** 0;

}

**int**[] lessFromLeft = **new** **int**[heights.length];

**int**[] lessFromRight = **new** **int**[heights.length];

lessFromRight[heights.length - 1] = heights.length;

lessFromLeft[0] = -1;

**for** (**int** i = 1; i < heights.length; i++) {

**int** p = i - 1;

**while** (p >= 0 && heights[p] >= heights[i]) {

p = lessFromLeft[p];

}

lessFromLeft[i] = p;

}

**for** (**int** i = heights.length - 2; i >= 0; i--) {

**int** p = i + 1;

**while** (p < heights.length && heights[p] >= heights[i]) {

p = lessFromRight[p];

}

lessFromRight[i] = p;

}

**int** maxArea = 0;

**for** (**int** i = 0; i < heights.length; i++) {

maxArea = Math.*max*(maxArea,

heights[i] \* (lessFromRight[i] - lessFromLeft[i] - 1));

}

**return** maxArea;

}

}

**public** **class** Solution {

**public** **int** largestRectangleArea(**int**[] heights) {

**int** len = heights.length;

Stack<Integer> s = **new** Stack<Integer>();

**int** maxArea = 0;

**for** (**int** i = 0; i <= len; i++) {

**int** h = (i == len ? 0 : heights[i]);

**if** (s.isEmpty() || h >= heights[s.peek()]) {

s.push(i);

} **else** {

**int** tp = s.pop();

maxArea = Math.*max*(maxArea,

heights[tp] \* (s.isEmpty() ? i : i - 1 - s.peek()));

i--;

}

}

**return** maxArea;

}

}

# [Maximal Rectangle](https://leetcode.com/problems/maximal-rectangle)

Given a 2D binary matrix filled with 0's and 1's, find the largest rectangle containing only 1's and return its area.

For example, given the following matrix:

1 0 1 0 0

1 0 1 1 1

1 1 1 1 1

1 0 0 1 0

Return 6.

**public** **class** Solution {

**public** **int** maximalRectangle(**char**[][] matrix) {

**if** (matrix.length == 0)

**return** 0;

**int** m = matrix.length;

**int** n = matrix[0].length;

**int**[] left = **new** **int**[n], right = **new** **int**[n], height = **new** **int**[n];

**for** (**int** i = 0; i < n; ++i)

right[i] = n;

**int** maxA = 0;

**for** (**int** i = 0; i < m; ++i) {

**int** cur\_left = 0, cur\_right = n;

**for** (**int** j = 0; j < n; j++) {

**if** (matrix[i][j] == '1')

height[j]++;

**else**

height[j] = 0;

}

**for** (**int** j = 0; j < n; j++) {

**if** (matrix[i][j] == '1')

left[j] = Math.*max*(left[j], cur\_left);

**else** {

left[j] = 0;

cur\_left = j + 1;

}

}

**for** (**int** j = n - 1; j >= 0; j--) {

**if** (matrix[i][j] == '1')

right[j] = Math.*min*(right[j], cur\_right);

**else** {

right[j] = n;

cur\_right = j;

}

}

**for** (**int** j = 0; j < n; j++)

maxA = Math.*max*(maxA, (right[j] - left[j]) \* height[j]);

}

**return** maxA;

}

}

# [Partition List](https://leetcode.com/problems/partition-list)

Given a linked list and a value *x*, partition it such that all nodes less than *x* come before nodes greater than or equal to *x*.

You should preserve the original relative order of the nodes in each of the two partitions.

For example,  
Given 1->4->3->2->5->2 and *x* = 3,  
return 1->2->2->4->3->5.

**public** **class** Solution {

**public** ListNode partition(ListNode head, **int** x) {

ListNode dummy1 = **new** ListNode(0), dummy2 = **new** ListNode(0);

ListNode curr1 = dummy1, curr2 = dummy2;

**while** (head != **null**) {

**if** (head.val < x) {

curr1.next = head;

curr1 = head;

} **else** {

curr2.next = head;

curr2 = head;

}

head = head.next;

}

curr2.next = **null**;

curr1.next = dummy2.next;

**return** dummy1.next;

}

}

# [Scramble String](https://leetcode.com/problems/scramble-string)

Given a string *s1*, we may represent it as a binary tree by partitioning it to two non-empty substrings recursively.

Below is one possible representation of *s1* = "great":

great

/ \

gr eat

/ \ / \

g r e at

/ \

a t

To scramble the string, we may choose any non-leaf node and swap its two children.

For example, if we choose the node "gr" and swap its two children, it produces a scrambled string "rgeat".

rgeat

/ \

rg eat

/ \ / \

r g e at

/ \

a t

We say that "rgeat" is a scrambled string of "great".

Similarly, if we continue to swap the children of nodes "eat" and "at", it produces a scrambled string "rgtae".

rgtae

/ \

rg tae

/ \ / \

r g ta e

/ \

t a

We say that "rgtae" is a scrambled string of "great".

Given two strings *s1* and *s2* of the same length, determine if *s2* is a scrambled string of *s1*.

**public** **class** Solution {

**public** **boolean** isScramble(String s1, String s2) {

**if** (s1.equals(s2))

**return** **true**;

**int**[] letters = **new** **int**[26];

**for** (**int** i = 0; i < s1.length(); i++) {

letters[s1.charAt(i) - 'a']++;

letters[s2.charAt(i) - 'a']--;

}

**for** (**int** i = 0; i < 26; i++)

**if** (letters[i] != 0)

**return** **false**;

**for** (**int** i = 1; i < s1.length(); i++) {

**if** (isScramble(s1.substring(0, i), s2.substring(0, i))

&& isScramble(s1.substring(i), s2.substring(i)))

**return** **true**;

**if** (isScramble(s1.substring(0, i), s2.substring(s2.length() - i))

&& isScramble(s1.substring(i),

s2.substring(0, s2.length() - i)))

**return** **true**;

}

**return** **false**;

}

}

# [Merge Sorted Array](https://leetcode.com/problems/merge-sorted-array)

Given two sorted integer arrays *nums1* and *nums2*, merge *nums2* into *nums1* as one sorted array.

**Note:**  
You may assume that *nums1* has enough space (size that is greater or equal to *m* + *n*) to hold additional elements from *nums2*. The number of elements initialized in *nums1* and *nums2* are *m* and *n* respectively.

**public** **class** Solution {

**public** **void** merge(**int**[] nums1, **int** m, **int**[] nums2, **int** n) {

**for** (**int** i = nums1.length - 1; i >= n; --i) {

nums1[i] = nums1[i - n];

}

**int** k = 0;

**for** (**int** i = n, j = 0; i < m + n || j < n;) {

**if** (i >= m + n) {

nums1[k++] = nums2[j++];

} **else** **if** (j >= n) {

nums1[k++] = nums1[i++];

} **else** {

nums1[k++] = nums1[i] > nums2[j] ? nums2[j++] : nums1[i++];

}

}

}

}

# [Gray Code](https://leetcode.com/problems/gray-code)

The gray code is a binary numeral system where two successive values differ in only one bit.

Given a non-negative integer *n* representing the total number of bits in the code, print the sequence of gray code. A gray code sequence must begin with 0.

For example, given *n* = 2, return [0,1,3,2]. Its gray code sequence is:

00 - 0

01 - 1

11 - 3

10 - 2

**Note:**  
For a given *n*, a gray code sequence is not uniquely defined.

For example, [0,2,3,1] is also a valid gray code sequence according to the above definition.

For now, the judge is able to judge based on one instance of gray code sequence. Sorry about that.

**public** **class** Solution {

**public** List<Integer> grayCode(**int** n) {

List<Integer> result = **new** LinkedList<>();

**for** (**int** i = 0; i < 1 << n; i++)

result.add(i ^ i >> 1);

**return** result;

}

}

# [Subsets II](https://leetcode.com/problems/subsets-ii)

Given a collection of integers that might contain duplicates, ***nums***, return all possible subsets.

**Note:** The solution set must not contain duplicate subsets.

For example,  
If ***nums*** = [1,2,2], a solution is:

[ [2],

[1],

[1,2,2],

[2,2],

[1,2],

[]]

**public** **class** Solution {

**public** List<List<Integer>> subsetsWithDup(**int**[] nums) {

List<List<Integer>> list = **new** ArrayList<>();

Arrays.*sort*(nums);

backtrack(list, **new** ArrayList<>(), nums, 0);

**return** list;

}

**private** **void** backtrack(List<List<Integer>> list, List<Integer> tempList,

**int**[] nums, **int** start) {

list.add(**new** ArrayList<>(tempList));

**for** (**int** i = start; i < nums.length; i++) {

**if** (i > start && nums[i] == nums[i - 1])

**continue**;

tempList.add(nums[i]);

backtrack(list, tempList, nums, i + 1);

tempList.remove(tempList.size() - 1);

}

}

}

# [Decode Ways](https://leetcode.com/problems/decode-ways)

A message containing letters from A-Z is being encoded to numbers using the following mapping:

'A' -> 1

'B' -> 2

...

'Z' -> 26

Given an encoded message containing digits, determine the total number of ways to decode it.

For example,  
Given encoded message "12", it could be decoded as "AB" (1 2) or "L" (12).

The number of ways decoding "12" is 2.

**public** **class** Solution {

**public** **int** numDecodings(String s) {

**int** len = s.length();

**if** (len == 0)

**return** 0;

**int**[] dp = **new** **int**[len + 1];

dp[0] = 1;

dp[1] = s.charAt(0) == '0' ? 0 : 1;

**for** (**int** i = 2; i <= len; i++) {

**char** c0 = s.charAt(i - 1);

**char** c1 = s.charAt(i - 2);

**if** (c0 != '0')

dp[i] += dp[i - 1];

**if** (c1 == '1' || (c1 == '2' && c0 <= '6'))

dp[i] += dp[i - 2];

}

**return** dp[len];

}

}

# [Reverse Linked List II](https://leetcode.com/problems/reverse-linked-list-ii)

Reverse a linked list from position *m* to *n*. Do it in-place and in one-pass.

For example:  
Given 1->2->3->4->5->NULL, *m* = 2 and *n* = 4,

return 1->4->3->2->5->NULL.

**Note:**  
Given *m*, *n* satisfy the following condition:  
1 ? *m* ? *n* ? length of list.

**public** **class** Solution {

**public** ListNode reverseBetween(ListNode head, **int** m, **int** n) {

**if** (head == **null**)

**return** **null**;

ListNode dummy = **new** ListNode(0);

dummy.next = head;

ListNode pre = dummy;

**for** (**int** i = 0; i < m - 1; i++)

pre = pre.next;

ListNode start = pre.next;

ListNode then = start.next;

**for** (**int** i = 0; i < n - m; i++) {

start.next = then.next;

then.next = pre.next;

pre.next = then;

then = start.next;

}

**return** dummy.next;

}

}

# [Restore IP Addresses](https://leetcode.com/problems/restore-ip-addresses)

Given a string containing only digits, restore it by returning all possible valid IP address combinations.

For example:  
Given "25525511135",

return ["255.255.11.135", "255.255.111.35"]. (Order does not matter)

**public** **class** Solution {

**public** List<String> restoreIpAddresses(String s) {

List<String> ret = **new** ArrayList<>();

StringBuffer ip = **new** StringBuffer();

**for** (**int** a = 1; a < 4; ++a)

**for** (**int** b = 1; b < 4; ++b)

**for** (**int** c = 1; c < 4; ++c)

**for** (**int** d = 1; d < 4; ++d) {

**if** (a + b + c + d == s.length()) {

**int** n1 = Integer.*parseInt*(s.substring(0, a));

**int** n2 = Integer.*parseInt*(s.substring(a, a + b));

**int** n3 = Integer

.*parseInt*(s.substring(a + b, a + b + c));

**int** n4 = Integer.*parseInt*(s.substring(a + b + c));

**if** (n1 <= 255 && n2 <= 255 && n3 <= 255

&& n4 <= 255) {

ip.append(n1).append('.').append(n2).append('.')

.append(n3).append('.').append(n4);

**if** (ip.length() == s.length() + 3)

ret.add(ip.toString());

ip.delete(0, ip.length());

}

}

}

**return** ret;

}

}

# [Binary Tree Inorder Traversal](https://leetcode.com/problems/binary-tree-inorder-traversal)

Given a binary tree, return the *inorder* traversal of its nodes' values.

For example:  
Given binary tree [1,null,2,3],

1

\

2

/

3

return [1,3,2].

**Note:** Recursive solution is trivial, could you do it iteratively?

**public** **class** Solution {

**public** List<Integer> inorderTraversal(TreeNode root) {

List<Integer> r = **new** ArrayList<Integer>();

**if** (root != **null**)

*inorder*(root, r);

**return** r;

}

**private** **static** **void** inorder(TreeNode root, List<Integer> r) {

**if** (root.left != **null**)

*inorder*(root.left, r);

r.add(root.val);

**if** (root.right != **null**)

*inorder*(root.right, r);

}

}

# [Unique Binary Search Trees II](https://leetcode.com/problems/unique-binary-search-trees-ii)

Given an integer *n*, generate all structurally unique **BST's** (binary search trees) that store values 1...*n*.

For example,  
Given *n* = 3, your program should return all 5 unique BST's shown below.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

**public** **class** Solution {

**public** List<TreeNode> generateTrees(**int** n) {

**if** (n == 0)

**return** **new** ArrayList<TreeNode>();

**return** genTrees(1, n);

}

**public** List<TreeNode> genTrees(**int** start, **int** end) {

List<TreeNode> list = **new** ArrayList<TreeNode>();

**if** (start > end) {

list.add(**null**);

**return** list;

}

**if** (start == end) {

list.add(**new** TreeNode(start));

**return** list;

}

List<TreeNode> left, right;

**for** (**int** i = start; i <= end; i++) {

left = genTrees(start, i - 1);

right = genTrees(i + 1, end);

**for** (TreeNode lnode : left) {

**for** (TreeNode rnode : right) {

TreeNode root = **new** TreeNode(i);

root.left = lnode;

root.right = rnode;

list.add(root);

}

}

}

**return** list;

}

}

# [Unique Binary Search Trees](https://leetcode.com/problems/unique-binary-search-trees)

Given *n*, how many structurally unique **BST's** (binary search trees) that store values 1...*n*?

For example,  
Given *n* = 3, there are a total of 5 unique BST's.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

**public** **class** Solution {

**public** **int** numTrees(**int** n) {

**if** (n <= 1)

**return** 1;

**int**[] c = **new** **int**[n + 1];

c[0] = c[1] = 1;

**for** (**int** i = 2; i <= n; ++i) {

**for** (**int** j = 1; j <= i; ++j) {

c[i] += c[j - 1] \* c[i - j];

}

}

**return** c[n];

}

}

# [Interleaving String](https://leetcode.com/problems/interleaving-string)

Given *s1*, *s2*, *s3*, find whether *s3* is formed by the interleaving of *s1* and *s2*.

For example,  
Given:  
*s1* = "aabcc",  
*s2* = "dbbca",

When *s3* = "aadbbcbcac", return true.  
When *s3* = "aadbbbaccc", return false.

**public** **class** Solution {

**public** **boolean** isInterleave(String s1, String s2, String s3) {

**if** ((s1.length()+s2.length())!=s3.length()) **return** **false**;

**boolean**[][] matrix = **new** **boolean**[s2.length()+1][s1.length()+1];

matrix[0][0] = **true**;

**for** (**int** i = 1; i < matrix[0].length; i++)

matrix[0][i] = matrix[0][i-1]&&(s1.charAt(i-1)==s3.charAt(i-1));

**for** (**int** i = 1; i < matrix.length; i++)

matrix[i][0] = matrix[i-1][0]&&(s2.charAt(i-1)==s3.charAt(i-1));

**for** (**int** i = 1; i < matrix.length; i++){

**for** (**int** j = 1; j < matrix[0].length; j++){

matrix[i][j] = (matrix[i-1][j]&&(s2.charAt(i-1)==s3.charAt(i+j-1)))

|| (matrix[i][j-1]&&(s1.charAt(j-1)==s3.charAt(i+j-1)));

}

}

**return** matrix[s2.length()][s1.length()];

}

}

# [Validate Binary Search Tree](https://leetcode.com/problems/validate-binary-search-tree)

Given a binary tree, determine if it is a valid binary search tree (BST).

Assume a BST is defined as follows:

* The left subtree of a node contains only nodes with keys **less than** the node's key.
* The right subtree of a node contains only nodes with keys **greater than** the node's key.
* Both the left and right subtrees must also be binary search trees.

**Example 1:**

2

/ \

1 3

Binary tree [2,1,3], return true.

**Example 2:**

1

/ \

2 3

Binary tree [1,2,3], return false.

**public** **class** Solution {

**public** **boolean** isValidBST(TreeNode root) {

**return** isValidBST(root, Long.***MIN\_VALUE***, Long.***MAX\_VALUE***);

}

**public** **boolean** isValidBST(TreeNode root, **long** minVal, **long** maxVal) {

**if** (root == **null**)

**return** **true**;

**if** (root.val >= maxVal || root.val <= minVal)

**return** **false**;

**return** isValidBST(root.left, minVal, root.val)

&& isValidBST(root.right, root.val, maxVal);

}

}

# [Recover Binary Search Tree](https://leetcode.com/problems/recover-binary-search-tree)

Two elements of a binary search tree (BST) are swapped by mistake.

Recover the tree without changing its structure.

**Note:**  
A solution using O(*n*) space is pretty straight forward. Could you devise a constant space solution?

**public** **class** Solution {

TreeNode firstElement = **null**;

TreeNode secondElement = **null**;

TreeNode prevElement = **new** TreeNode(Integer.***MIN\_VALUE***);

**public** **void** recoverTree(TreeNode root) {

traverse(root);

**int** temp = firstElement.val;

firstElement.val = secondElement.val;

secondElement.val = temp;

}

**private** **void** traverse(TreeNode root) {

**if** (root == **null**)

**return**;

traverse(root.left);

**if** (firstElement == **null** && prevElement.val >= root.val) {

firstElement = prevElement;

}

**if** (firstElement != **null** && prevElement.val >= root.val) {

secondElement = root;

}

prevElement = root;

traverse(root.right);

}

}

# [Same Tree](https://leetcode.com/problems/same-tree)

Given two binary trees, write a function to check if they are equal or not.

Two binary trees are considered equal if they are structurally identical and the nodes have the same value.

**public** **class** Solution {

**public** **boolean** isSameTree(TreeNode p, TreeNode q) {

**if** (p == **null** && q == **null**)

**return** **true**;

**if** (p == **null** || q == **null** || p.val != q.val)

**return** **false**;

**boolean** result = **true**;

**if** (p.left != **null** && q.left != **null**) {

result = isSameTree(p.left, q.left);

} **else** **if** (p.left != **null** || q.left != **null**) {

**return** **false**;

}

**if** (!result) {

**return** result;

}

**if** (p.right != **null** && q.right != **null**) {

result = isSameTree(p.right, q.right);

} **else** **if** (p.right != **null** || q.right != **null**) {

**return** **false**;

}

**return** result;

}

}

# [Symmetric Tree](https://leetcode.com/problems/symmetric-tree)

Given a binary tree, check whether it is a mirror of itself (ie, symmetric around its center).

For example, this binary tree [1,2,2,3,4,4,3] is symmetric:

1

/ \

2 2

/ \ / \

3 4 4 3

But the following [1,2,2,null,3,null,3] is not:

1

/ \

2 2

\ \

3 3

**Note:**  
Bonus points if you could solve it both recursively and iteratively.

**public** **class** Solution {

**public** **boolean** isSymmetric(TreeNode root) {

**return** root == **null** || isSymmetricHelp(root.left, root.right);

}

**private** **boolean** isSymmetricHelp(TreeNode left, TreeNode right) {

**if** (left == **null** || right == **null**)

**return** left == right;

**if** (left.val != right.val)

**return** **false**;

**return** isSymmetricHelp(left.left, right.right)

&& isSymmetricHelp(left.right, right.left);

}

}

**public** **class** Solution {

**public** **boolean** isSymmetric(TreeNode root) {

**if** (root == **null**)

**return** **true**;

Stack<TreeNode> stack = **new** Stack<TreeNode>();

TreeNode left, right;

**if** (root.left != **null**) {

**if** (root.right == **null**)

**return** **false**;

stack.push(root.left);

stack.push(root.right);

} **else** **if** (root.right != **null**) {

**return** **false**;

}

**while** (!stack.empty()) {

**if** (stack.size() % 2 != 0)

**return** **false**;

right = stack.pop();

left = stack.pop();

**if** (right.val != left.val)

**return** **false**;

**if** (left.left != **null**) {

**if** (right.right == **null**)

**return** **false**;

stack.push(left.left);

stack.push(right.right);

} **else** **if** (right.right != **null**) {

**return** **false**;

}

**if** (left.right != **null**) {

**if** (right.left == **null**)

**return** **false**;

stack.push(left.right);

stack.push(right.left);

} **else** **if** (right.left != **null**) {

**return** **false**;

}

}

**return** **true**;

}

}

# [Binary Tree Level Order Traversal](https://leetcode.com/problems/binary-tree-level-order-traversal)

Given a binary tree, return the *level order* traversal of its nodes' values. (ie, from left to right, level by level).

For example:  
Given binary tree [3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

return its level order traversal as:

[ [3],

[9,20],

[15,7]]

**public** **class** Solution {

**public** List<List<Integer>> levelOrder(TreeNode root) {

Queue<TreeNode> queue = **new** LinkedList<TreeNode>();

List<List<Integer>> wrapList = **new** LinkedList<List<Integer>>();

**if** (root == **null**)

**return** wrapList;

queue.offer(root);

**while** (!queue.isEmpty()) {

**int** levelNum = queue.size();

List<Integer> subList = **new** LinkedList<Integer>();

**for** (**int** i = 0; i < levelNum; i++) {

**if** (queue.peek().left != **null**)

queue.offer(queue.peek().left);

**if** (queue.peek().right != **null**)

queue.offer(queue.peek().right);

subList.add(queue.poll().val);

}

wrapList.add(subList);

}

**return** wrapList;

}

}

# [Binary Tree Zigzag Level Order Traversal](https://leetcode.com/problems/binary-tree-zigzag-level-order-traversal)

Given a binary tree, return the *zigzag level order* traversal of its nodes' values. (ie, from left to right, then right to left for the next level and alternate between).

For example:  
Given binary tree [3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

return its zigzag level order traversal as:

[ [3],

[20,9],

[15,7]]

**public** **class** Solution {

**public** List<List<Integer>> zigzagLevelOrder(TreeNode root) {

List<List<Integer>> sol = **new** ArrayList<>();

travel(root, sol, 0);

**return** sol;

}

**private** **void** travel(TreeNode curr, List<List<Integer>> sol, **int** level) {

**if** (curr == **null**)

**return**;

**if** (sol.size() <= level) {

List<Integer> newLevel = **new** LinkedList<>();

sol.add(newLevel);

}

List<Integer> collection = sol.get(level);

**if** (level % 2 == 0)

collection.add(curr.val);

**else**

collection.add(0, curr.val);

travel(curr.left, sol, level + 1);

travel(curr.right, sol, level + 1);

}

}

# [Maximum Depth of Binary Tree](https://leetcode.com/problems/maximum-depth-of-binary-tree)

Given a binary tree, find its maximum depth.

The maximum depth is the number of nodes along the longest path from the root node down to the farthest leaf node.

**public** **class** Solution {

**public** **int** maxDepth(TreeNode root) {

**return** maxDepth(root, 0);

}

**public** **int** maxDepth(TreeNode root, **int** level) {

**if** (root == **null**) {

**return** level;

}

**return** Math.*max*(maxDepth(root.left, level + 1),

maxDepth(root.right, level + 1));

}

}

# [Construct Binary Tree from Preorder and Inorder Traversal](https://leetcode.com/problems/construct-binary-tree-from-preorder-and-inorder-traversal)

Given preorder and inorder traversal of a tree, construct the binary tree.

**Note:**  
You may assume that duplicates do not exist in the tree.

**public** **class** Solution {

**public** TreeNode buildTree(**int**[] preorder, **int**[] inorder) {

**return** helper(0, 0, inorder.length - 1, preorder, inorder);

}

**public** TreeNode helper(**int** preStart, **int** inStart, **int** inEnd, **int**[] preorder,

**int**[] inorder) {

**if** (preStart > preorder.length - 1 || inStart > inEnd) {

**return** **null**;

}

TreeNode root = **new** TreeNode(preorder[preStart]);

**int** inIndex = 0;

**for** (**int** i = inStart; i <= inEnd; i++) {

**if** (inorder[i] == root.val) {

inIndex = i;

}

}

root.left = helper(preStart + 1, inStart, inIndex - 1, preorder,

inorder);

root.right = helper(preStart + inIndex - inStart + 1, inIndex + 1,

inEnd, preorder, inorder);

**return** root;

}

}

# [Construct Binary Tree from Inorder and Postorder Traversal](https://leetcode.com/problems/construct-binary-tree-from-inorder-and-postorder-traversal)

Given inorder and postorder traversal of a tree, construct the binary tree.

**Note:**  
You may assume that duplicates do not exist in the tree.

**public** **class** Solution {

**public** TreeNode buildTree(**int**[] inorder, **int**[] postorder) {

**return** helper(postorder.length - 1, 0, inorder.length - 1, inorder,

postorder);

}

**private** TreeNode helper(**int** postend, **int** instart, **int** inend, **int**[] inorder,

**int**[] postorder) {

**if** (postend < 0 || instart > inend)

**return** **null**;

TreeNode root = **new** TreeNode(postorder[postend]);

**int** inindex = 0;

**for** (**int** i = instart; i <= inend; i++) {

**if** (root.val == inorder[i])

inindex = i;

}

root.right = helper(postend - 1, inindex + 1, inend, inorder,

postorder);

root.left = helper(postend + inindex - inend - 1, instart, inindex - 1,

inorder, postorder);

**return** root;

}

}

# [Binary Tree Level Order Traversal II](https://leetcode.com/problems/binary-tree-level-order-traversal-ii)

Given a binary tree, return the *bottom-up level order* traversal of its nodes' values. (ie, from left to right, level by level from leaf to root).

For example:  
Given binary tree [3,9,20,null,null,15,7],

3

/ \

9 20

/ \

15 7

return its bottom-up level order traversal as:

[ [15,7],

[9,20],

[3]]

**public** **class** Solution {

**public** List<List<Integer>> levelOrderBottom(TreeNode root) {

Queue<TreeNode> queue = **new** LinkedList<TreeNode>();

List<List<Integer>> wrapList = **new** LinkedList<List<Integer>>();

**if** (root == **null**)

**return** wrapList;

queue.offer(root);

**while** (!queue.isEmpty()) {

**int** levelNum = queue.size();

List<Integer> subList = **new** LinkedList<Integer>();

**for** (**int** i = 0; i < levelNum; i++) {

**if** (queue.peek().left != **null**)

queue.offer(queue.peek().left);

**if** (queue.peek().right != **null**)

queue.offer(queue.peek().right);

subList.add(queue.poll().val);

}

wrapList.add(0, subList);

}

**return** wrapList;

}

}

# [Convert Sorted Array to Binary Search Tree](https://leetcode.com/problems/convert-sorted-array-to-binary-search-tree)

Given an array where elements are sorted in ascending order, convert it to a height balanced BST.

**public** **class** Solution {

**public** TreeNode sortedArrayToBST(**int**[] nums) {

**if** (nums.length == 0) {

**return** **null**;

}

TreeNode head = *helper*(nums, 0, nums.length - 1);

**return** head;

}

**private** **static** TreeNode helper(**int**[] nums, **int** low, **int** high) {

**if** (low > high) {

**return** **null**;

}

**int** mid = (low + high) / 2;

TreeNode node = **new** TreeNode(nums[mid]);

node.left = *helper*(nums, low, mid - 1);

node.right = *helper*(nums, mid + 1, high);

**return** node;

}

}

# [Convert Sorted List to Binary Search Tree](https://leetcode.com/problems/convert-sorted-list-to-binary-search-tree)

Given a singly linked list where elements are sorted in ascending order, convert it to a height balanced BST.

**public** **class** Solution {

**private** ListNode node;

**public** TreeNode sortedListToBST(ListNode head) {

**if** (head == **null**) {

**return** **null**;

}

**int** size = 0;

ListNode runner = head;

node = head;

**while** (runner != **null**) {

runner = runner.next;

size++;

}

**return** inorderHelper(0, size - 1);

}

**public** TreeNode inorderHelper(**int** start, **int** end) {

**if** (start > end) {

**return** **null**;

}

**int** mid = start + (end - start) / 2;

TreeNode left = inorderHelper(start, mid - 1);

TreeNode treenode = **new** TreeNode(node.val);

treenode.left = left;

node = node.next;

TreeNode right = inorderHelper(mid + 1, end);

treenode.right = right;

**return** treenode;

}

}

# [Balanced Binary Tree](https://leetcode.com/problems/balanced-binary-tree)

Given a binary tree, determine if it is height-balanced.

For this problem, a height-balanced binary tree is defined as a binary tree in which the depth of the two subtrees of *every* node never differ by more than 1.

**public** **class** Solution {

**public** **boolean** isBalanced(TreeNode root) {

**return** height(root)!=-1;

}

**public** **int** height(TreeNode node){

**if**(node==**null**)

**return** 0;

**int** lH=height(node.left);

**if**(lH==-1)

**return** -1;

**int** rH=height(node.right);

**if**(rH==-1)

**return** -1;

**if**(lH-rH<-1 || lH-rH>1)

**return** -1;

**return** Math.*max*(lH,rH)+1;

}

}

# [Minimum Depth of Binary Tree](https://leetcode.com/problems/minimum-depth-of-binary-tree)

Given a binary tree, find its minimum depth.

The minimum depth is the number of nodes along the shortest path from the root node down to the nearest leaf node.

**public** **class** Solution {

**public** **int** minDepth(TreeNode root) {

**if** (root == **null**)

**return** 0;

**int** left = minDepth(root.left);

**int** right = minDepth(root.right);

**return** (left == 0 || right == 0) ? left + right + 1

: Math.*min*(left, right) + 1;

}

}

# [Path Sum](https://leetcode.com/problems/path-sum)

Given a binary tree and a sum, determine if the tree has a root-to-leaf path such that adding up all the values along the path equals the given sum.

For example:  
Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ \

7 2 1

return true, as there exist a root-to-leaf path 5->4->11->2 which sum is 22.

**public** **class** Solution {

**public** **boolean** hasPathSum(TreeNode root, **int** sum) {

**return** hasPathSum(root, 0, sum);

}

**private** **boolean** hasPathSum(TreeNode root, **int** curSum, **int** sum) {

**if** (root == **null**) {

**return** **false**;

}

curSum += root.val;

**if** (root.left == **null** && root.right == **null**) {

**if** (curSum == sum) {

**return** **true**;

} **else** {

**return** **false**;

}

}

**return** hasPathSum(root.left, curSum, sum)

|| hasPathSum(root.right, curSum, sum);

}

}

# [Path Sum II](https://leetcode.com/problems/path-sum-ii)

Given a binary tree and a sum, find all root-to-leaf paths where each path's sum equals the given sum.

For example:  
Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ / \

7 2 5 1

return

[ [5,4,11,2],

[5,8,4,5]]

**public** **class** Solution {

**public** List<List<Integer>> pathSum(TreeNode root, **int** sum) {

List<List<Integer>> resultList = **new** LinkedList<List<Integer>>();

List<Integer> initList = **new** LinkedList<Integer>();

pathSum(root, resultList, initList, 0, sum);

**return** resultList;

}

**private** **void** pathSum(TreeNode root, List<List<Integer>> resultList,

List<Integer> curList, **int** sum, **int** target) {

**if** (root == **null**) {

**return**;

}

curList.add(root.val);

sum += root.val;

**if** (root.left == **null** && root.right == **null** && sum == target) {

resultList.add(curList);

} **else** {

List<Integer> newList = **new** LinkedList<Integer>();

newList.addAll(curList);

pathSum(root.left, resultList, curList, sum, target);

pathSum(root.right, resultList, newList, sum, target);

}

}

}

# [Flatten Binary Tree to Linked List](https://leetcode.com/problems/flatten-binary-tree-to-linked-list)

Given a binary tree, flatten it to a linked list in-place.

For example,  
Given

1

/ \

2 5

/ \ \

3 4 6

The flattened tree should look like:

1

\

2

\

3

\

4

\

5

\

6

[click to show hints.](https://leetcode.com/problems/flatten-binary-tree-to-linked-list/)

**Hints:**

If you notice carefully in the flattened tree, each node's right child points to the next node of a pre-order traversal.

**public** **class** Solution {

**public** **void** flatten(TreeNode root) {

List<TreeNode> r = **new** ArrayList<TreeNode>();

*preOrderTraverse*(root, r);

TreeNode dummy = **new** TreeNode(0);

TreeNode p = dummy;

**for** (TreeNode n : r) {

dummy.right = n;

dummy = dummy.right;

dummy.left = **null**;

}

root = p.right;

}

**private** **static** **void** preOrderTraverse(TreeNode root, List<TreeNode> r) {

**if** (root == **null**) {

**return**;

}

r.add(root);

*preOrderTraverse*(root.left, r);

*preOrderTraverse*(root.right, r);

}

}

# [Distinct Subsequences](https://leetcode.com/problems/distinct-subsequences)

Given a string **S** and a string **T**, count the number of distinct subsequences of **S** which equals **T**.

A subsequence of a string is a new string which is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (ie, "ACE" is a subsequence of "ABCDE" while "AEC" is not).

Here is an example:  
**S** = "rabbbit", **T** = "rabbit"

Return 3.

**public** **class** Solution {

**public** **int** numDistinct(String s, String t) {

**int**[][] mem = **new** **int**[t.length() + 1][s.length() + 1];

**for** (**int** j = 0; j <= s.length(); j++)

mem[0][j] = 1;

**for** (**int** i = 0; i < t.length(); i++)

**for** (**int** j = 0; j < s.length(); j++)

**if** (t.charAt(i) == s.charAt(j))

mem[i + 1][j + 1] = mem[i][j] + mem[i + 1][j];

**else**

mem[i + 1][j + 1] = mem[i + 1][j];

**return** mem[t.length()][s.length()];

}

}

# [Populating Next Right Pointers in Each Node](https://leetcode.com/problems/populating-next-right-pointers-in-each-node)

Given a binary tree

struct TreeLinkNode {

TreeLinkNode \*left;

TreeLinkNode \*right;

TreeLinkNode \*next;

}

Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL.

Initially, all next pointers are set to NULL.

**Note:**

* You may only use constant extra space.
* You may assume that it is a perfect binary tree (ie, all leaves are at the same level, and every parent has two children).

For example,  
Given the following perfect binary tree,

1

/ \

2 3

/ \ / \

4 5 6 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ / \

4->5->6->7 -> NULL

**public** **class** Solution {

**public** **void** connect(TreeLinkNode root) {

**if** (root == **null**)

**return**;

TreeLinkNode pre = root;

TreeLinkNode cur = **null**;

**while** (pre.left != **null**) {

cur = pre;

**while** (cur != **null**) {

cur.left.next = cur.right;

**if** (cur.next != **null**)

cur.right.next = cur.next.left;

cur = cur.next;

}

pre = pre.left;

}

}

}

# [Populating Next Right Pointers in Each Node II](https://leetcode.com/problems/populating-next-right-pointers-in-each-node-ii)

Follow up for problem "*Populating Next Right Pointers in Each Node*".

What if the given tree could be any binary tree? Would your previous solution still work?

**Note:**

* You may only use constant extra space.

For example,  
Given the following binary tree,

1

/ \

2 3

/ \ \

4 5 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ \

4-> 5 -> 7 -> NULL

**public** **class** Solution {

**public** **void** connect(TreeLinkNode root) {

TreeLinkNode head = **null**; // head of the next level

TreeLinkNode prev = **null**; // the leading node on the next level

TreeLinkNode cur = root; // current node of current level

**while** (cur != **null**) {

**while** (cur != **null**) { // iterate on the current level left child

**if** (cur.left != **null**) {

**if** (prev != **null**) {

prev.next = cur.left;

} **else** {

head = cur.left;

}

prev = cur.left;

}

**if** (cur.right != **null**) {

**if** (prev != **null**) {

prev.next = cur.right;

} **else** {

head = cur.right;

}

prev = cur.right;

}

cur = cur.next;

}

cur = head;

head = **null**;

prev = **null**;

}

}

}

# [Pascal's Triangle](https://leetcode.com/problems/pascals-triangle)

Given *numRows*, generate the first *numRows* of Pascal's triangle.

For example, given *numRows* = 5,  
Return

[

[1],

[1,1],

[1,2,1],

[1,3,3,1],

[1,4,6,4,1]

]

**public** **class** Solution {

**public** List<List<Integer>> generate(**int** numRows) {

List<List<Integer>> allrows = **new** ArrayList<List<Integer>>();

ArrayList<Integer> row = **new** ArrayList<Integer>();

**for** (**int** i = 0; i < numRows; i++) {

row.add(0, 1);

**for** (**int** j = 1; j < row.size() - 1; j++)

row.set(j, row.get(j) + row.get(j + 1));

allrows.add(**new** ArrayList<Integer>(row));

}

**return** allrows;

}

}

# [Pascal's Triangle II](https://leetcode.com/problems/pascals-triangle-ii)

Given an index *k*, return the *k*th row of the Pascal's triangle.

For example, given *k* = 3,  
Return [1,3,3,1].

**Note:**  
Could you optimize your algorithm to use only *O*(*k*) extra space?

**public** **class** Solution {

**public** List<Integer> getRow(**int** rowIndex) {

ArrayList<Integer> row = **new** ArrayList<Integer>();

**for** (**int** i = 0; i < rowIndex + 1; i++) {

row.add(0, 1);

**for** (**int** j = 1; j < row.size() - 1; j++)

row.set(j, row.get(j) + row.get(j + 1));

}

**return** row;

}

}

# [Triangle](https://leetcode.com/problems/triangle)

Given a triangle, find the minimum path sum from top to bottom. Each step you may move to adjacent numbers on the row below.

For example, given the following triangle

[ [2],

[3,4],

[6,5,7],

[4,1,8,3]]

The minimum path sum from top to bottom is 11 (i.e., 2 + 3 + 5 + 1 = 11).

**Note:**  
Bonus point if you are able to do this using only *O*(*n*) extra space, where *n* is the total number of rows in the triangle.

**public** **class** Solution {

**public** **int** minimumTotal(List<List<Integer>> triangle) {

**for** (**int** i = triangle.size() - 2; i >= 0; i--)

**for** (**int** j = 0; j <= i; j++)

triangle.get(i).set(j,

triangle.get(i).get(j)

+ Math.*min*(triangle.get(i + 1).get(j),

triangle.get(i + 1).get(j + 1)));

**return** triangle.get(0).get(0);

}

}

# [Best Time to Buy and Sell Stock](https://leetcode.com/problems/best-time-to-buy-and-sell-stock)

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

If you were only permitted to complete at most one transaction (ie, buy one and sell one share of the stock), design an algorithm to find the maximum profit.

**Example 1:**

Input: [7, 1, 5, 3, 6, 4]

Output: 5

max. difference = 6-1 = 5 (not 7-1 = 6, as selling price needs to be larger than buying price)

**Example 2:**

Input: [7, 6, 4, 3, 1]

Output: 0

In this case, no transaction is done, i.e. max profit = 0.

**public** **class** Solution {

**public** **int** maxProfit(**int**[] prices) {

**int** maxCur = 0, maxSoFar = 0;

**for** (**int** i = 1; i < prices.length; i++) {

maxCur = Math.*max*(0, maxCur += prices[i] - prices[i - 1]);

maxSoFar = Math.*max*(maxCur, maxSoFar);

}

**return** maxSoFar;

}

}

# [Best Time to Buy and Sell Stock II](https://leetcode.com/problems/best-time-to-buy-and-sell-stock-ii)

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete as many transactions as you like (ie, buy one and sell one share of the stock multiple times). However, you may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

**public** **class** Solution {

**public** **int** maxProfit(**int**[] prices) {

**int** maxCur = 0, maxSoFar = 0;

**for** (**int** i = 1; i < prices.length; i++) {

maxCur = Math.*max*(0, prices[i] - prices[i - 1]);

maxSoFar += maxCur;

}

**return** maxSoFar;

}

}

# [Best Time to Buy and Sell Stock III](https://leetcode.com/problems/best-time-to-buy-and-sell-stock-iii)

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete at most *two* transactions.

**Note:**  
You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

**public** **class** Solution {

**public** **int** maxProfit(**int**[] prices) {

**int** buy1 = Integer.***MIN\_VALUE***, buy2 = Integer.***MIN\_VALUE***;

**int** sell1 = 0, sell2 = 0;

**for** (**int** i : prices) {

sell2 = Math.*max*(sell2, buy2 + i);

buy2 = Math.*max*(buy2, sell1 - i);

sell1 = Math.*max*(sell1, buy1 + i);

buy1 = Math.*max*(buy1, -i);

}

**return** sell2;

}

}

# [Binary Tree Maximum Path Sum](https://leetcode.com/problems/binary-tree-maximum-path-sum)

Given a binary tree, find the maximum path sum.

For this problem, a path is defined as any sequence of nodes from some starting node to any node in the tree along the parent-child connections. The path must contain **at least one node** and does not need to go through the root.

For example:  
Given the below binary tree,

1
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Return 6.

**public** **class** Solution {

**int** maxValue;

**public** **int** maxPathSum(TreeNode root) {

maxValue = Integer.***MIN\_VALUE***;

maxPathDown(root);

**return** maxValue;

}

**private** **int** maxPathDown(TreeNode node) {

**if** (node == **null**)

**return** 0;

**int** left = Math.*max*(0, maxPathDown(node.left));

**int** right = Math.*max*(0, maxPathDown(node.right));

maxValue = Math.*max*(maxValue, left + right + node.val);

**return** Math.*max*(left, right) + node.val;

}

}

# [Valid Palindrome](https://leetcode.com/problems/valid-palindrome)

Given a string, determine if it is a palindrome, considering only alphanumeric characters and ignoring cases.

For example,  
"A man, a plan, a canal: Panama" is a palindrome.  
"race a car" is *not* a palindrome.

**Note:**  
Have you consider that the string might be empty? This is a good question to ask during an interview.

For the purpose of this problem, we define empty string as valid palindrome.

**public** **class** Solution {

**public** **boolean** isPalindrome(String s) {

**if** (s.isEmpty()) {

**return** **true**;

}

**int** head = 0, tail = s.length() - 1;

**char** cHead, cTail;

**while** (head < tail) {

cHead = s.charAt(head);

cTail = s.charAt(tail);

**if** (!Character.*isLetterOrDigit*(cHead)) {

head++;

} **else** **if** (!Character.*isLetterOrDigit*(cTail)) {

tail--;

} **else** {

**if** (Character.*toLowerCase*(cHead) != Character

.*toLowerCase*(cTail)) {

**return** **false**;

}

head++;

tail--;

}

}

**return** **true**;

}

}

思路：从两头进行比较，忽略非字母数字的字符。

# [Word Ladder II](https://leetcode.com/problems/word-ladder-ii)

Given two words (*beginWord* and *endWord*), and a dictionary's word list, find all shortest transformation sequence(s) from *beginWord* to *endWord*, such that:

1. Only one letter can be changed at a time
2. Each transformed word must exist in the word list. Note that *beginWord* is *not* a transformed word.

For example,

Given:  
*beginWord* = "hit"  
*endWord* = "cog"  
*wordList* = ["hot","dot","dog","lot","log","cog"]

Return

[ ["hit","hot","dot","dog","cog"],

["hit","hot","lot","log","cog"]]

**Note:**

* Return an empty list if there is no such transformation sequence.
* All words have the same length.
* All words contain only lowercase alphabetic characters.
* You may assume no duplicates in the word list.
* You may assume *beginWord* and *endWord* are non-empty and are not the same.

**public** **class** Solution {

**public** List<List<String>> findLadders(String beginWord, String endWord,

List<String> wordList) {

Set<String> start = **new** HashSet<>();

Set<String> end = **new** HashSet<>();

Set<String> dict = **new** HashSet<>();

start.add(beginWord);

end.add(endWord);

dict.addAll(wordList);

HashMap<String, List<String>> map = **new** HashMap<>();

List<List<String>> res = **new** ArrayList<>();

**if** (!dict.contains(endWord)) {

**return** res;

}

buildMap(start, end, **false**, dict, map);

List<String> path = **new** ArrayList<>();

path.add(beginWord);

genPath(beginWord, endWord, res, map, path);

**return** res;

}

**private** **void** genPath(String start, String end, List<List<String>> ans,

HashMap<String, List<String>> map, List<String> temp) {

**if** (start.equals(end)) {

ans.add(**new** ArrayList<>(temp));

**return**;

}

**if** (!map.containsKey(start))

**return**;

**for** (String s : map.get(start)) {

temp.add(s);

genPath(s, end, ans, map, temp);

temp.remove(temp.size() - 1);

}

}

**private** **void** buildMap(Set<String> start, Set<String> end,

**boolean** reverse, Set<String> dict,

HashMap<String, List<String>> map) {

**if** (start.size() == 0)

**return**;

**if** (start.size() > end.size()) {

buildMap(end, start, !reverse, dict, map);

**return**;

}

dict.removeAll(start);

**boolean** finished = **false**;

HashSet<String> next = **new** HashSet<>();

**for** (String word : start) {

**char**[] arr = word.toCharArray();

**for** (**int** i = 0; i < arr.length; i++) {

**char** old = arr[i];

**for** (**char** c = 'a'; c <= 'z'; c++) {

**if** (c == old)

**continue**;

arr[i] = c;

String newString = **new** String(arr);

**if** (dict.contains(newString)) {

**if** (end.contains(newString))

finished = **true**;

**else**

next.add(newString);

String parent = reverse ? newString : word;

String child = reverse ? word : newString;

List<String> neighbor = map.getOrDefault(parent,

**new** ArrayList<String>());

neighbor.add(child);

map.put(parent, neighbor);

}

}

arr[i] = old;

}

}

**if** (!finished)

buildMap(next, end, reverse, dict, map);

}

}

# [Word Ladder](https://leetcode.com/problems/word-ladder)

Given two words (*beginWord* and *endWord*), and a dictionary's word list, find the length of shortest transformation sequence from *beginWord* to *endWord*, such that:

1. Only one letter can be changed at a time.
2. Each transformed word must exist in the word list. Note that *beginWord* is *not* a transformed word.

For example,

Given:  
*beginWord* = "hit"  
*endWord* = "cog"  
*wordList* = ["hot","dot","dog","lot","log","cog"]

As one shortest transformation is "hit" -> "hot" -> "dot" -> "dog" -> "cog",  
return its length 5.

**Note:**

* Return 0 if there is no such transformation sequence.
* All words have the same length.
* All words contain only lowercase alphabetic characters.
* You may assume no duplicates in the word list.
* You may assume *beginWord* and *endWord* are non-empty and are not the same.

**public** **class** Solution {

**public** **int** ladderLength(String beginWord, String endWord,

List<String> wordList) {

**if** (!wordList.contains(endWord))

**return** 0;

Set<String> startSet = **new** HashSet<String>(),

endSet = **new** HashSet<String>(), dictSet = **new** HashSet<String>();

startSet.add(beginWord);

endSet.add(endWord);

**int** len = 1;

**for** (String temp : wordList) {

dictSet.add(temp);

}

**while** (!startSet.isEmpty() && !endSet.isEmpty()) {

**if** (startSet.size() > endSet.size()) {

Set<String> tmpSet = startSet;

startSet = endSet;

endSet = tmpSet;

}

Set<String> tmp = **new** HashSet<String>();

**for** (String word : startSet) {

**char**[] charArr = word.toCharArray();

**for** (**int** i = 0; i < word.length(); i++) {

**for** (**char** c = 'a'; c <= 'z'; c++) {

**char** replace = charArr[i];

charArr[i] = c;

String s = **new** String(charArr);

**if** (endSet.contains(s))

**return** len + 1;

**if** (dictSet.contains(s)) {

tmp.add(s);

dictSet.remove(s);

}

charArr[i] = replace;// change it back

}

}

}

startSet = tmp;

len++;

}

**return** 0;

}

}

# [Longest Consecutive Sequence](https://leetcode.com/problems/longest-consecutive-sequence)

Given an unsorted array of integers, find the length of the longest consecutive elements sequence.

For example,  
Given [100, 4, 200, 1, 3, 2],  
The longest consecutive elements sequence is [1, 2, 3, 4]. Return its length: 4.

Your algorithm should run in O(*n*) complexity.

**public** **class** Solution {

**public** **int** longestConsecutive(**int**[] num) {

**int** res = 0;

HashMap<Integer, Integer> map = **new** HashMap<Integer, Integer>();

**for** (**int** n : num) {

**if** (!map.containsKey(n)) {

**int** left = (map.containsKey(n - 1)) ? map.get(n - 1) : 0;

**int** right = (map.containsKey(n + 1)) ? map.get(n + 1) : 0;

**int** sum = left + right + 1;

map.put(n, sum);

res = Math.*max*(res, sum);

map.put(n - left, sum);

map.put(n + right, sum);

} **else** {

**continue**;

}

}

**return** res;

}

}

# [Sum Root to Leaf Numbers](https://leetcode.com/problems/sum-root-to-leaf-numbers)

Given a binary tree containing digits from 0-9 only, each root-to-leaf path could represent a number.

An example is the root-to-leaf path 1->2->3 which represents the number 123.

Find the total sum of all root-to-leaf numbers.

For example,

1
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2 3

The root-to-leaf path 1->2 represents the number 12.  
The root-to-leaf path 1->3 represents the number 13.

Return the sum = 12 + 13 = 25.

**public** **class** Solution {

**public** **int** sumNumbers(TreeNode root) {

**return** sum(root, 0);

}

**public** **int** sum(TreeNode n, **int** s) {

**if** (n == **null**)

**return** 0;

**if** (n.right == **null** && n.left == **null**)

**return** s \* 10 + n.val;

**return** sum(n.left, s \* 10 + n.val) + sum(n.right, s \* 10 + n.val);

}

}

# [Surrounded Regions](https://leetcode.com/problems/surrounded-regions)

Given a 2D board containing 'X' and 'O' (the **letter** O), capture all regions surrounded by 'X'.

A region is captured by flipping all 'O's into 'X's in that surrounded region.

For example,

X X X X

X O O X

X X O X

X O X X

After running your function, the board should be:

X X X X

X X X X

X X X X

X O X X

**public** **class** Solution {

**public** **void** solve(**char**[][] board) {

**if** (board.length < 2 || board[0].length < 2)

**return**;

**int** m = board.length, n = board[0].length;

**for** (**int** i = 0; i < m; i++) {

**if** (board[i][0] == 'O')

boundaryDFS(board, i, 0);

**if** (board[i][n - 1] == 'O')

boundaryDFS(board, i, n - 1);

}

**for** (**int** j = 0; j < n; j++) {

**if** (board[0][j] == 'O')

boundaryDFS(board, 0, j);

**if** (board[m - 1][j] == 'O')

boundaryDFS(board, m - 1, j);

}

**for** (**int** i = 0; i < m; i++) {

**for** (**int** j = 0; j < n; j++) {

**if** (board[i][j] == 'O')

board[i][j] = 'X';

**else** **if** (board[i][j] == '\*')

board[i][j] = 'O';

}

}

}

**private** **void** boundaryDFS(**char**[][] board, **int** i, **int** j) {

**if** (i < 0 || i > board.length - 1 || j < 0 || j > board[0].length - 1)

**return**;

**if** (board[i][j] == 'O')

board[i][j] = '\*';

**if** (i > 1 && board[i - 1][j] == 'O')

boundaryDFS(board, i - 1, j);

**if** (i < board.length - 2 && board[i + 1][j] == 'O')

boundaryDFS(board, i + 1, j);

**if** (j > 1 && board[i][j - 1] == 'O')

boundaryDFS(board, i, j - 1);

**if** (j < board[i].length - 2 && board[i][j + 1] == 'O')

boundaryDFS(board, i, j + 1);

}

}

# [Palindrome Partitioning](https://leetcode.com/problems/palindrome-partitioning)

Given a string *s*, partition *s* such that every substring of the partition is a palindrome.

Return all possible palindrome partitioning of *s*.

For example, given *s* = "aab",  
Return

[ ["aa","b"],

["a","a","b"]]

**public** **class** Solution {

List<List<String>> resultLst;

ArrayList<String> currLst;

**public** List<List<String>> partition(String s) {

resultLst = **new** ArrayList<List<String>>();

currLst = **new** ArrayList<String>();

backTrack(s, 0);

**return** resultLst;

}

**public** **void** backTrack(String s, **int** l) {

**if** (currLst.size() > 0

&& l >= s.length()) {

List<String> r = (ArrayList<String>) currLst.clone();

resultLst.add(r);

}

**for** (**int** i = l; i < s.length(); i++) {

**if** (isPalindrome(s, l, i)) {

**if** (l == i)

currLst.add(Character.*toString*(s.charAt(i)));

**else**

currLst.add(s.substring(l, i + 1));

backTrack(s, i + 1);

currLst.remove(currLst.size() - 1);

}

}

}

**public** **boolean** isPalindrome(String str, **int** l, **int** r) {

**if** (l == r)

**return** **true**;

**while** (l < r) {

**if** (str.charAt(l) != str.charAt(r))

**return** **false**;

l++;

r--;

}

**return** **true**;

}

}

# [Palindrome Partitioning II](https://leetcode.com/problems/palindrome-partitioning-ii)

Given a string *s*, partition *s* such that every substring of the partition is a palindrome.

Return the minimum cuts needed for a palindrome partitioning of *s*.

For example, given *s* = "aab",  
Return 1 since the palindrome partitioning ["aa","b"] could be produced using 1 cut.

**public** **class** Solution {

**public** **int** minCut(String s) {

**char**[] c = s.toCharArray();

**int** n = c.length;

**int**[] cut = **new** **int**[n];

**boolean**[][] pal = **new** **boolean**[n][n];

**for**(**int** i = 0; i < n; i++) {

**int** min = i;

**for**(**int** j = 0; j <= i; j++) {

**if**(c[j] == c[i] && (i - j < 2 || pal[j + 1][i - 1])) {

pal[j][i] = **true**;

min = j == 0 ? 0 : Math.*min*(min, cut[j - 1] + 1);

}

}

cut[i] = min;

}

**return** cut[n - 1];

}

}

**public** **class** Solution {

**public** **int** minCut(String s) {

**int** n = s.length();

**int**[] cut = **new** **int**[n + 1];

**for** (**int** i = 0; i <= n; i++)

cut[i] = i - 1;

**for** (**int** i = 0; i < n; i++) {

**for** (**int** j = 0; i - j >= 0 && i + j < n

&& s.charAt(i - j) == s.charAt(i + j); j++) // odd

cut[i + j + 1] = Math.*min*(cut[i + j + 1], 1 + cut[i - j]);

**for** (**int** j = 1; i - j + 1 >= 0 && i + j < n

&& s.charAt(i - j + 1) == s.charAt(i + j); j++) // even

cut[i + j + 1] = Math.*min*(cut[i + j + 1], 1 + cut[i - j + 1]);

}

**return** cut[n];

}

}

# [Clone Graph](https://leetcode.com/problems/clone-graph)

Clone an undirected graph. Each node in the graph contains a label and a list of its neighbors.  
**OJ's undirected graph serialization:**

Nodes are labeled uniquely.

We use # as a separator for each node, and , as a separator for node label and each neighbor of the node.

As an example, consider the serialized graph {0,1,2#1,2#2,2}.

The graph has a total of three nodes, and therefore contains three parts as separated by #.

1. First node is labeled as 0. Connect node 0 to both nodes 1 and 2.
2. Second node is labeled as 1. Connect node 1 to node 2.
3. Third node is labeled as 2. Connect node 2 to node 2 (itself), thus forming a self-cycle.

Visually, the graph looks like the following:

1
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**public** **class** Solution {

**public** UndirectedGraphNode cloneGraph(UndirectedGraphNode node) {

**if** (node == **null**)

**return** **null**;

UndirectedGraphNode newNode = **new** UndirectedGraphNode(node.label);

HashMap<Integer, UndirectedGraphNode> map = **new** HashMap<>();

map.put(newNode.label, newNode);

LinkedList<UndirectedGraphNode> queue = **new** LinkedList<>();

queue.add(node);

**while** (!queue.isEmpty()) {

UndirectedGraphNode n = queue.pop();

**for** (UndirectedGraphNode neighbor : n.neighbors) {

**if** (!map.containsKey(neighbor.label)) {

map.put(neighbor.label,

**new** UndirectedGraphNode(neighbor.label));

queue.add(neighbor);

}

map.get(n.label).neighbors.add(map.get(neighbor.label));

}

}

**return** newNode;

}

}

# [Gas Station](https://leetcode.com/problems/gas-station)

There are *N* gas stations along a circular route, where the amount of gas at station *i* is gas[i].

You have a car with an unlimited gas tank and it costs cost[i] of gas to travel from station *i* to its next station (*i*+1). You begin the journey with an empty tank at one of the gas stations.

Return the starting gas station's index if you can travel around the circuit once, otherwise return -1.

**Note:**  
The solution is guaranteed to be unique.

**public** **class** Solution {

**public** **int** canCompleteCircuit(**int**[] gas, **int**[] cost) {

**int** start = gas.length, end = 0, sum = 0;

**do**

sum += sum > 0 ? gas[end] - cost[end++]

: gas[--start] - cost[start];

**while** (start != end);

**return** sum >= 0 ? start : -1;

}

}

# [Candy](https://leetcode.com/problems/candy)

There are *N* children standing in a line. Each child is assigned a rating value.

You are giving candies to these children subjected to the following requirements:

* Each child must have at least one candy.
* Children with a higher rating get more candies than their neighbors.

What is the minimum candies you must give?

**public** **class** Solution {

**public** **int** candy(**int**[] ratings) {

**int** len = ratings.length;

**int**[] candy = **new** **int**[len];

candy[0] = 1;

**for** (**int** i = 1; i < len; ++i) {

**if** (ratings[i] > ratings[i - 1]) {

candy[i] = candy[i - 1] + 1;

} **else** {

candy[i] = 1;

}

}

**int** total = candy[len - 1];

**for** (**int** i = len - 2; i >= 0; --i) {

**if** (ratings[i] > ratings[i + 1] && candy[i] <= candy[i + 1]) {

candy[i] = candy[i + 1] + 1;

}

total += candy[i];

}

**return** total;

}

}

# [Single Number](https://leetcode.com/problems/single-number)

Given an array of integers, every element appears *twice* except for one. Find that single one.

**Note:**  
Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

**public** **class** Solution {

**public** **int** singleNumber(**int**[] nums) {

**int** result = 0;

**for**(**int** num:nums) {

result ^= num;

}

**return** result;

}

}

# [Single Number II](https://leetcode.com/problems/single-number-ii)

Given an array of integers, every element appears *three* times except for one, which appears exactly once. Find that single one.

**Note:**  
Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

**public** **class** Solution {

**public** **int** singleNumber(**int**[] nums) {

**int** ones = 0, twos = 0;

**for** (**int** num : nums) {

ones = (ones ^ num) & ~twos;

twos = (twos ^ num) & ~ones;

}

**return** ones;

}

}

# [Copy List with Random Pointer](https://leetcode.com/problems/copy-list-with-random-pointer)

A linked list is given such that each node contains an additional random pointer which could point to any node in the list or null.

Return a deep copy of the list.

**public** **class** Solution {

**public** RandomListNode copyRandomList(RandomListNode head) {

**if** (head == **null**)

**return** **null**;

Map<RandomListNode, RandomListNode> map = **new** HashMap<RandomListNode, RandomListNode>();

RandomListNode node = head;

**while** (node != **null**) {

map.put(node, **new** RandomListNode(node.label));

node = node.next;

}

node = head;

**while** (node != **null**) {

map.get(node).next = map.get(node.next);

map.get(node).random = map.get(node.random);

node = node.next;

}

**return** map.get(head);

}

}

# [Word Break](https://leetcode.com/problems/word-break)

Given a **non-empty** string *s* and a dictionary *wordDict* containing a list of **non-empty** words, determine if *s* can be segmented into a space-separated sequence of one or more dictionary words. You may assume the dictionary does not contain duplicate words.

For example, given  
*s* = "leetcode",  
*dict* = ["leet", "code"].

Return true because "leetcode" can be segmented as "leet code".

**public** **class** Solution {

**public** **boolean** wordBreak(String s, List<String> wordDict) {

**boolean**[] f = **new** **boolean**[s.length() + 1];

f[0] = **true**;

**for** (**int** i = 1; i <= s.length(); i++) {

**for** (**int** j = 0; j < i; j++) {

**if** (f[j] && wordDict.contains(s.substring(j, i))) {

f[i] = **true**;

**break**;

}

}

}

**return** f[s.length()];

}

}

# [Word Break II](https://leetcode.com/problems/word-break-ii)

Given a **non-empty** string *s* and a dictionary *wordDict* containing a list of **non-empty** words, add spaces in *s* to construct a sentence where each word is a valid dictionary word. You may assume the dictionary does not contain duplicate words.

Return all such possible sentences.

For example, given  
*s* = "catsanddog",  
*dict* = ["cat", "cats", "and", "sand", "dog"].

A solution is ["cats and dog", "cat sand dog"].

**public** **class** Solution {

**public** List<String> wordBreak(String s, List<String> wordDict) {

**return** DFS(s, wordDict, **new** HashMap<String, LinkedList<String>>());

}

List<String> DFS(String s, List<String> wordDict,

HashMap<String, LinkedList<String>> map) {

**if** (map.containsKey(s))

**return** map.get(s);

LinkedList<String> res = **new** LinkedList<String>();

**if** (s.length() == 0) {

res.add("");

**return** res;

}

**for** (String word : wordDict) {//根据输入特点，也可以遍历句子

**if** (s.startsWith(word)) {

List<String> sublist = DFS(s.substring(word.length()), wordDict,

map);

**for** (String sub : sublist)

res.add(word + (sub.isEmpty() ? "" : " ") + sub);

}

}

map.put(s, res);

**return** res;

}

}

思路：对于词典大，句子小及句子大词典小应有不同处理（略）。这里仅针对整体复杂度。备忘录方法降维，O（n^3）。

# [Linked List Cycle](https://leetcode.com/problems/linked-list-cycle)

Given a linked list, determine if it has a cycle in it.

Follow up:  
Can you solve it without using extra space?

**public** **class** Solution {

**public** **boolean** hasCycle(ListNode head) {

**if** (head == **null**)

**return** **false**;

ListNode walker = head;

ListNode runner = head;

**while** (runner.next != **null** && runner.next.next != **null**) {

walker = walker.next;

runner = runner.next.next;

**if** (walker == runner)

**return** **true**;

}

**return** **false**;

}

}

# [Linked List Cycle II](https://leetcode.com/problems/linked-list-cycle-ii)

Given a linked list, return the node where the cycle begins. If there is no cycle, return null.

**Note:** Do not modify the linked list.

**Follow up**:  
Can you solve it without using extra space?

**public** **class** Solution {

**public** ListNode detectCycle(ListNode head) {

**if** (head == **null** || head.next == **null**)

**return** **null**;

ListNode pointer1, pointer2, pointer3;

pointer1 = pointer2 = pointer3 = head;

Boolean inited = **false**;

**for** (; pointer2 != **null**;) {

pointer1 = pointer1.next;

pointer2 = pointer2.next;

**if** (pointer2 == **null**)

**return** **null**;

**else**

pointer2 = pointer2.next;

**if** (pointer1 == pointer2 && inited)

**break**;

**if** (!inited)

inited = **true**;

}

**if** (pointer2 == **null**)

**return** **null**;

**while** (pointer1 != pointer3) {

pointer1 = pointer1.next;

pointer3 = pointer3.next;

}

**return** pointer1;

}

}

# [Reorder List](https://leetcode.com/problems/reorder-list)

Given a singly linked list *L*: *L*0?*L*1?…?*Ln*-1?*L*n,  
reorder it to: *L*0?*Ln*?*L*1?*Ln*-1?*L*2?*Ln*-2?…

You must do this in-place without altering the nodes' values.

For example,  
Given {1,2,3,4}, reorder it to {1,4,2,3}.

**public** **class** Solution {

**public** **void** reorderList(ListNode head) {

**if** (head == **null** || head.next == **null**)

**return**;

ListNode p1 = head;

ListNode p2 = head;

**while** (p2.next != **null** && p2.next.next != **null**) {

p1 = p1.next;

p2 = p2.next.next;

}

ListNode preMiddle = p1;

ListNode preCurrent = p1.next;

**while** (preCurrent.next != **null**) {

ListNode current = preCurrent.next;

preCurrent.next = current.next;

current.next = preMiddle.next;

preMiddle.next = current;

}

p1 = head;

p2 = preMiddle.next;

**while** (p1 != preMiddle) {

preMiddle.next = p2.next;

p2.next = p1.next;

p1.next = p2;

p1 = p2.next;

p2 = preMiddle.next;

}

}

}

# [Binary Tree Preorder Traversal](https://leetcode.com/problems/binary-tree-preorder-traversal)

Given a binary tree, return the *preorder* traversal of its nodes' values.

For example:  
Given binary tree {1,#,2,3},

1

\

2

/

3

return [1,2,3].

**Note:** Recursive solution is trivial, could you do it iteratively?

**public** **class** Solution {

**public** List<Integer> preorderTraversal(TreeNode root) {

Stack<TreeNode> stack = **new** Stack<>();

List<Integer> traversal = **new** ArrayList<>();

**if** (root != **null**) {

stack.push(root);

**while** (!stack.isEmpty()) {

TreeNode curr = stack.pop();

traversal.add(curr.val);

**if** (curr.right != **null**) {

stack.push(curr.right);

}

**if** (curr.left != **null**) {

stack.push(curr.left);

}

}

}

**return** traversal;

}

}

# [Binary Tree Postorder Traversal](https://leetcode.com/problems/binary-tree-postorder-traversal)

Given a binary tree, return the *postorder* traversal of its nodes' values.

For example:  
Given binary tree {1,#,2,3},

1

\

2

/

3

return [3,2,1].

**Note:** Recursive solution is trivial, could you do it iteratively?

**public** **class** Solution {

**public** List<Integer> postorderTraversal(TreeNode root) {

LinkedList<Integer> ans = **new** LinkedList<>();

Stack<TreeNode> stack = **new** Stack<>();

**if** (root == **null**)

**return** ans;

stack.push(root);

**while** (!stack.isEmpty()) {

TreeNode cur = stack.pop();

ans.addFirst(cur.val);

**if** (cur.left != **null**) {

stack.push(cur.left);

}

**if** (cur.right != **null**) {

stack.push(cur.right);

}

}

**return** ans;

}

}

# [LRU Cache](https://leetcode.com/problems/lru-cache)

Design and implement a data structure for [Least Recently Used (LRU) cache](https://en.wikipedia.org/wiki/Cache_replacement_policies#LRU). It should support the following operations: get and put.

get(key) - Get the value (will always be positive) of the key if the key exists in the cache, otherwise return -1.  
put(key, value) - Set or insert the value if the key is not already present. When the cache reached its capacity, it should invalidate the least recently used item before inserting a new item.

**Follow up:**  
Could you do both operations in **O(1)** time complexity?

**Example:**

LRUCache cache = new LRUCache( 2 /\* capacity \*/ );

cache.put(1, 1);

cache.put(2, 2);

cache.get(1); // returns 1

cache.put(3, 3); // evicts key 2

cache.get(2); // returns -1 (not found)

cache.put(4, 4); // evicts key 1

cache.get(1); // returns -1 (not found)

cache.get(3); // returns 3

cache.get(4); // returns 4

**public** **class** LRUCache {

**private** LinkedHashMap<Integer, Integer> map;

**private** **final** **int** CAPACITY;

**public** LRUCache(**int** capacity) {

CAPACITY = capacity;

map = **new** LinkedHashMap<Integer, Integer>(capacity, 0.75f, **true**) {

@Override

**protected** **boolean** removeEldestEntry(Map.Entry eldest) {

**return** size() > CAPACITY;

}

};

}

**public** **int** get(**int** key) {

**return** map.getOrDefault(key, -1);

}

**public** **void** put(**int** key, **int** value) {

map.put(key, value);

}

}

# [Insertion Sort List](https://leetcode.com/problems/insertion-sort-list)

Sort a linked list using insertion sort.

**public** **class** Solution {

**public** ListNode insertionSortList(ListNode head) {

**if**( head == **null** ){

**return** head;

}

ListNode helper = **new** ListNode(0);

ListNode cur = head;

ListNode pre = helper;

ListNode next = **null**;

**while**( cur != **null** ){

next = cur.next;

**while**( pre.next != **null** && pre.next.val < cur.val ){

pre = pre.next;

}

cur.next = pre.next;

pre.next = cur;

pre = helper;

cur = next;

}

**return** helper.next;

}

}

# [Sort List](https://leetcode.com/problems/sort-list)

Sort a linked list in *O*(*n* log *n*) time using constant space complexity.

**public** **class** Solution {

**public** ListNode sortList(ListNode head) {

**if** (head == **null** || head.next == **null**)

**return** head;

ListNode prev = **null**, slow = head, fast = head;

**while** (fast != **null** && fast.next != **null**) {

prev = slow;

slow = slow.next;

fast = fast.next.next;

}

prev.next = **null**;

ListNode l1 = sortList(head);

ListNode l2 = sortList(slow);

**return** merge(l1, l2);

}

ListNode merge(ListNode l1, ListNode l2) {

ListNode l = **new** ListNode(0), p = l;

**while** (l1 != **null** && l2 != **null**) {

**if** (l1.val < l2.val) {

p.next = l1;

l1 = l1.next;

} **else** {

p.next = l2;

l2 = l2.next;

}

p = p.next;

}

**if** (l1 != **null**)

p.next = l1;

**if** (l2 != **null**)

p.next = l2;

**return** l.next;

}

}

# [Max Points on a Line](https://leetcode.com/problems/max-points-on-a-line)

Given *n* points on a 2D plane, find the maximum number of points that lie on the same straight line.

**public** **class** Solution {

**private** **int** gcd(**int** a, **int** b) {

**if** (a == 0)

**return** b;

**return** gcd(b % a, a);

}

**public** **int** maxPoints(Point[] points) {

**if** (points.length <= 0)

**return** 0;

**if** (points.length <= 2)

**return** points.length;

**int** result = 0;

**for** (**int** i = 0; i < points.length; i++) {

Map<String, Integer> hm = **new** HashMap<>();

**int** samex = 1;

**int** samey = 1;

**int** samep = 0;

**boolean** sameSome = **false**;

**for** (**int** j = 0; j < points.length; j++) {

**if** (j != i) {

**if** ((points[j].x == points[i].x)

&& (points[j].y == points[i].y))

samep++;

**if** (points[j].x == points[i].x) {

samex++;

sameSome = **true**;

}

**if** (points[j].y == points[i].y) {

samey++;

sameSome = **true**;

}

**if**(sameSome) {

sameSome = **false**;

**continue**;

}

**int** numerator = points[j].y - points[i].y;

**int** denaminator = points[j].x - points[i].x;

**int** gcd = gcd(numerator, denaminator);

String hashStr = (numerator / gcd) + "\_"

+ (denaminator / gcd);

hm.put(hashStr, hm.getOrDefault(hashStr, 1) + 1);

result = Math.*max*(result, hm.get(hashStr) + samep);

}

}

result = Math.*max*(result, Math.*max*(samex, samey));

}

**return** result;

}

}

# [Evaluate Reverse Polish Notation](https://leetcode.com/problems/evaluate-reverse-polish-notation)

Evaluate the value of an arithmetic expression in [Reverse Polish Notation](http://en.wikipedia.org/wiki/Reverse_Polish_notation).

Valid operators are +, -, \*, /. Each operand may be an integer or another expression.

Some examples:

["2", "1", "+", "3", "\*"] -> ((2 + 1) \* 3) -> 9

["4", "13", "5", "/", "+"] -> (4 + (13 / 5)) -> 6

**public** **class** Solution {

**public** **int** evalRPN(String[] tokens) {

**int** a, b;

Stack<Integer> S = **new** Stack<Integer>();

**for** (String s : tokens) {

**if** (s.equals("+")) {

S.add(S.pop() + S.pop());

} **else** **if** (s.equals("/")) {

b = S.pop();

a = S.pop();

S.add(a / b);

} **else** **if** (s.equals("\*")) {

S.add(S.pop() \* S.pop());

} **else** **if** (s.equals("-")) {

b = S.pop();

a = S.pop();

S.add(a - b);

} **else** {

S.add(Integer.*parseInt*(s));

}

}

**return** S.pop();

}

}

# [Reverse Words in a String](https://leetcode.com/problems/reverse-words-in-a-string)

Given an input string, reverse the string word by word.

For example,  
Given s = "the sky is blue",  
return "blue is sky the".

**Update (2015-02-12):**  
For C programmers: Try to solve it *in-place* in *O*(1) space.

[click to show clarification.](https://leetcode.com/problems/reverse-words-in-a-string/)

**Clarification:**

* What constitutes a word?  
  A sequence of non-space characters constitutes a word.
* Could the input string contain leading or trailing spaces?  
  Yes. However, your reversed string should not contain leading or trailing spaces.
* How about multiple spaces between two words?  
  Reduce them to a single space in the reversed string.

**public** **class** Solution {

**public** String reverseWords(String s) {

String[] strs = s.split(" ");

StringBuilder sb = **new** StringBuilder();

**for** (**int** i = strs.length - 1; i >= 0; --i) {

**if** (strs[i].length() > 0) {

sb.append(strs[i]);

sb.append(" ");

}

}

**return** sb.toString().trim();

}

}

**public** **class** Solution {

**public** String reverseWords(String s) {

**if** (s == **null**)

**return** **null**;

**char**[] a = s.toCharArray();

**int** n = a.length;

reverse(a, 0, n - 1);

reverseWords(a, n);

**return** cleanSpaces(a, n);

}

**void** reverseWords(**char**[] a, **int** n) {

**int** i = 0, j = 0;

**while** (i < n) {

**while** (i < j || i < n && a[i] == ' ')

i++; // skip spaces

**while** (j < i || j < n && a[j] != ' ')

j++; // skip non spaces

reverse(a, i, j - 1); // reverse the word

}

}

String cleanSpaces(**char**[] a, **int** n) {

**int** i = 0, j = 0;

**while** (j < n) {

**while** (j < n && a[j] == ' ')

j++; // skip spaces

**while** (j < n && a[j] != ' ')

a[i++] = a[j++]; // keep non spaces

**while** (j < n && a[j] == ' ')

j++; // skip spaces

**if** (j < n)

a[i++] = ' '; // keep only one space

}

**return** **new** String(a).substring(0, i);

}

**private** **void** reverse(**char**[] a, **int** i, **int** j) {

**while** (i < j) {

**char** t = a[i];

a[i++] = a[j];

a[j--] = t;

}

}

}

# [Maximum Product Subarray](https://leetcode.com/problems/maximum-product-subarray)

Find the contiguous subarray within an array (containing at least one number) which has the largest product.

For example, given the array [2,3,-2,4],  
the contiguous subarray [2,3] has the largest product = 6.

**public** **class** Solution {

**public** **int** maxProduct(**int**[] nums) {

**int** maxProduct = nums[0], tmp = 0;

**for** (**int** i = 1, max = maxProduct, min = maxProduct; i < nums.length; i++) {

**if** (nums[i] < 0) {

tmp = min;

min = max;

max = tmp;

}

max = Math.*max*(nums[i], max \* nums[i]);

min = Math.*min*(nums[i], min \* nums[i]);

maxProduct = Math.*max*(maxProduct, max);

}

**return** maxProduct;

}

}

# [Find Minimum in Rotated Sorted Array](https://leetcode.com/problems/find-minimum-in-rotated-sorted-array)

Suppose an array sorted in ascending order is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

Find the minimum element.

You may assume no duplicate exists in the array.

**public** **class** Solution {

**public** **int** findMin(**int**[] nums) {

**if** (nums == **null** || nums.length == 0) {

**return** 0;

}

**if** (nums.length == 1) {

**return** nums[0];

}

**int** start = 0, end = nums.length - 1;

**while** (start < end) {

**int** mid = (start + end) / 2;

**if** (mid > 0 && nums[mid] < nums[mid - 1]) {

**return** nums[mid];

}

**if** (nums[start] <= nums[mid] && nums[mid] > nums[end]) {

start = mid + 1;

} **else** {

end = mid - 1;

}

}

**return** nums[start];

}

}

# [Find Minimum in Rotated Sorted Array II](https://leetcode.com/problems/find-minimum-in-rotated-sorted-array-ii)

*Follow up* for "Find Minimum in Rotated Sorted Array":  
What if *duplicates* are allowed?

Would this affect the run-time complexity? How and why?

Suppose an array sorted in ascending order is rotated at some pivot unknown to you beforehand.

(i.e., 0 1 2 4 5 6 7 might become 4 5 6 7 0 1 2).

Find the minimum element.

The array may contain duplicates.

**public** **class** Solution {

**public** **int** findMin(**int**[] nums) {

**int** l = 0, r = nums.length - 1;

**while** (l < r) {

**int** mid = (l + r) / 2;

**if** (nums[mid] < nums[r]) {

r = mid;

} **else** **if** (nums[mid] > nums[r]) {

l = mid + 1;

} **else** {

r--;

}

}

**return** nums[l];

}

}

# [Min Stack](https://leetcode.com/problems/min-stack)

Design a stack that supports push, pop, top, and retrieving the minimum element in constant time.

* push(x) -- Push element x onto stack.
* pop() -- Removes the element on top of the stack.
* top() -- Get the top element.
* getMin() -- Retrieve the minimum element in the stack.

**Example:**

MinStack minStack = new MinStack();

minStack.push(-2);

minStack.push(0);

minStack.push(-3);

minStack.getMin(); --> Returns -3.

minStack.pop();

minStack.top(); --> Returns 0.

minStack.getMin(); --> Returns -2.

**public** **class** MinStack {

Stack<Integer> stack = **new** Stack<Integer>();

Stack<Integer> minStack = **new** Stack<Integer>();

**public** **void** push(**int** x) {

stack.push(x);

**if** (minStack.isEmpty())

minStack.push(x);

**else**

**if** (minStack.peek() > x)

minStack.push(x);

**else**

minStack.push(minStack.peek());

}

**public** **void** pop() {

**if** (!stack.isEmpty()) {

stack.pop();

minStack.pop();

}

}

**public** **int** top() {

**return** stack.peek();

}

**public** **int** getMin() {

**return** minStack.peek();

}

}

# [Binary Tree Upside Down](https://leetcode.com/problems/binary-tree-upside-down)

Given a binary tree where all the right nodes are either leaf nodes with a sibling (a left node that shares the same parent node) or empty, flip it upside down and turn it into a tree where the original right nodes turned into left leaf nodes. Return the new root.

For example:  
Given a binary tree {1,2,3,4,5},

1

/ \

2 3

/ \

4 5

return the root of the binary tree [4,5,2,#,#,3,1].

4

/ \

5 2

/ \

3 1

confused what "{1,#,2,3}" means? [> read more on how binary tree is serialized on OJ.](https://leetcode.com/problems/binary-tree-upside-down/tabs/description)

**public** **class** Solution {

**public** TreeNode upsideDownBinaryTree(TreeNode root) {

**if** (root == **null** || root.left == **null**) {

**return** root;

}

TreeNode newRoot = upsideDownBinaryTree(root.left);

root.left.left = root.right;

root.left.right = root;

root.left = **null**;

root.right = **null**;

**return** newRoot;

}

}

**public** **class** Solution {

**public** TreeNode upsideDownBinaryTree(TreeNode root) {

TreeNode curr = root;

TreeNode next = **null**;

TreeNode temp = **null**;

TreeNode prev = **null**;

**while** (curr != **null**) {

next = curr.left;

curr.left = temp;

temp = curr.right;

curr.right = prev;

prev = curr;

curr = next;

}

**return** prev;

}

}

# [Read N Characters Given Read4](https://leetcode.com/problems/read-n-characters-given-read4)

The API: int read4(char \*buf) reads 4 characters at a time from a file.

The return value is the actual number of characters read. For example, it returns 3 if there is only 3 characters left in the file.

By using the read4 API, implement the function int read(char \*buf, int n) that reads *n* characters from the file.

**Note:**  
The read function will only be called once for each test case.

**public** **class** Solution **extends** Reader4 {

**public** **int** read(**char**[] buf, **int** n) {

**char**[] tmp = **new** **char**[4];

**int** res = 0, count = -1;

**while** (res < n) {

count = read4(tmp);

**if** (count == 0)

**break**;

**int** r = n - res < count ? n - res : count;

**for** (**int** i = 0; i < r; i++) {

buf[res++] = tmp[i];

}

}

**return** res;

}

}

# [Read N Characters Given Read4 II - Call multiple times](https://leetcode.com/problems/read-n-characters-given-read4-ii-call-multiple-times)

The API: int read4(char \*buf) reads 4 characters at a time from a file.

The return value is the actual number of characters read. For example, it returns 3 if there is only 3 characters left in the file.

By using the read4 API, implement the function int read(char \*buf, int n) that reads *n* characters from the file.

**Note:**  
The read function may be called multiple times.

**public** **class** Solution **extends** Reader4 {

**private** **int** buffPtr = 0;

**private** **int** buffCnt = 0;

**private** **char**[] buff = **new** **char**[4];

**public** **int** read(**char**[] buf, **int** n) {

**int** ptr = 0;

**while** (ptr < n) {

**if** (buffPtr == 0) {

buffCnt = read4(buff);

}

**if** (buffCnt == 0)

**break**;

**while** (ptr < n && buffPtr < buffCnt) {

buf[ptr++] = buff[buffPtr++];

}

**if** (buffPtr >= buffCnt)

buffPtr = 0;

}

**return** ptr;

}

}

# [Longest Substring with At Most Two Distinct Characters](https://leetcode.com/problems/longest-substring-with-at-most-two-distinct-characters)

Given a string, find the length of the longest substring T that contains at most 2 distinct characters.

For example, Given s = “eceba”,

T is "ece" which its length is 3.

**public** **class** Solution {

**public** **int** lengthOfLongestSubstringTwoDistinct(String s) {

**if** (s.isEmpty())

**return** 0;

**int** max = 1;

**int** p1 = 0, p2 = 0;

**int** last = 1;

**char**[] chars = s.toCharArray();

**for** (**int** i = 1; i < chars.length; i++) {

**if** (p1 != p2 && chars[i] != chars[p1] && chars[i] != chars[p2]) {

**if** (last > max)

max = last;

last = i - p1;

p1 = p2;

p2 = i;

} **else** {

**if** (chars[i] == chars[p1]) {

p1 = p1 == p2 ? i : p2;

}

last++;

p2 = i;

}

}

**if** (last > max)

max = last;

**return** max;

}

}

# [Intersection of Two Linked Lists](https://leetcode.com/problems/intersection-of-two-linked-lists)

Write a program to find the node at which the intersection of two singly linked lists begins.

For example, the following two linked lists:

A: a1 → a2

↘

c1 → c2 → c3

↗

B: b1 → b2 → b3

begin to intersect at node c1.

**Notes:**

* If the two linked lists have no intersection at all, return null.
* The linked lists must retain their original structure after the function returns.
* You may assume there are no cycles anywhere in the entire linked structure.
* Your code should preferably run in O(n) time and use only O(1) memory.

**public** **class** Solution {

**public** ListNode getIntersectionNode(ListNode headA, ListNode headB) {

**if** (headA == **null** || headB == **null**)

**return** **null**;

ListNode a = headA;

ListNode b = headB;

**while** (a != b) {

a = a == **null** ? headB : a.next;

b = b == **null** ? headA : b.next;

}

**return** a;

}

}

# [One Edit Distance](https://leetcode.com/problems/one-edit-distance)

Given two strings S and T, determine if they are both one edit distance apart.

**public** **class** Solution {

**public** **boolean** isOneEditDistance(String s, String t) {

**for** (**int** i = 0; i < Math.*min*(s.length(), t.length()); i++) {

**if** (s.charAt(i) != t.charAt(i)) {

**if** (s.length() == t.length())

**return** s.substring(i + 1).equals(t.substring(i + 1));

**else** **if** (s.length() < t.length())

**return** s.substring(i).equals(t.substring(i + 1));

**else**

**return** t.substring(i).equals(s.substring(i + 1));

}

}

**return** Math.*abs*(s.length() - t.length()) == 1;

}

}

# [Find Peak Element](https://leetcode.com/problems/find-peak-element)

A peak element is an element that is greater than its neighbors.

Given an input array where num[i] ≠ num[i+1], find a peak element and return its index.

The array may contain multiple peaks, in that case return the index to any one of the peaks is fine.

You may imagine that num[-1] = num[n] = -∞.

For example, in array [1, 2, 3, 1], 3 is a peak element and your function should return the index number 2.

[click to show spoilers.](https://leetcode.com/problems/find-peak-element/description/)

**Note:**

Your solution should be in logarithmic complexity.

**public** **class** Solution {

**public** **int** findPeakElement(**int**[] nums) {

**return** search(nums, 0, nums.length - 1);

}

**public** **int** search(**int**[] nums, **int** l, **int** r) {

**if** (l == r)

**return** l;

**int** mid = (l + r) / 2;

**if** (nums[mid] > nums[mid + 1])

**return** search(nums, l, mid);

**return** search(nums, mid + 1, r);

}

}

**public** **class** Solution {

**public** **int** findPeakElement(**int**[] nums) {

**int** l = 0, r = nums.length - 1;

**while** (l < r) {

**int** mid = (l + r) / 2;

**if** (nums[mid] > nums[mid + 1])

r = mid;

**else**

l = mid + 1;

}

**return** l;

}

}

# [Missing Ranges](https://leetcode.com/problems/missing-ranges)

Given a sorted integer array where **the range of elements are in the inclusive range [*lower*, *upper*]**, return its missing ranges.

For example, given [0, 1, 3, 50, 75], *lower* = 0 and *upper* = 99, return ["2", "4->49", "51->74", "76->99"].

**public** **class** Solution {

**public** List<String> findMissingRanges(**int**[] nums, **int** lower, **int** upper) {

List<String> list = **new** ArrayList<String>();

**int** preMiss = lower;

**for** (**int** num : nums) {

**if** (num == Integer.***MAX\_VALUE***) {

**if** (upper == num)

--upper;

**break**;

}

preMiss = *getNext*(preMiss, num, list);

}

**if** (preMiss == upper)

list.add(preMiss + "");

**else** **if** (preMiss < upper)

list.add(preMiss + "->" + upper);

**return** list;

}

**private** **static** **int** getNext(**int** miss, **int** num, List<String> list) {

**if** (miss < num) {

**if** (miss == num - 1)

list.add(miss + "");

**else**

list.add(miss + "->" + (num - 1));

}

**return** num + 1;

}

}

# [Maximum Gap](https://leetcode.com/problems/maximum-gap)

Given an unsorted array, find the maximum difference between the successive elements in its sorted form.

Try to solve it in linear time/space.

Return 0 if the array contains less than 2 elements.

You may assume all elements in the array are non-negative integers and fit in the 32-bit signed integer range.

**public** **class** Solution {

**public** **int** maximumGap(**int**[] nums) {

**if** (nums == **null** || nums.length < 2)

**return** 0;

**int** min = nums[0];

**int** max = nums[0];

**for** (**int** i : nums) {

min = Math.*min*(min, i);

max = Math.*max*(max, i);

}

**int** gap = (**int**) Math.*ceil*((**double**) (max - min) / (nums.length - 1));

**int**[] bucketsMIN = **new** **int**[nums.length - 1];

**int**[] bucketsMAX = **new** **int**[nums.length - 1];

Arrays.*fill*(bucketsMIN, Integer.***MAX\_VALUE***);

Arrays.*fill*(bucketsMAX, Integer.***MIN\_VALUE***);

**for** (**int** i : nums) {

**if** (i == min || i == max)

**continue**;

**int** idx = (i - min) / gap;

bucketsMIN[idx] = Math.*min*(i, bucketsMIN[idx]);

bucketsMAX[idx] = Math.*max*(i, bucketsMAX[idx]);

}

**int** maxGap = Integer.***MIN\_VALUE***;

**int** previous = min;

**for** (**int** i = 0; i < nums.length - 1; i++) {

**if** (bucketsMIN[i] == Integer.***MAX\_VALUE***

&& bucketsMAX[i] == Integer.***MIN\_VALUE***)

**continue**;

maxGap = Math.*max*(maxGap, bucketsMIN[i] - previous);

previous = bucketsMAX[i];

}

maxGap = Math.*max*(maxGap, max - previous);

**return** maxGap;

}

}

# [Compare Version Numbers](https://leetcode.com/problems/compare-version-numbers)

Compare two version numbers *version1* and *version2*.  
If *version1* > *version2* return 1, if *version1* < *version2* return -1, otherwise return 0.

You may assume that the version strings are non-empty and contain only digits and the . character.  
The . character does not represent a decimal point and is used to separate number sequences.  
For instance, 2.5 is not "two and a half" or "half way to version three", it is the fifth second-level revision of the second first-level revision.

Here is an example of version numbers ordering:

0.1 < 1.1 < 1.2 < 13.37

**public** **class** Solution {

**public** **int** compareVersion(String version1, String version2) {

String[] levels1 = version1.split("\\.");

String[] levels2 = version2.split("\\.");

**int** length = Math.*max*(levels1.length, levels2.length);

**for** (**int** i = 0; i < length; i++) {

Integer v1 = i < levels1.length ? Integer.*parseInt*(levels1[i]) : 0;

Integer v2 = i < levels2.length ? Integer.*parseInt*(levels2[i]) : 0;

**int** compare = v1.compareTo(v2);

**if** (compare != 0) {

**return** compare;

}

}

**return** 0;

}

}

# [Fraction to Recurring Decimal](https://leetcode.com/problems/fraction-to-recurring-decimal)

Given two integers representing the numerator and denominator of a fraction, return the fraction in string format.

If the fractional part is repeating, enclose the repeating part in parentheses.

For example,

* Given numerator = 1, denominator = 2, return "0.5".
* Given numerator = 2, denominator = 1, return "2".
* Given numerator = 2, denominator = 3, return "0.(6)".

**public** **class** Solution {

**public** String fractionToDecimal(**int** numerator, **int** denominator) {

**if** (numerator == 0) {

**return** "0";

}

StringBuilder fraction = **new** StringBuilder();

**if** (numerator < 0 ^ denominator < 0) {

fraction.append("-");

}

**long** dividend = Math.*abs*(Long.*valueOf*(numerator));

**long** divisor = Math.*abs*(Long.*valueOf*(denominator));

fraction.append(String.*valueOf*(dividend / divisor));

**long** remainder = dividend % divisor;

**if** (remainder == 0) {

**return** fraction.toString();

}

fraction.append(".");

Map<Long, Integer> map = **new** HashMap<>();

**while** (remainder != 0) {

**if** (map.containsKey(remainder)) {

fraction.insert(map.get(remainder), "(");

fraction.append(")");

**break**;

}

map.put(remainder, fraction.length());

remainder \*= 10;

fraction.append(String.*valueOf*(remainder / divisor));

remainder %= divisor;

}

**return** fraction.toString();

}

}

# [Two Sum II - Input array is sorted](https://leetcode.com/problems/two-sum-ii-input-array-is-sorted)

Given an array of integers that is already ***sorted in ascending order***, find two numbers such that they add up to a specific target number.

The function twoSum should return indices of the two numbers such that they add up to the target, where index1 must be less than index2. Please note that your returned answers (both index1 and index2) are not zero-based.

You may assume that each input would have *exactly* one solution and you may not use the *same* element twice.

**Input:** numbers={2, 7, 11, 15}, target=9  
**Output:** index1=1, index2=2

**public** **class** Solution {

**public** **int**[] twoSum(**int**[] nums, **int** target) {

**int**[] indice = **new** **int**[2];

**if** (nums == **null** || nums.length < 2)

**return** indice;

**int** left = 0, right = nums.length - 1;

**while** (left < right) {

**int** v = nums[left] + nums[right];

**if** (v == target) {

indice[0] = left + 1;

indice[1] = right + 1;

**break**;

} **else** **if** (v > target) {

right--;

} **else** {

left++;

}

}

**return** indice;

}

}

# [Excel Sheet Column Title](https://leetcode.com/problems/excel-sheet-column-title)

Given a positive integer, return its corresponding column title as appear in an Excel sheet.

For example:

1 -> A

2 -> B

3 -> C

...

26 -> Z

27 -> AA

28 -> AB

**public** **class** Solution {

**public** String convertToTitle(**int** n) {

**return** n == 0 ? "" : convertToTitle(--n / 26) + (**char**) ('A' + (n % 26));

}

}

# [Majority Element](https://leetcode.com/problems/majority-element)

Given an array of size *n*, find the majority element. The majority element is the element that appears **more than** ⌊ n/2 ⌋ times.

You may assume that the array is non-empty and the majority element always exist in the array.

**public** **class** Solution {

**public** **int** majorityElement(**int**[] nums) {

**int** major = nums[0], count = 1;

**for** (**int** i = 1; i < nums.length; i++) {

**if** (count == 0) {

count++;

major = nums[i];

} **else** **if** (major == nums[i])

count++;

**else**

count--;

}

**return** major;

}

}

# [Two Sum III - Data structure design](https://leetcode.com/problems/two-sum-iii-data-structure-design)

Design and implement a TwoSum class. It should support the following operations: add and find.

add - Add the number to an internal data structure.  
find - Find if there exists any pair of numbers which sum is equal to the value.

For example,

add(1); add(3); add(5);

find(4) -> true

find(7) -> false

**public** **class** TwoSum {

**private** List<Integer> list = **new** ArrayList<Integer>();

**private** Map<Integer, Integer> map = **new** HashMap<Integer, Integer>();

**public** TwoSum() {

}

**public** **void** add(**int** number) {

**if** (map.containsKey(number))

map.put(number, map.get(number) + 1);

**else** {

map.put(number, 1);

list.add(number);

}

}

**public** **boolean** find(**int** value) {

**for** (**int** i = 0; i < list.size(); i++) {

**int** num1 = list.get(i), num2 = value - num1;

**if** ((num1 == num2 && map.get(num1) > 1)

|| (num1 != num2 && map.containsKey(num2)))

**return** **true**;

}

**return** **false**;

}

}

# [Excel Sheet Column Number](https://leetcode.com/problems/excel-sheet-column-number)

Related to question [Excel Sheet Column Title](https://leetcode.com/problems/excel-sheet-column-title/)

Given a column title as appear in an Excel sheet, return its corresponding column number.

For example:

A -> 1

B -> 2

C -> 3

...

Z -> 26

AA -> 27

AB -> 28

**public** **class** Solution {

**public** **int** titleToNumber(String s) {

**int** result = 0;

**for** (**int** i = 0; i < s.length(); i++)

result = result \* 26 + (s.charAt(i) - 'A' + 1);

**return** result;

}

}

# [Factorial Trailing Zeroes](https://leetcode.com/problems/factorial-trailing-zeroes)

Given an integer *n*, return the number of trailing zeroes in *n*!.

**Note:**Your solution should be in logarithmic time complexity.

**public** **class** Solution {

**public** **int** trailingZeroes(**int** n) {

**return** n == 0 ? 0 : n / 5 + trailingZeroes(n / 5);

}

}

# [Binary Search Tree Iterator](https://leetcode.com/problems/binary-search-tree-iterator)

Implement an iterator over a binary search tree (BST). Your iterator will be initialized with the root node of a BST.

Calling next() will return the next smallest number in the BST.

**Note:**next() and hasNext() should run in average O(1) time and uses O(*h*) memory, where *h* is the height of the tree.

**public** **class** BSTIterator {

**private** Stack<TreeNode> stack = **new** Stack<TreeNode>();

**public** BSTIterator(TreeNode root) {

pushAll(root);

}

**public** **boolean** hasNext() {

**return** !stack.isEmpty();

}

**public** **int** next() {

TreeNode tmpNode = stack.pop();

pushAll(tmpNode.right);

**return** tmpNode.val;

}

**private** **void** pushAll(TreeNode node) {

**for** (; node != **null**; stack.push(node), node = node.left)

;

}

}

# [Dungeon Game](https://leetcode.com/problems/dungeon-game)

The demons had captured the princess (**P**) and imprisoned her in the bottom-right corner of a dungeon. The dungeon consists of M x N rooms laid out in a 2D grid. Our valiant knight (**K**) was initially positioned in the top-left room and must fight his way through the dungeon to rescue the princess.

The knight has an initial health point represented by a positive integer. If at any point his health point drops to 0 or below, he dies immediately.

Some of the rooms are guarded by demons, so the knight loses health (*negative* integers) upon entering these rooms; other rooms are either empty (*0's*) or contain magic orbs that increase the knight's health (*positive* integers).

In order to reach the princess as quickly as possible, the knight decides to move only rightward or downward in each step.

**Write a function to determine the knight's minimum initial health so that he is able to rescue the princess.**

For example, given the dungeon below, the initial health of the knight must be at least **7** if he follows the optimal path RIGHT-> RIGHT -> DOWN -> DOWN.

|  |  |  |
| --- | --- | --- |
| -2 (K) | -3 | 3 |
| -5 | -10 | 1 |
| 10 | 30 | -5 (P) |

**Notes:**

* The knight's health has no upper bound.
* Any room can contain threats or power-ups, even the first room the knight enters and the bottom-right room where the princess is imprisoned.

**public** **class** Solution {

**public** **int** calculateMinimumHP(**int**[][] dungeon) {

**if** (dungeon == **null** || dungeon.length == 0 || dungeon[0].length == 0)

**return** 0;

**int** m = dungeon.length;

**int** n = dungeon[0].length;

**int**[][] health = **new** **int**[m][n];

health[m - 1][n - 1] = Math.*max*(1 - dungeon[m - 1][n - 1], 1);

**for** (**int** i = m - 2; i >= 0; i--)

health[i][n - 1] = Math

.*max*(health[i + 1][n - 1] - dungeon[i][n - 1], 1);

**for** (**int** j = n - 2; j >= 0; j--)

health[m - 1][j] = Math

.*max*(health[m - 1][j + 1] - dungeon[m - 1][j], 1);

**for** (**int** i = m - 2; i >= 0; i--) {

**for** (**int** j = n - 2; j >= 0; j--) {

**int** down = Math.*max*(health[i + 1][j] - dungeon[i][j], 1);

**int** right = Math.*max*(health[i][j + 1] - dungeon[i][j], 1);

health[i][j] = Math.*min*(right, down);

}

}

**return** health[0][0];

}

}

# [Combine Two Tables](https://leetcode.com/problems/combine-two-tables)

|  |
| --- |
| **Create** **table** **If** **Not** **Exists** Person (PersonId int, FirstName varchar(255), LastName varchar(255)); **Create** **table** **If** **Not** **Exists** Address (AddressId int, PersonId int, City varchar(255), State varchar(255)); **Truncate** **table** Person; **insert** **into** Person (PersonId, LastName, FirstName) **values** ('1', 'Wang', 'Allen'); **Truncate** **table** Address; **insert** **into** Address (AddressId, PersonId, City, State) **values** ('1', '2', 'New York City', 'New York'); |

Table: Person

+-------------+---------+

| Column Name | Type |

+-------------+---------+

| PersonId | int |

| FirstName | varchar |

| LastName | varchar |

+-------------+---------+

PersonId is the primary key column for this table.

Table: Address

+-------------+---------+

| Column Name | Type |

+-------------+---------+

| AddressId | int |

| PersonId | int |

| City | varchar |

| State | varchar |

+-------------+---------+

AddressId is the primary key column for this table.

Write a SQL query for a report that provides the following information for each person in the Person table, regardless if there is an address for each of those people:

FirstName, LastName, City, State

**SELECT** Person.FirstName,

Person.LastName,

Address.City,

Address.State

**FROM** Person

**LEFT** **JOIN** Address

**ON** Person.PersonId = Address.PersonId

# [Second Highest Salary](https://leetcode.com/problems/second-highest-salary)

|  |
| --- |
| **Create** **table** **If** **Not** **Exists** Employee (**Id** int, Salary int); **Truncate** **table** Employee; **insert** **into** Employee (**Id**, Salary) **values** ('1', '100'); **insert** **into** Employee (**Id**, Salary) **values** ('2', '200'); **insert** **into** Employee (**Id**, Salary) **values** ('3', '300'); |

Write a SQL query to get the second highest salary from the Employee table.

+----+--------+

| Id | Salary |

+----+--------+

| 1 | 100 |

| 2 | 200 |

| 3 | 300 |

+----+--------+

For example, given the above Employee table, the query should return 200 as the second highest salary. If there is no second highest salary, then the query should return null.

+---------------------+

| SecondHighestSalary |

+---------------------+

| 200 |

+---------------------+

**SELECT** MAX(Salary) SecondHighestSalary

**FROM** Employee

**WHERE** Salary <

(**SELECT** MAX(Salary) **FROM** Employee)

# [Nth Highest Salary](https://leetcode.com/problems/nth-highest-salary)

Write a SQL query to get the *n*th highest salary from the Employee table.

+----+--------+

| Id | Salary |

+----+--------+

| 1 | 100 |

| 2 | 200 |

| 3 | 300 |

+----+--------+

For example, given the above Employee table, the *n*th highest salary where *n* = 2 is 200. If there is no *n*th highest salary, then the query should return null.

+------------------------+

| getNthHighestSalary(2) |

+------------------------+

| 200 |

+------------------------+

**CREATE** FUNCTION getNthHighestSalary(N **INT**) RETURNS **INT**

**BEGIN**

**DECLARE** M **INT**;

**SET** M=N-1;

RETURN (

**SELECT** **DISTINCT** Salary **FROM** Employee **ORDER** **BY** Salary **DESC** LIMIT M, 1

);

**END**

# [Rank Scores](https://leetcode.com/problems/rank-scores)

|  |
| --- |
| **Create** **table** **If** **Not** **Exists** Scores (**Id** int, Score DECIMAL(3,2)); **Truncate** **table** Scores; **insert** **into** Scores (**Id**, Score) **values** ('1', '3.5'); **insert** **into** Scores (**Id**, Score) **values** ('2', '3.65'); **insert** **into** Scores (**Id**, Score) **values** ('3', '4.0'); **insert** **into** Scores (**Id**, Score) **values** ('4', '3.85'); **insert** **into** Scores (**Id**, Score) **values** ('5', '4.0'); **insert** **into** Scores (**Id**, Score) **values** ('6', '3.65'); |

Write a SQL query to rank scores. If there is a tie between two scores, both should have the same ranking. Note that after a tie, the next ranking number should be the next consecutive integer value. In other words, there should be no "holes" between ranks.

+----+-------+

| Id | Score |

+----+-------+

| 1 | 3.50 |

| 2 | 3.65 |

| 3 | 4.00 |

| 4 | 3.85 |

| 5 | 4.00 |

| 6 | 3.65 |

+----+-------+

For example, given the above Scores table, your query should generate the following report (order by highest score):

+-------+------+

| Score | Rank |

+-------+------+

| 4.00 | 1 |

| 4.00 | 1 |

| 3.85 | 2 |

| 3.65 | 3 |

| 3.65 | 3 |

| 3.50 | 4 |

+-------+------+

**SELECT**

Score,

@rank := @rank + (@prev <> (@prev := Score)) Rank

**FROM**

Scores,

(**SELECT** @rank := 0, @prev := -1) init

**ORDER** **BY** Score **desc**

# [Largest Number](https://leetcode.com/problems/largest-number)

Given a list of non negative integers, arrange them such that they form the largest number.

For example, given [3, 30, 34, 5, 9], the largest formed number is 9534330.

Note: The result may be very large, so you need to return a string instead of an integer.

**public** **class** Solution {

**public** String largestNumber(**int**[] num) {

String[] array = Arrays.*stream*(num).mapToObj(String::*valueOf*)

.toArray(String[]::**new**);

Arrays.*sort*(array,

(String s1, String s2) -> (s2 + s1).compareTo(s1 + s2));

**return** Arrays.*stream*(array).reduce((x, y) -> x.equals("0") ? y : x + y)

.get();

}

}

# [Consecutive Numbers](https://leetcode.com/problems/consecutive-numbers)

|  |
| --- |
| **Create** **table** **If** **Not** **Exists** **Logs** (**Id** int, **Num** int); **Truncate** **table** **Logs**; **insert** **into** **Logs** (**Id**, **Num**) **values** ('1', '1'); **insert** **into** **Logs** (**Id**, **Num**) **values** ('2', '1'); **insert** **into** **Logs** (**Id**, **Num**) **values** ('3', '1'); **insert** **into** **Logs** (**Id**, **Num**) **values** ('4', '2'); **insert** **into** **Logs** (**Id**, **Num**) **values** ('5', '1'); **insert** **into** **Logs** (**Id**, **Num**) **values** ('6', '2'); **insert** **into** **Logs** (**Id**, **Num**) **values** ('7', '2'); |

Write a SQL query to find all numbers that appear at least three times consecutively.

+----+-----+

| Id | Num |

+----+-----+

| 1 | 1 |

| 2 | 1 |

| 3 | 1 |

| 4 | 2 |

| 5 | 1 |

| 6 | 2 |

| 7 | 2 |

+----+-----+

For example, given the above Logs table, 1 is the only number that appears consecutively for at least three times.

+-----------------+

| ConsecutiveNums |

+-----------------+

| 1 |

+-----------------+

**SELECT** **DISTINCT** l1.Num ConsecutiveNums

**FROM** Logs l1,

Logs l2,

Logs l3

**WHERE** l1.Id=l2.Id-1

**AND** l2.Id =l3.Id-1

**AND** l1.Num =l2.Num

**AND** l2.Num =l3.Num

# [Employees Earning More Than Their Managers](https://leetcode.com/problems/employees-earning-more-than-their-managers)

|  |
| --- |
| **Create** **table** **If** **Not** **Exists** Employee (**Id** int, **Name** varchar(255), Salary int, ManagerId int); **Truncate** **table** Employee; **insert** **into** Employee (**Id**, **Name**, Salary, ManagerId) **values** ('1', 'Joe', '70000', '3'); **insert** **into** Employee (**Id**, **Name**, Salary, ManagerId) **values** ('2', 'Henry', '80000', '4'); **insert** **into** Employee (**Id**, **Name**, Salary, ManagerId) **values** ('3', 'Sam', '60000', 'None'); **insert** **into** Employee (**Id**, **Name**, Salary, ManagerId) **values** ('4', 'Max', '90000', 'None'); |

The Employee table holds all employees including their managers. Every employee has an Id, and there is also a column for the manager Id.

+----+-------+--------+-----------+

| Id | Name | Salary | ManagerId |

+----+-------+--------+-----------+

| 1 | Joe | 70000 | 3 |

| 2 | Henry | 80000 | 4 |

| 3 | Sam | 60000 | NULL |

| 4 | Max | 90000 | NULL |

+----+-------+--------+-----------+

Given the Employee table, write a SQL query that finds out employees who earn more than their managers. For the above table, Joe is the only employee who earns more than his manager.

+----------+

| Employee |

+----------+

| Joe |

+----------+

**SELECT** E1.Name Employee

**FROM** Employee **AS** E1,

Employee **AS** E2

**WHERE** E1.ManagerId = E2.Id

**AND** E1.Salary > E2.Salary

# [Duplicate Emails](https://leetcode.com/problems/duplicate-emails)

|  |
| --- |
| **Create** **table** **If** **Not** **Exists** Person (**Id** int, Email varchar(255)); **Truncate** **table** Person; **insert** **into** Person (**Id**, Email) **values** ('1', 'a@b.com'); **insert** **into** Person (**Id**, Email) **values** ('2', 'c@d.com'); **insert** **into** Person (**Id**, Email) **values** ('3', 'a@b.com'); |

Write a SQL query to find all duplicate emails in a table named Person.

+----+---------+

| Id | Email |

+----+---------+

| 1 | a@b.com |

| 2 | c@d.com |

| 3 | a@b.com |

+----+---------+

For example, your query should return the following for the above table:

+---------+

| Email |

+---------+

| a@b.com |

+---------+

**Note**: All emails are in lowercase.

**select** Email

**from** Person

**group** **by** Email

**having** count(\*) > 1

# [Customers Who Never Order](https://leetcode.com/problems/customers-who-never-order)

|  |
| --- |
| **Create** **table** **If** **Not** **Exists** Customers (**Id** int, **Name** varchar(255)); **Create** **table** **If** **Not** **Exists** Orders (**Id** int, CustomerId int); **Truncate** **table** Customers; **insert** **into** Customers (**Id**, **Name**) **values** ('1', 'Joe'); **insert** **into** Customers (**Id**, **Name**) **values** ('2', 'Henry'); **insert** **into** Customers (**Id**, **Name**) **values** ('3', 'Sam'); **insert** **into** Customers (**Id**, **Name**) **values** ('4', 'Max'); **Truncate** **table** Orders; **insert** **into** Orders (**Id**, CustomerId) **values** ('1', '3'); **insert** **into** Orders (**Id**, CustomerId) **values** ('2', '1'); |

Suppose that a website contains two tables, the Customers table and the Orders table. Write a SQL query to find all customers who never order anything.

Table: Customers.

+----+-------+

| Id | Name |

+----+-------+

| 1 | Joe |

| 2 | Henry |

| 3 | Sam |

| 4 | Max |

+----+-------+

Table: Orders.

+----+------------+

| Id | CustomerId |

+----+------------+

| 1 | 3 |

| 2 | 1 |

+----+------------+

Using the above tables as example, return the following:

+-----------+

| Customers |

+-----------+

| Henry |

| Max |

+-----------+

**select** customers.name **as** 'Customers'

**from** customers

**where** customers.id **not** **in**

(

**select** customerid **from** orders

)

# [Department Highest Salary](https://leetcode.com/problems/department-highest-salary)

|  |
| --- |
| **Create** **table** **If** **Not** **Exists** Employee (**Id** int, **Name** varchar(255), Salary int, DepartmentId int); **Create** **table** **If** **Not** **Exists** Department (**Id** int, **Name** varchar(255)); **Truncate** **table** Employee; **insert** **into** Employee (**Id**, **Name**, Salary, DepartmentId) **values** ('1', 'Joe', '70000', '1'); **insert** **into** Employee (**Id**, **Name**, Salary, DepartmentId) **values** ('2', 'Henry', '80000', '2'); **insert** **into** Employee (**Id**, **Name**, Salary, DepartmentId) **values** ('3', 'Sam', '60000', '2'); **insert** **into** Employee (**Id**, **Name**, Salary, DepartmentId) **values** ('4', 'Max', '90000', '1'); **Truncate** **table** Department; **insert** **into** Department (**Id**, **Name**) **values** ('1', 'IT'); **insert** **into** Department (**Id**, **Name**) **values** ('2', 'Sales'); |

The Employee table holds all employees. Every employee has an Id, a salary, and there is also a column for the department Id.

+----+-------+--------+--------------+

| Id | Name | Salary | DepartmentId |

+----+-------+--------+--------------+

| 1 | Joe | 70000 | 1 |

| 2 | Henry | 80000 | 2 |

| 3 | Sam | 60000 | 2 |

| 4 | Max | 90000 | 1 |

+----+-------+--------+--------------+

The Department table holds all departments of the company.

+----+----------+

| Id | Name |

+----+----------+

| 1 | IT |

| 2 | Sales |

+----+----------+

Write a SQL query to find employees who have the highest salary in each of the departments. For the above tables, Max has the highest salary in the IT department and Henry has the highest salary in the Sales department.

+------------+----------+--------+

| Department | Employee | Salary |

+------------+----------+--------+

| IT | Max | 90000 |

| Sales | Henry | 80000 |

+------------+----------+--------+

**SELECT**

Department.name **AS** 'Department',

Employee.name **AS** 'Employee',

Salary

**FROM**

Employee

**JOIN**

Department **ON** Employee.DepartmentId = Department.Id

**WHERE**

(Employee.DepartmentId , Salary) **IN**

( **SELECT**

DepartmentId, MAX(Salary)

**FROM**

Employee

**GROUP** **BY** DepartmentId

)

# [Department Top Three Salaries](https://leetcode.com/problems/department-top-three-salaries)

|  |
| --- |
| **Create** **table** **If** **Not** **Exists** Employee (**Id** int, **Name** varchar(255), Salary int, DepartmentId int); **Create** **table** **If** **Not** **Exists** Department (**Id** int, **Name** varchar(255)); **Truncate** **table** Employee; **insert** **into** Employee (**Id**, **Name**, Salary, DepartmentId) **values** ('1', 'Joe', '70000', '1'); **insert** **into** Employee (**Id**, **Name**, Salary, DepartmentId) **values** ('2', 'Henry', '80000', '2'); **insert** **into** Employee (**Id**, **Name**, Salary, DepartmentId) **values** ('3', 'Sam', '60000', '2'); **insert** **into** Employee (**Id**, **Name**, Salary, DepartmentId) **values** ('4', 'Max', '90000', '1'); **Truncate** **table** Department; **insert** **into** Department (**Id**, **Name**) **values** ('1', 'IT'); **insert** **into** Department (**Id**, **Name**) **values** ('2', 'Sales'); |

The Employee table holds all employees. Every employee has an Id, and there is also a column for the department Id.

+----+-------+--------+--------------+

| Id | Name | Salary | DepartmentId |

+----+-------+--------+--------------+

| 1 | Joe | 70000 | 1 |

| 2 | Henry | 80000 | 2 |

| 3 | Sam | 60000 | 2 |

| 4 | Max | 90000 | 1 |

| 5 | Janet | 69000 | 1 |

| 6 | Randy | 85000 | 1 |

+----+-------+--------+--------------+

The Department table holds all departments of the company.

+----+----------+

| Id | Name |

+----+----------+

| 1 | IT |

| 2 | Sales |

+----+----------+

Write a SQL query to find employees who earn the top three salaries in each of the department. For the above tables, your SQL query should return the following rows.

+------------+----------+--------+

| Department | Employee | Salary |

+------------+----------+--------+

| IT | Max | 90000 |

| IT | Randy | 85000 |

| IT | Joe | 70000 |

| Sales | Henry | 80000 |

| Sales | Sam | 60000 |

+------------+----------+--------+

**SELECT**

d.Name **AS** 'Department', e1.Name **AS** 'Employee', e1.Salary

**FROM**

Employee e1

**JOIN**

Department d **ON** e1.DepartmentId = d.Id

**WHERE**

3 > (**SELECT**

COUNT(**DISTINCT** e2.Salary)

**FROM**

Employee e2

**WHERE**

e2.Salary > e1.Salary

**AND** e1.DepartmentId = e2.DepartmentId

)

# [Reverse Words in a String II](https://leetcode.com/problems/reverse-words-in-a-string-ii)

Given an input string, reverse the string word by word. A word is defined as a sequence of non-space characters.

The input string does not contain leading or trailing spaces and the words are always separated by a single space.

For example,  
Given s = "the sky is blue",  
return "blue is sky the".

Could you do it *in-place* without allocating extra space?

**public** **class** Solution {

**public** **void** reverseWords(**char**[] s) {

reverse(s, 0, s.length - 1);

**int** start = 0;

**for** (**int** i = 0; i < s.length; i++) {

**if** (s[i] == ' ') {

reverse(s, start, i - 1);

start = i + 1;

}

}

reverse(s, start, s.length - 1);

}

**public** **void** reverse(**char**[] s, **int** start, **int** end) {

**while** (start < end) {

**char** temp = s[start];

s[start] = s[end];

s[end] = temp;

start++;

end--;

}

}

}

# [Repeated DNA Sequences](https://leetcode.com/problems/repeated-dna-sequences)

All DNA is composed of a series of nucleotides abbreviated as A, C, G, and T, for example: "ACGAATTCCG". When studying DNA, it is sometimes useful to identify repeated sequences within the DNA.

Write a function to find all the 10-letter-long sequences (substrings) that occur more than once in a DNA molecule.

For example,

Given s = "AAAAACCCCCAAAAACCCCCCAAAAAGGGTTT",

Return:

["AAAAACCCCC", "CCCCCAAAAA"].

**public** **class** Solution {

**public** List<String> findRepeatedDnaSequences(String s) {

Set seen = **new** HashSet(), repeated = **new** HashSet();

**for** (**int** i = 0; i + 9 < s.length(); i++) {

String ten = s.substring(i, i + 10);

**if** (!seen.add(ten))

repeated.add(ten);

}

**return** **new** ArrayList(repeated);

}

}

# [Best Time to Buy and Sell Stock IV](https://leetcode.com/problems/best-time-to-buy-and-sell-stock-iv)

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete at most **k** transactions.

**Note:**  
You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

**public** **class** Solution {

**public** **int** maxProfit(**int** k, **int**[] prices) {

**int** n = prices.length;

**if** (n <= 1)

**return** 0;

**if** (k >= n / 2) {

**int** maxPro = 0;

**for** (**int** i = 1; i < n; i++) {

**if** (prices[i] > prices[i - 1])

maxPro += prices[i] - prices[i - 1];

}

**return** maxPro;

}

**int**[][] dp = **new** **int**[k + 1][n];

**for** (**int** i = 1; i <= k; i++) {

**int** localMax = dp[i - 1][0] - prices[0];

**for** (**int** j = 1; j < n; j++) {

dp[i][j] = Math.*max*(dp[i][j - 1], prices[j] + localMax);

localMax = Math.*max*(localMax, dp[i - 1][j] - prices[j]);

}

}

**return** dp[k][n - 1];

}

}

# [Rotate Array](https://leetcode.com/problems/rotate-array)

Rotate an array of *n* elements to the right by *k* steps.

For example, with *n* = 7 and *k* = 3, the array [1,2,3,4,5,6,7] is rotated to [5,6,7,1,2,3,4].

**Note:**  
Try to come up as many solutions as you can, there are at least 3 different ways to solve this problem.

[[show hint]](https://leetcode.com/problems/rotate-array/)

**Hint:**  
Could you do it in-place with O(1) extra space?

Related problem: [Reverse Words in a String II](https://leetcode.com/problems/reverse-words-in-a-string-ii/)

**public** **class** Solution {

**public** **void** rotate(**int**[] nums, **int** k) {

k %= nums.length;

reverse(nums, 0, nums.length - 1);

reverse(nums, 0, k - 1);

reverse(nums, k, nums.length - 1);

}

**public** **void** reverse(**int**[] nums, **int** start, **int** end) {

**while** (start < end) {

**int** temp = nums[start];

nums[start] = nums[end];

nums[end] = temp;

start++;

end--;

}

}

}

# [Reverse Bits](https://leetcode.com/problems/reverse-bits)

Reverse bits of a given 32 bits unsigned integer.

For example, given input 43261596 (represented in binary as **00000010100101000001111010011100**), return 964176192 (represented in binary as **00111001011110000010100101000000**).

**Follow up**:  
If this function is called many times, how would you optimize it?

Related problem: [Reverse Integer](https://leetcode.com/problems/reverse-integer/)

**public** **class** Solution {

**public** **int** reverseBits(**int** n) {

**int** result = 0;

**for** (**int** i = 0; i < 32; i++) {

result += n & 1;

n >>>= 1;

**if** (i < 31)

result <<= 1;

}

**return** result;

}

}

# [Number of 1 Bits](https://leetcode.com/problems/number-of-1-bits)

Write a function that takes an unsigned integer and returns the number of ’1' bits it has (also known as the [Hamming weight](http://en.wikipedia.org/wiki/Hamming_weight)).

For example, the 32-bit integer ’11' has binary representation 00000000000000000000000000001011, so the function should return 3.

**public** **class** Solution {

**public** **int** hammingWeight(**int** n) {

**int** bits = 0;

**int** mask = 1;

**for** (**int** i = 0; i < 32; i++) {

**if** ((n & mask) != 0) {

bits++;

}

mask <<= 1;

}

**return** bits;

}

}

# [Word Frequency](https://leetcode.com/problems/word-frequency)

Write a bash script to calculate the frequency of each word in a text file words.txt.

For simplicity sake, you may assume:

* words.txt contains only lowercase characters and space ' ' characters.
* Each word must consist of lowercase characters only.
* Words are separated by one or more whitespace characters.

For example, assume that words.txt has the following content:

the day is sunny the the

the sunny is is

Your script should output the following, sorted by descending frequency:

the 4

is 3

sunny 2

day 1

**Note:**  
Don't worry about handling ties, it is guaranteed that each word's frequency count is unique.

[[show hint]](https://leetcode.com/problems/word-frequency/)

**Hint:**  
Could you write it in one-line using [Unix pipes](http://tldp.org/HOWTO/Bash-Prog-Intro-HOWTO-4.html)?

**Solution**

cat words.txt | **tr** -**s** ' ' '\n' | **sort** | uniq -c | **sort** -r | awk '{ print $2, $1 }'

**tr -s**: truncate the string with target string, but only remaining one instance (e.g. multiple whitespaces)

**sort**: To make the same string successive so that uniq could count the same string fully and correctly.

**uniq -c**: uniq is used to filter out the repeated lines which are successive, -c means counting

**sort -r**: -r means sorting in descending order

**awk '{ print $2, $1 }'**: To format the output, see [here](http://linux.cn/article-3945-1.html).

# [Valid Phone Numbers](https://leetcode.com/problems/valid-phone-numbers)

Given a text file file.txt that contains list of phone numbers (one per line), write a one liner bash script to print all valid phone numbers.

You may assume that a valid phone number must appear in one of the following two formats: (xxx) xxx-xxxx or xxx-xxx-xxxx. (x means a digit)

You may also assume each line in the text file must not contain leading or trailing white spaces.

For example, assume that file.txt has the following content:

987-123-4567

123 456 7890

(123) 456-7890

Your script should output the following valid phone numbers:

987-123-4567

(123) 456-7890

**Solution**

Using grep:

**grep** -P '^(\d{3}-|\(\d{3}\) )\d{3}-\d{4}$' file.txt

Using sed:

sed -n -r '/^([0-9]{3}-|\([0-9]{3}\) )[0-9]{3}-[0-9]{4}$/p' file.txt

Using awk:

awk '/^([0-9]{3}-|\([0-9]{3}\) )[0-9]{3}-[0-9]{4}$/' file.txt

# [Transpose File](https://leetcode.com/problems/transpose-file)

Given a text file file.txt, transpose its content.

You may assume that each row has the same number of columns and each field is separated by the ' ' character.

For example, if file.txt has the following content:

name age

alice 21

ryan 30

Output the following:

name alice ryan

age 21 30

**Solution**

awk '

{

for (i = 1; i <= NF; i++) {

if(NR == 1) {

s[i] = $i;

} else {

s[i] = s[i] " " $i;

}

}

}

END {

for (i = 1; s[i] != ""; i++) {

print s[i];

}

}' file.txt

Bash:

ncol=`head -n1 file.txt | wc -w`

**for** i **in** `seq 1 $ncol`

**do**

echo `cut -d' ' -f$i file.txt`

**done**

# [Tenth Line](https://leetcode.com/problems/tenth-line)

How would you print just the 10th line of a file?

For example, assume that file.txt has the following content:

Line 1

Line 2

Line 3

Line 4

Line 5

Line 6

Line 7

Line 8

Line 9

Line 10

Your script should output the tenth line, which is:

Line 10

[[show hint]](https://leetcode.com/problems/tenth-line/)

**Hint:**  
1. If the file contains less than 10 lines, what should you output?  
2. There's at least three different solutions. Try to explore all possibilities.

**Solution**

*# Solution 1*

cnt=0

**while** read line && [ $cnt -le 10 ]; **do**

let 'cnt = cnt + 1'

**if** [ $cnt -eq 10 ]; **then**

echo $line

exit 0

**fi**

**done** < file.txt

*# Solution 2*

awk 'FNR == 10 {print }' file.txt

*# OR*

awk 'NR == 10' file.txt

*# Solution 3*

sed -n 10p file.txt

*# Solution 4*

tail -n+10 file.txt|head -1

# [Delete Duplicate Emails](https://leetcode.com/problems/delete-duplicate-emails)

Write a SQL query to delete all duplicate email entries in a table named Person, keeping only unique emails based on its *smallest* **Id**.

+----+------------------+

| Id | Email |

+----+------------------+

| 1 | john@example.com |

| 2 | bob@example.com |

| 3 | john@example.com |

+----+------------------+

Id is the primary key column for this table.

For example, after running your query, the above Person table should have the following rows:

+----+------------------+

| Id | Email |

+----+------------------+

| 1 | john@example.com |

| 2 | bob@example.com |

+----+------------------+

**DELETE** p1 **FROM** Person p1,

Person p2

**WHERE**

p1.Email = p2.Email **AND** p1.Id > p2.Id

# [Rising Temperature](https://leetcode.com/problems/rising-temperature)

|  |
| --- |
| **Create** **table** **If** **Not** **Exists** Weather (**Id** int, Date date, Temperature int); **Truncate** **table** Weather; **insert** **into** Weather (**Id**, Date, Temperature) **values** ('1', '2015-01-01', '10'); **insert** **into** Weather (**Id**, Date, Temperature) **values** ('2', '2015-01-02', '25'); **insert** **into** Weather (**Id**, Date, Temperature) **values** ('3', '2015-01-03', '20'); **insert** **into** Weather (**Id**, Date, Temperature) **values** ('4', '2015-01-04', '30'); |

Given a Weather table, write a SQL query to find all dates' Ids with higher temperature compared to its previous (yesterday's) dates.

+---------+------------+------------------+

| Id(INT) | Date(DATE) | Temperature(INT) |

+---------+------------+------------------+

| 1 | 2015-01-01 | 10 |

| 2 | 2015-01-02 | 25 |

| 3 | 2015-01-03 | 20 |

| 4 | 2015-01-04 | 30 |

+---------+------------+------------------+

For example, return the following Ids for the above Weather table:

+----+

| Id |

+----+

| 2 |

| 4 |

+----+

**SELECT**

weather.id **AS** 'Id'

**FROM**

weather

**JOIN**

weather w **ON** DATEDIFF(weather.**date**, w.**date**) = 1

**AND** weather.Temperature > w.Temperature

# [House Robber](https://leetcode.com/problems/house-robber)

You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed, the only constraint stopping you from robbing each of them is that adjacent houses have security system connected and **it will automatically contact the police if two adjacent houses were broken into on the same night**.

Given a list of non-negative integers representing the amount of money of each house, determine the maximum amount of money you can rob tonight **without alerting the police**.

**public** **class** Solution {

**public** **int** rob(**int**[] nums) {

**int** prevMax = 0;

**int** currMax = 0;

**for** (**int** x : nums) {

**int** temp = currMax;

currMax = Math.*max*(prevMax + x, currMax);

prevMax = temp;

}

**return** currMax;

}

}

# [Binary Tree Right Side View](https://leetcode.com/problems/binary-tree-right-side-view)

Given a binary tree, imagine yourself standing on the *right* side of it, return the values of the nodes you can see ordered from top to bottom.

For example:  
Given the following binary tree,

1 <---

/ \

2 3 <---

\ \

5 4 <---

You should return [1, 3, 4].

**public** **class** Solution {

**public** List<Integer> rightSideView(TreeNode root) {

List<Integer> result = **new** ArrayList<Integer>();

**if** (root == **null**) {

**return** result;

}

LinkedList<TreeNode> queue = **new** LinkedList<TreeNode>();

queue.offer(root);

**while** (!queue.isEmpty()) {

**int** size = queue.size();

**for** (**int** i = 0; i < size; i++) {

TreeNode curr = queue.poll();

**if** (i == size - 1) {

result.add(curr.val);

}

**if** (curr.left != **null**) {

queue.offer(curr.left);

}

**if** (curr.right != **null**) {

queue.offer(curr.right);

}

}

}

**return** result;

}

}

# [Number of Islands](https://leetcode.com/problems/number-of-islands)

Given a 2d grid map of '1's (land) and '0's (water), count the number of islands. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.

***Example 1:***

11110  
11010  
11000  
00000

Answer: 1

***Example 2:***

11000  
11000  
00100  
00011

Answer: 3

**public** **class** Solution {

**private** **int** n;

**private** **int** m;

**public** **int** numIslands(**char**[][] grid) {

**int** count = 0;

n = grid.length;

**if** (n == 0)

**return** 0;

m = grid[0].length;

**for** (**int** i = 0; i < n; i++) {

**for** (**int** j = 0; j < m; j++)

**if** (grid[i][j] == '1') {

DFSMarking(grid, i, j);

++count;

}

}

**return** count;

}

**private** **void** DFSMarking(**char**[][] grid, **int** i, **int** j) {

**if** (i < 0 || j < 0 || i >= n || j >= m || grid[i][j] != '1')

**return**;

grid[i][j] = '0';

DFSMarking(grid, i + 1, j);

DFSMarking(grid, i - 1, j);

DFSMarking(grid, i, j + 1);

DFSMarking(grid, i, j - 1);

}

}

思路：遍历矩阵中所有点，如果当前点不为0，则是一个岛，DFS求解当前岛，并把遇到的位置全部置0，岛数量+1。

# [Bitwise AND of Numbers Range](https://leetcode.com/problems/bitwise-and-of-numbers-range)

Given a range [m, n] where 0 <= m <= n <= 2147483647, return the bitwise AND of all numbers in this range, inclusive.

For example, given the range [5, 7], you should return 4.

**public** **class** Solution {

**public** **int** rangeBitwiseAnd(**int** m, **int** n) {

**while** (m < n)

n = n & (n - 1);

**return** n;

}

}

# [Happy Number](https://leetcode.com/problems/happy-number)

Write an algorithm to determine if a number is "happy".

A happy number is a number defined by the following process: Starting with any positive integer, replace the number by the sum of the squares of its digits, and repeat the process until the number equals 1 (where it will stay), or it loops endlessly in a cycle which does not include 1. Those numbers for which this process ends in 1 are happy numbers.

**Example:**19 is a happy number

* 12 + 92 = 82
* 82 + 22 = 68
* 62 + 82 = 100
* 12 + 02 + 02 = 1

**public** **class** Solution {

**public** **boolean** isHappy(**int** n) {

Set<Integer> inLoop = **new** HashSet<Integer>();

**int** squareSum, remain;

**while** (inLoop.add(n)) {

squareSum = 0;

**while** (n > 0) {

remain = n % 10;

squareSum += remain \* remain;

n /= 10;

}

**if** (squareSum == 1)

**return** **true**;

**else**

n = squareSum;

}

**return** **false**;

}

}

# [Remove Linked List Elements](https://leetcode.com/problems/remove-linked-list-elements)

Remove all elements from a linked list of integers that have value ***val***.

**Example**  
***Given:*** 1 --> 2 --> 6 --> 3 --> 4 --> 5 --> 6, ***val*** = 6  
***Return:*** 1 --> 2 --> 3 --> 4 --> 5

**public** **class** Solution {

**public** ListNode removeElements(ListNode head, **int** val) {

**if** (head == **null**)

**return** **null**;

head.next = removeElements(head.next, val);

**return** head.val == val ? head.next : head;

}

}

**public** **class** Solution {

**public** ListNode removeElements(ListNode head, **int** val) {

ListNode fakeHead = **new** ListNode(-1);

fakeHead.next = head;

ListNode curr = head, prev = fakeHead;

**while** (curr != **null**) {

**if** (curr.val == val) {

prev.next = curr.next;

} **else** {

prev = prev.next;

}

curr = curr.next;

}

**return** fakeHead.next;

}

}

# [Count Primes](https://leetcode.com/problems/count-primes)

**Description:**

Count the number of prime numbers less than a non-negative number, ***n***.

**public** **class** Solution {

**public** **int** countPrimes(**int** n) {

**boolean**[] notPrime = **new** **boolean**[n];

**int** count = 0;

**for** (**int** i = 2; i < n; i++) {

**if** (notPrime[i] == **false**) {

count++;

**for** (**int** j = 2; i \* j < n; j++) {

notPrime[i \* j] = **true**;

}

}

}

**return** count;

}

}

# [Isomorphic Strings](https://leetcode.com/problems/isomorphic-strings)

Given two strings ***s*** and ***t***, determine if they are isomorphic.

Two strings are isomorphic if the characters in ***s*** can be replaced to get ***t***.

All occurrences of a character must be replaced with another character while preserving the order of characters. No two characters may map to the same character but a character may map to itself.

For example,  
Given "egg", "add", return true.

Given "foo", "bar", return false.

Given "paper", "title", return true.

**Note:**  
You may assume both ***s*** and ***t*** have the same length.

**public** **class** Solution {

**public** **boolean** isIsomorphic(String s, String t) {

**int**[] m = **new** **int**[512];

**for** (**int** i = 0; i < s.length(); i++) {

**if** (m[s.charAt(i)] != m[t.charAt(i) + 256])

**return** **false**;

m[s.charAt(i)] = m[t.charAt(i) + 256] = i + 1;

}

**return** **true**;

}

}

# [Reverse Linked List](https://leetcode.com/problems/reverse-linked-list)

Reverse a singly linked list.

[click to show more hints.](https://leetcode.com/problems/reverse-linked-list/)

**Hint:**

A linked list can be reversed either iteratively or recursively. Could you implement both?

**public** **class** Solution {

**public** ListNode reverseList(ListNode head) {

ListNode prev = **null**;

ListNode curr = head;

**while** (curr != **null**) {

ListNode nextTemp = curr.next;

curr.next = prev;

prev = curr;

curr = nextTemp;

}

**return** prev;

}

}

# [Course Schedule](https://leetcode.com/problems/course-schedule)

There are a total of *n* courses you have to take, labeled from 0 to n - 1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite **pairs**, is it possible for you to finish all courses?

For example:

2, [[1,0]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0. So it is possible.

2, [[1,0],[0,1]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0, and to take course 0 you should also have finished course 1. So it is impossible.

**Note:**

1. The input prerequisites is a graph represented by **a list of edges**, not adjacency matrices. Read more about [how a graph is represented](https://www.khanacademy.org/computing/computer-science/algorithms/graph-representation/a/representing-graphs).
2. You may assume that there are no duplicate edges in the input prerequisites.

[click to show more hints.](https://leetcode.com/problems/course-schedule/)

**Hints:**

1. This problem is equivalent to finding if a cycle exists in a directed graph. If a cycle exists, no topological ordering exists and therefore it will be impossible to take all courses.
2. [Topological Sort via DFS](https://class.coursera.org/algo-003/lecture/52) - A great video tutorial (21 minutes) on Coursera explaining the basic concepts of Topological Sort.
3. Topological sort could also be done via [BFS](http://en.wikipedia.org/wiki/Topological_sorting#Algorithms).

**public** **class** Solution {

**public** **boolean** canFinish(**int** numCourses, **int**[][] prerequisites) {

**int**[][] matrix = **new** **int**[numCourses][numCourses]; // i -> j

**int**[] indegree = **new** **int**[numCourses];

**for** (**int** i = 0; i < prerequisites.length; i++) {

**int** ready = prerequisites[i][0];

**int** pre = prerequisites[i][1];

**if** (matrix[pre][ready] == 0)

indegree[ready]++;

matrix[pre][ready] = 1;

}

**int** count = 0;

Queue<Integer> queue = **new** LinkedList();

**for** (**int** i = 0; i < indegree.length; i++) {

**if** (indegree[i] == 0)

queue.offer(i);

}

**while** (!queue.isEmpty()) {

**int** course = queue.poll();

count++;

**for** (**int** i = 0; i < numCourses; i++) {

**if** (matrix[course][i] != 0) {

**if** (--indegree[i] == 0)

queue.offer(i);

}

}

}

**return** count == numCourses;

}

}

# [Implement Trie (Prefix Tree)](https://leetcode.com/problems/implement-trie-prefix-tree)

Implement a trie with insert, search, and startsWith methods.

**Note:**  
You may assume that all inputs are consist of lowercase letters a-z.

**class** TrieNode {

**public** **boolean** isWord;

**public** TrieNode[] children = **new** TrieNode[26];

}

**public** **class** Trie {

**private** TrieNode root;

**public** Trie() {

root = **new** TrieNode();

}

**public** **void** insert(String word) {

TrieNode ws = root;

**for** (**int** i = 0; i < word.length(); i++) {

**char** ch = word.charAt(i);

**if** (ws.children[ch - 'a'] == **null**) {

ws.children[ch - 'a'] = **new** TrieNode();

}

ws = ws.children[ch - 'a'];

}

ws.isWord = **true**;

}

**public** **boolean** search(String word) {

TrieNode ws = searchHelper(word);

**return** ws != **null** && ws.isWord;

}

**public** **boolean** startsWith(String prefix) {

**return** searchHelper(prefix) != **null**;

}

**public** TrieNode searchHelper(String key) {

TrieNode ws = root;

**for** (**int** i = 0; i < key.length() && ws != **null**; i++) {

**char** ch = key.charAt(i);

ws = ws.children[ch - 'a'];

}

**return** ws;

}

}

# [Minimum Size Subarray Sum](https://leetcode.com/problems/minimum-size-subarray-sum)

Given an array of **n** positive integers and a positive integer **s**, find the minimal length of a **contiguous** subarray of which the sum >= **s**. If there isn't one, return 0 instead.

For example, given the array [2,3,1,2,4,3] and s = 7,  
the subarray [4,3] has the minimal length under the problem constraint.

[click to show more practice.](https://leetcode.com/problems/minimum-size-subarray-sum/)

**More practice:**

If you have figured out the *O*(*n*) solution, try coding another solution of which the time complexity is *O*(*n* log *n*).

**public** **class** Solution {

**public** **int** minSubArrayLen(**int** s, **int**[] nums) {

**if** (nums == **null** || nums.length == 0)

**return** 0;

**int** i = 0, j = 0, sum = 0, min = Integer.***MAX\_VALUE***;

**while** (j < nums.length) {

sum += nums[j++];

**while** (sum >= s) {

min = Math.*min*(min, j - i);

sum -= nums[i++];

}

}

**return** min == Integer.***MAX\_VALUE*** ? 0 : min;

}

}

# [Course Schedule II](https://leetcode.com/problems/course-schedule-ii)

There are a total of *n* courses you have to take, labeled from 0 to n - 1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite **pairs**, return the ordering of courses you should take to finish all courses.

There may be multiple correct orders, you just need to return one of them. If it is impossible to finish all courses, return an empty array.

For example:

2, [[1,0]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0. So the correct course order is [0,1]

4, [[1,0],[2,0],[3,1],[3,2]]

There are a total of 4 courses to take. To take course 3 you should have finished both courses 1 and 2. Both courses 1 and 2 should be taken after you finished course 0. So one correct course order is [0,1,2,3]. Another correct ordering is[0,2,1,3].

**Note:**

1. The input prerequisites is a graph represented by **a list of edges**, not adjacency matrices. Read more about [how a graph is represented](https://www.khanacademy.org/computing/computer-science/algorithms/graph-representation/a/representing-graphs).
2. You may assume that there are no duplicate edges in the input prerequisites.

[click to show more hints.](https://leetcode.com/problems/course-schedule-ii/)

**Hints:**

1. This problem is equivalent to finding the topological order in a directed graph. If a cycle exists, no topological ordering exists and therefore it will be impossible to take all courses.
2. [Topological Sort via DFS](https://class.coursera.org/algo-003/lecture/52) - A great video tutorial (21 minutes) on Coursera explaining the basic concepts of Topological Sort.
3. Topological sort could also be done via [BFS](http://en.wikipedia.org/wiki/Topological_sorting#Algorithms).

**public** **class** Solution {

**public** **int**[] findOrder(**int** numCourses, **int**[][] prerequisites) {

List<List<Integer>> adj = **new** ArrayList<List<Integer>>(numCourses);

**for** (**int** i = 0; i < numCourses; i++)

adj.add(i, **new** ArrayList<>());

**for** (**int** i = 0; i < prerequisites.length; i++)

adj.get(prerequisites[i][1]).add(prerequisites[i][0]);

**int**[] visited = **new** **int**[numCourses];

Stack<Integer> stack = **new** Stack<>();

**for** (**int** i = 0; i < numCourses; i++) {

**if** (!topologicalSort(adj, i, stack, visited))

**return** **new** **int**[0];

}

**int** i = 0;

**int**[] result = **new** **int**[numCourses];

**while** (!stack.isEmpty()) {

result[i++] = stack.pop();

}

**return** result;

}

**private** **boolean** topologicalSort(List<List<Integer>> adj, **int** v,

Stack<Integer> stack, **int**[] visited) {

**if** (visited[v] == 2)

**return** **true**;

**if** (visited[v] == 1)

**return** **false**;

visited[v] = 1;

**for** (Integer u : adj.get(v)) {

**if** (!topologicalSort(adj, u, stack, visited))

**return** **false**;

}

visited[v] = 2;

stack.push(v);

**return** **true**;

}

}

# [Add and Search Word - Data structure design](https://leetcode.com/problems/add-and-search-word-data-structure-design)

Design a data structure that supports the following two operations:

void addWord(word)

bool search(word)

search(word) can search a literal word or a regular expression string containing only letters a-z or .. A . means it can represent any one letter.

For example:

addWord("bad")

addWord("dad")

addWord("mad")

search("pad") -> false

search("bad") -> true

search(".ad") -> true

search("b..") -> true

**Note:**  
You may assume that all words are consist of lowercase letters a-z.

[click to show hint.](https://leetcode.com/problems/add-and-search-word-data-structure-design/)

You should be familiar with how a Trie works. If not, please work on this problem: [Implement Trie (Prefix Tree)](https://leetcode.com/problems/implement-trie-prefix-tree/) first.

**public** **class** WordDictionary {

**public** **class** TrieNode {

**public** TrieNode[] children = **new** TrieNode[26];

**public** String item = "";

}

**private** TrieNode root = **new** TrieNode();

**public** **void** addWord(String word) {

TrieNode node = root;

**for** (**char** c : word.toCharArray()) {

**if** (node.children[c - 'a'] == **null**) {

node.children[c - 'a'] = **new** TrieNode();

}

node = node.children[c - 'a'];

}

node.item = word;

}

**public** **boolean** search(String word) {

**return** match(word.toCharArray(), 0, root);

}

**private** **boolean** match(**char**[] chs, **int** k, TrieNode node) {

**if** (k == chs.length)

**return** !node.item.equals("");

**if** (chs[k] != '.') {

**return** node.children[chs[k] - 'a'] != **null**

&& match(chs, k + 1, node.children[chs[k] - 'a']);

} **else** {

**for** (**int** i = 0; i < node.children.length; i++) {

**if** (node.children[i] != **null**) {

**if** (match(chs, k + 1, node.children[i])) {

**return** **true**;

}

}

}

}

**return** **false**;

}

}

# [Word Search II](https://leetcode.com/problems/word-search-ii)

Given a 2D board and a list of words from the dictionary, find all words in the board.

Each word must be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once in a word.

For example,  
Given **words** = ["oath","pea","eat","rain"] and **board** =

[ ['o','a','a','n'],

['e','t','a','e'],

['i','h','k','r'],

['i','f','l','v']]

Return ["eat","oath"].

**Note:**  
You may assume that all inputs are consist of lowercase letters a-z.

[click to show hint.](https://leetcode.com/problems/word-search-ii/)

You would need to optimize your backtracking to pass the larger test. Could you stop backtracking earlier?

If the current candidate does not exist in all words' prefix, you could stop backtracking immediately. What kind of data structure could answer such query efficiently? Does a hash table work? Why or why not? How about a Trie? If you would like to learn how to implement a basic trie, please work on this problem: [Implement Trie (Prefix Tree)](https://leetcode.com/problems/implement-trie-prefix-tree/) first.

**public** **class** Solution {

**public** List<String> findWords(**char**[][] board, String[] words) {

List<String> res = **new** ArrayList<>();

TrieNode root = buildTrie(words);

**for** (**int** i = 0; i < board.length; i++) {

**for** (**int** j = 0; j < board[0].length; j++) {

dfs(board, i, j, root, res);

}

}

**return** res;

}

**public** **void** dfs(**char**[][] board, **int** i, **int** j, TrieNode p,

List<String> res) {

**char** c = board[i][j];

**if** (c == '#' || p.next[c - 'a'] == **null**)

**return**;

p = p.next[c - 'a'];

**if** (p.word != **null**) { // found one

res.add(p.word);

p.word = **null**; // de-duplicate

}

board[i][j] = '#';

**if** (i > 0)

dfs(board, i - 1, j, p, res);

**if** (j > 0)

dfs(board, i, j - 1, p, res);

**if** (i < board.length - 1)

dfs(board, i + 1, j, p, res);

**if** (j < board[0].length - 1)

dfs(board, i, j + 1, p, res);

board[i][j] = c;

}

**public** TrieNode buildTrie(String[] words) {

TrieNode root = **new** TrieNode();

**for** (String w : words) {

TrieNode p = root;

**for** (**char** c : w.toCharArray()) {

**int** i = c - 'a';

**if** (p.next[i] == **null**)

p.next[i] = **new** TrieNode();

p = p.next[i];

}

p.word = w;

}

**return** root;

}

**class** TrieNode {

TrieNode[] next = **new** TrieNode[26];

String word;

}

}

# [House Robber II](https://leetcode.com/problems/house-robber-ii)

**Note:** This is an extension of [House Robber](https://leetcode.com/problems/house-robber/).

After robbing those houses on that street, the thief has found himself a new place for his thievery so that he will not get too much attention. This time, all houses at this place are **arranged in a circle.** That means the first house is the neighbor of the last one. Meanwhile, the security system for these houses remain the same as for those in the previous street.

Given a list of non-negative integers representing the amount of money of each house, determine the maximum amount of money you can rob tonight **without alerting the police**.

**public** **class** Solution {

**public** **int** rob(**int**[] nums) {

**if** (nums.length == 1)

**return** nums[0];

**return** Math.*max*(rob(nums, 0, nums.length - 2),

rob(nums, 1, nums.length - 1));

}

**public** **int** rob(**int**[] nums, **int** start, **int** end) {

**int** prevMax = 0;

**int** currMax = 0;

**for** (**int** i = start; i <= end; ++i) {

**int** x = nums[i];

**int** temp = currMax;

currMax = Math.*max*(prevMax + x, currMax);

prevMax = temp;

}

**return** currMax;

}

}

# [Shortest Palindrome](https://leetcode.com/problems/shortest-palindrome)

Given a string S, you are allowed to convert it to a palindrome by adding characters in front of it. Find and return the shortest palindrome you can find by performing this transformation.

For example:

Given "aacecaaa", return "aaacecaaa".

Given "abcd", return "dcbabcd".

**public** **class** Solution {

**public** String shortestPalindrome(String s) {

**int** n = s.length();

String rev = **new** StringBuilder(s).reverse().toString();

String s\_new = s + "#" + rev;

**int** m = s\_new.length();

**int**[] f = **new** **int**[m];

**for** (**int** i = 1; i < m; i++) {

**int** t = f[i - 1];

**while** (t > 0 && s\_new.charAt(i) != s\_new.charAt(t))

t = f[t - 1];

**if** (s\_new.charAt(i) == s\_new.charAt(t))

++t;

f[i] = t;

}

**return** rev.substring(0, n - f[m - 1]) + s;

}

}

# [Kth Largest Element in an Array](https://leetcode.com/problems/kth-largest-element-in-an-array)

Find the **k**th largest element in an unsorted array. Note that it is the kth largest element in the sorted order, not the kth distinct element.

For example,  
Given [3,2,1,5,6,4] and k = 2, return 5.

**Note:**  
You may assume k is always valid, 1 ? k ? array's length.

**public** **class** Solution {

**public** **int** findKthLargest(**int**[] nums, **int** k) {

**final** **int** N = nums.length;

Arrays.*sort*(nums);

**return** nums[N - k];

}

}

**public** **class** Solution {

**public** **int** findKthLargest(**int**[] nums, **int** k) {

**final** PriorityQueue<Integer> pq = **new** PriorityQueue<>();

**for** (**int** val : nums) {

pq.offer(val);

**if** (pq.size() > k) {

pq.poll();

}

}

**return** pq.peek();

}

}

# [Combination Sum III](https://leetcode.com/problems/combination-sum-iii)

Find all possible combinations of ***k*** numbers that add up to a number ***n***, given that only numbers from 1 to 9 can be used and each combination should be a unique set of numbers.

***Example 1:***

Input: ***k*** = 3, ***n*** = 7

Output:

[[1,2,4]]

***Example 2:***

Input: ***k*** = 3, ***n*** = 9

Output:

[[1,2,6], [1,3,5], [2,3,4]]

**public** **class** Solution {

**public** List<List<Integer>> combinationSum3(**int** k, **int** n) {

List<List<Integer>> ans = **new** ArrayList<>();

combination(ans, **new** ArrayList<Integer>(), k, 1, n);

**return** ans;

}

**private** **void** combination(List<List<Integer>> ans, List<Integer> comb, **int** k,

**int** start, **int** n) {

**if** (comb.size() == k && n == 0) {

List<Integer> li = **new** ArrayList<Integer>(comb);

ans.add(li);

**return**;

}

**for** (**int** i = start; i <= 9; i++) {

comb.add(i);

combination(ans, comb, k, i + 1, n - i);

comb.remove(comb.size() - 1);

}

}

}

# [Contains Duplicate](https://leetcode.com/problems/contains-duplicate)

Given an array of integers, find if the array contains any duplicates. Your function should return true if any value appears at least twice in the array, and it should return false if every element is distinct.

**public** **class** Solution {

**public** **boolean** containsDuplicate(**int**[] nums) {

Set<Integer> numSet = **new** HashSet<Integer>();

**for** (**int** num : nums) {

**if** (!numSet.add(num))

**return** **true**;

}

**return** **false**;

}

}

# [The Skyline Problem](https://leetcode.com/problems/the-skyline-problem)

A city's skyline is the outer contour of the silhouette formed by all the buildings in that city when viewed from a distance. Now suppose you are **given the locations and height of all the buildings** as shown on a cityscape photo (Figure A), write a program to **output the skyline** formed by these buildings collectively (Figure B).
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The geometric information of each building is represented by a triplet of integers [Li, Ri, Hi], where Li and Ri are the x coordinates of the left and right edge of the ith building, respectively, and Hi is its height. It is guaranteed that 0 ? Li, Ri ? INT\_MAX, 0 < Hi ? INT\_MAX, and Ri - Li > 0. You may assume all buildings are perfect rectangles grounded on an absolutely flat surface at height 0.

For instance, the dimensions of all buildings in Figure A are recorded as: [ [2 9 10], [3 7 15], [5 12 12], [15 20 10], [19 24 8] ].

The output is a list of "**key points**" (red dots in Figure B) in the format of [ [x1,y1], [x2, y2], [x3, y3], ... ] that uniquely defines a skyline. **A key point is the left endpoint of a horizontal line segment**. Note that the last key point, where the rightmost building ends, is merely used to mark the termination of the skyline, and always has zero height. Also, the ground in between any two adjacent buildings should be considered part of the skyline contour.

For instance, the skyline in Figure B should be represented as:[ [2 10], [3 15], [7 12], [12 0], [15 10], [20 8], [24, 0] ].

**Notes:**

* The number of buildings in any input list is guaranteed to be in the range [0, 10000].
* The input list is already sorted in ascending order by the left x position Li.
* The output list must be sorted by the x position.
* There must be no consecutive horizontal lines of equal height in the output skyline. For instance, [...[2 3], [4 5], [7 5], [11 5], [12 7]...] is not acceptable; the three lines of height 5 should be merged into one in the final output as such: [...[2 3], [4 5], [12 7], ...]

**public** **class** Solution {

**public** List<**int**[]> getSkyline(**int**[][] buildings) {

List<**int**[]> heights = **new** ArrayList<>();

**for** (**int**[] b : buildings) {

heights.add(**new** **int**[] { b[0], -b[2] });

heights.add(**new** **int**[] { b[1], b[2] });

}

Collections.*sort*(heights,

(a, b) -> (a[0] == b[0]) ? a[1] - b[1] : a[0] - b[0]);

TreeMap<Integer, Integer> heightMap = **new** TreeMap<>(

Collections.*reverseOrder*());

heightMap.put(0, 1);

**int** prevHeight = 0;

List<**int**[]> skyLine = **new** LinkedList<>();

**for** (**int**[] h : heights) {

**if** (h[1] < 0) {

heightMap.put(-h[1], heightMap.getOrDefault(-h[1], 0) + 1);

} **else** {

Integer cnt = heightMap.get(h[1]);

**if** (cnt == 1) {

heightMap.remove(h[1]);

} **else** {

heightMap.put(h[1], cnt - 1);

}

}

**int** currHeight = heightMap.firstKey();

**if** (prevHeight != currHeight) {

skyLine.add(**new** **int**[] { h[0], currHeight });

prevHeight = currHeight;

}

}

**return** skyLine;

}

}

思路：从左到右追踪顶点，上升则记录，下降则看是否有高于它的线存在，不存在时记录，形成List返回。实现方法：用一个数组保存所有顶点（从左到右），其中左顶点对应的高记录为负值以区分。遍历数组，判断是否为起点，起点记入TreeMap（逆向排序），终点从Map中减去，取Map中最大值，若与前height不同，则新有效点出来（高或低）。

# [Contains Duplicate II](https://leetcode.com/problems/contains-duplicate-ii)

Given an array of integers and an integer *k*, find out whether there are two distinct indices *i* and *j* in the array such that **nums[i] = nums[j]** and the **absolute** difference between *i* and *j* is at most *k*.

**public** **class** Solution {

**public** **boolean** containsNearbyDuplicate(**int**[] nums, **int** k) {

Set<Integer> set = **new** HashSet<Integer>();

**for** (**int** i = 0; i < nums.length; i++) {

**if** (i > k)

set.remove(nums[i - k - 1]);

**if** (!set.add(nums[i]))

**return** **true**;

}

**return** **false**;

}

}

# [Contains Duplicate III](https://leetcode.com/problems/contains-duplicate-iii)

Given an array of integers, find out whether there are two distinct indices *i* and *j* in the array such that the **absolute** difference between **nums[i]** and **nums[j]** is at most *t* and the **absolute** difference between *i* and *j* is at most *k*.

**public** **class** Solution {

**public** **boolean** containsNearbyAlmostDuplicate(**int**[] nums, **int** k, **int** t) {

**if** (k < 1 || t < 0)

**return** **false**;

Map<Long, Long> map = **new** HashMap<>();

**for** (**int** i = 0; i < nums.length; i++) {

**long** remappedNum = (**long**) nums[i] - Integer.***MIN\_VALUE***;

**long** bucket = remappedNum / ((**long**) t + 1);

**if** (map.containsKey(bucket)

|| (map.containsKey(bucket - 1)

&& remappedNum - map.get(bucket - 1) <= t)

|| (map.containsKey(bucket + 1)

&& map.get(bucket + 1) - remappedNum <= t))

**return** **true**;

**if** (map.entrySet().size() >= k) {

**long** lastBucket = ((**long**) nums[i - k] - Integer.***MIN\_VALUE***)

/ ((**long**) t + 1);

map.remove(lastBucket);

}

map.put(bucket, remappedNum);

}

**return** **false**;

}

}

# [Maximal Square](https://leetcode.com/problems/maximal-square)

Given a 2D binary matrix filled with 0's and 1's, find the largest square containing only 1's and return its area.

For example, given the following matrix:

1 0 1 0 0

1 0 1 1 1

1 1 1 1 1

1 0 0 1 0

Return 4.

**public** **class** Solution {

**public** **int** maximalSquare(**char**[][] matrix) {

**if** (matrix.length == 0)

**return** 0;

**int** m = matrix.length, n = matrix[0].length, result = 0;

**int**[][] b = **new** **int**[m + 1][n + 1];

**for** (**int** i = 1; i <= m; i++) {

**for** (**int** j = 1; j <= n; j++) {

**if** (matrix[i - 1][j - 1] == '1') {

b[i][j] = Math.*min*(Math.*min*(b[i][j - 1], b[i - 1][j - 1]),

b[i - 1][j]) + 1;

result = Math.*max*(b[i][j], result); // update result

}

}

}

**return** result \* result;

}

}

# [Count Complete Tree Nodes](https://leetcode.com/problems/count-complete-tree-nodes)

Given a **complete** binary tree, count the number of nodes.

**Definition of a complete binary tree from**[**Wikipedia**](http://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees)**:**  
In a complete binary tree every level, except possibly the last, is completely filled, and all nodes in the last level are as far left as possible. It can have between 1 and 2h nodes inclusive at the last level h.

**class** Solution {

**int** height(TreeNode root) {

**return** root == **null** ? -1 : 1 + height(root.left);

}

**public** **int** countNodes(TreeNode root) {

**int** nodes = 0, h = height(root);

**while** (root != **null**) {

**if** (height(root.right) == h - 1) {

nodes += 1 << h;

root = root.right;

} **else** {

nodes += 1 << h - 1;

root = root.left;

}

h--;

}

**return** nodes;

}

}

# [Rectangle Area](https://leetcode.com/problems/rectangle-area)

Find the total area covered by two **rectilinear** rectangles in a **2D** plane.

Each rectangle is defined by its bottom left corner and top right corner as shown in the figure.

![Rectangle Area](data:image/png;base64,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)

Assume that the total area is never beyond the maximum possible value of **int**.

**public** **class** Solution {

**public** **int** computeArea(**int** A, **int** B, **int** C, **int** D, **int** E, **int** F, **int** G,

**int** H) {

**int** left = Math.*max*(A, E), right = Math.*max*(Math.*min*(C, G), left);

**int** bottom = Math.*max*(B, F), top = Math.*max*(Math.*min*(D, H), bottom);

**return** (C - A) \* (D - B) - (right - left) \* (top - bottom)

+ (G - E) \* (H - F);

}

}

# [Basic Calculator](https://leetcode.com/problems/basic-calculator)

Implement a basic calculator to evaluate a simple expression string.

The expression string may contain open ( and closing parentheses ), the plus + or minus sign -, **non-negative** integers and empty spaces .

You may assume that the given expression is always valid.

Some examples:

"1 + 1" = 2

" 2-1 + 2 " = 3

"(1+(4+5+2)-3)+(6+8)" = 23

**Note:** **Do not** use the eval built-in library function.

**public** **class** Solution {

**public** **static** **int** calculate(String s) {

**int** len = s.length(), sign = 1, result = 0;

Stack<Integer> stack = **new** Stack<Integer>();

**for** (**int** i = 0; i < len; i++) {

**if** (Character.*isDigit*(s.charAt(i))) {

**int** sum = s.charAt(i) - '0';

**while** (i + 1 < len && Character.*isDigit*(s.charAt(i + 1))) {

sum = sum \* 10 + s.charAt(i + 1) - '0';

i++;

}

result += sum \* sign;

} **else** **if** (s.charAt(i) == '+')

sign = 1;

**else** **if** (s.charAt(i) == '-')

sign = -1;

**else** **if** (s.charAt(i) == '(') {

stack.push(result);

stack.push(sign);

result = 0;

sign = 1;

} **else** **if** (s.charAt(i) == ')') {

result = result \* stack.pop() + stack.pop();

}

}

**return** result;

}

}

# [Implement Stack using Queues](https://leetcode.com/problems/implement-stack-using-queues)

Implement the following operations of a stack using queues.

* push(x) -- Push element x onto stack.
* pop() -- Removes the element on top of the stack.
* top() -- Get the top element.
* empty() -- Return whether the stack is empty.

**Notes:**

* You must use *only* standard operations of a queue -- which means only push to back, peek/pop from front, size, and is empty operations are valid.
* Depending on your language, queue may not be supported natively. You may simulate a queue by using a list or deque (double-ended queue), as long as you use only standard operations of a queue.
* You may assume that all operations are valid (for example, no pop or top operations will be called on an empty stack).

**public** **class** MyStack {

Queue<Integer> queue;

**public** MyStack() {

**this**.queue = **new** LinkedList<Integer>();

}

**public** **void** push(**int** x) {

queue.add(x);

**for** (**int** i = 0; i < queue.size() - 1; i++) {

queue.add(queue.poll());

}

}

**public** **int** pop() {

**return** queue.poll();

}

**public** **int** top() {

**return** queue.peek();

}

**public** **boolean** empty() {

**return** queue.isEmpty();

}

}

# [Invert Binary Tree](https://leetcode.com/problems/invert-binary-tree)

Invert a binary tree.
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**Trivia:**  
This problem was inspired by [this original tweet](https://twitter.com/mxcl/status/608682016205344768) by [Max Howell](https://twitter.com/mxcl):

Google: 90% of our engineers use the software you wrote (Homebrew), but you can’t invert a binary tree on a whiteboard so fuck off.

**public** **class** Solution {

**public** TreeNode invertTree(TreeNode root) {

**if** (root == **null**)

**return** **null**;

**final** Queue<TreeNode> queue = **new** LinkedList<>();

queue.offer(root);

**while** (!queue.isEmpty()) {

**final** TreeNode node = queue.poll();

**final** TreeNode left = node.left;

node.left = node.right;

node.right = left;

**if** (node.left != **null**) {

queue.offer(node.left);

}

**if** (node.right != **null**) {

queue.offer(node.right);

}

}

**return** root;

}

}

**public** **class** Solution {

**public** TreeNode invertTree(TreeNode root) {

**if** (root == **null**)

**return** **null**;

TreeNode right = invertTree(root.right);

TreeNode left = invertTree(root.left);

root.left = right;

root.right = left;

**return** root;

}

}

# [Basic Calculator II](https://leetcode.com/problems/basic-calculator-ii)

Implement a basic calculator to evaluate a simple expression string.

The expression string contains only **non-negative** integers, +, -, \*, / operators and empty spaces . The integer division should truncate toward zero.

You may assume that the given expression is always valid.

Some examples:

"3+2\*2" = 7

" 3/2 " = 1

" 3+5 / 2 " = 5

**Note:** **Do not** use the eval built-in library function.

**public** **class** Solution {

**public** **int** calculate(String s) {

**int** len;

**if** (s == **null** || (len = s.length()) == 0)

**return** 0;

Stack<Integer> stack = **new** Stack<Integer>();

**int** num = 0;

**char** sign = '+';

**for** (**int** i = 0; i < len; i++) {

**if** (Character.*isDigit*(s.charAt(i))) {

num = num \* 10 + s.charAt(i) - '0';

}

**if** ((!Character.*isDigit*(s.charAt(i)) && ' ' != s.charAt(i))

|| i == len - 1) {

**if** (sign == '-') {

stack.push(-num);

}

**if** (sign == '+') {

stack.push(num);

}

**if** (sign == '\*') {

stack.push(stack.pop() \* num);

}

**if** (sign == '/') {

stack.push(stack.pop() / num);

}

sign = s.charAt(i);

num = 0;

}

}

**int** re = 0;

**for** (**int** i : stack) {

re += i;

}

**return** re;

}

}

# [Summary Ranges](https://leetcode.com/problems/summary-ranges)

Given a sorted integer array without duplicates, return the summary of its ranges.

For example, given [0,1,2,4,5,7], return ["0->2","4->5","7"].

**public** **class** Solution {

**public** List<String> summaryRanges(**int**[] nums) {

StringBuilder sb = **new** StringBuilder();

List<String> result = **new** LinkedList<String>();

**int** lastNum = 0;

**boolean** addP = **false**;

**for** (**int** i = 0; i < nums.length; ++i) {

**int** temp = nums[i];

**if** (sb.length() == 0) {

sb.append(temp);

lastNum = temp;

**continue**;

}

**if** (lastNum == temp - 1) {

addP = **true**;

lastNum = temp;

} **else** {

**if** (addP) {

sb.append("->");

addP = **false**;

sb.append(lastNum);

}

result.add(sb.toString());

sb = **new** StringBuilder();

--i;

}

}

**if** (sb.length() > 0) {

**if** (addP) {

sb.append("->");

sb.append(lastNum);

}

result.add(sb.toString());

}

**return** result;

}

}

# [Majority Element II](https://leetcode.com/problems/majority-element-ii)

Given an integer array of size *n*, find all elements that appear more than ⌊ n/3 ⌋ times. The algorithm should run in linear time and in O(1) space.

**public** **class** Solution {

**public** List<Integer> majorityElement(**int**[] nums) {

**if** (nums == **null** || nums.length == 0)

**return** **new** ArrayList<Integer>();

List<Integer> result = **new** ArrayList<Integer>();

**int** number1 = nums[0], number2 = nums[0], count1 = 0, count2 = 0,

len = nums.length;

**for** (**int** i = 0; i < len; i++) {

**if** (nums[i] == number1)

count1++;

**else** **if** (nums[i] == number2)

count2++;

**else** **if** (count1 == 0) {

number1 = nums[i];

count1 = 1;

} **else** **if** (count2 == 0) {

number2 = nums[i];

count2 = 1;

} **else** {

count1--;

count2--;

}

}

count1 = 0;

count2 = 0;

**for** (**int** i = 0; i < len; i++) {

**if** (nums[i] == number1)

count1++;

**else** **if** (nums[i] == number2)

count2++;

}

**if** (count1 > len / 3)

result.add(number1);

**if** (count2 > len / 3)

result.add(number2);

**return** result;

}

}

# [Kth Smallest Element in a BST](https://leetcode.com/problems/kth-smallest-element-in-a-bst)

Given a binary search tree, write a function kthSmallest to find the **k**th smallest element in it.

**Note:**  
You may assume k is always valid, 1 ? k ? BST's total elements.

**Follow up:**  
What if the BST is modified (insert/delete operations) often and you need to find the kth smallest frequently? How would you optimize the kthSmallest routine?

**public** **class** Solution {

**public** **int** kthSmallest(TreeNode root, **int** k) {

**int** count = countNodes(root.left);

**if** (k <= count)

**return** kthSmallest(root.left, k);

**else** **if** (k > count + 1)

**return** kthSmallest(root.right, k - 1 - count);

**return** root.val;

}

**public** **int** countNodes(TreeNode n) {

**if** (n == **null**)

**return** 0;

**return** 1 + countNodes(n.left) + countNodes(n.right);

}

}

# [Power of Two](https://leetcode.com/problems/power-of-two)

Given an integer, write a function to determine if it is a power of two.

**public** **class** Solution {

**public** **boolean** isPowerOfTwo(**int** n) {

**if** (n <= 0)

**return** **false**;

**return** (n & (n - 1)) == 0;

}

}

**public** **class** Solution {

**public** **boolean** isPowerOfTwo(**int** n) {

**return** n > 0 && Integer.*bitCount*(n) == 1;

}

}

# [Implement Queue using Stacks](https://leetcode.com/problems/implement-queue-using-stacks)

Implement the following operations of a queue using stacks.

* push(x) -- Push element x to the back of queue.
* pop() -- Removes the element from in front of queue.
* peek() -- Get the front element.
* empty() -- Return whether the queue is empty.

**Notes:**

* You must use *only* standard operations of a stack -- which means only push to top, peek/pop from top, size, and is emptyoperations are valid.
* Depending on your language, stack may not be supported natively. You may simulate a stack by using a list or deque (double-ended queue), as long as you use only standard operations of a stack.
* You may assume that all operations are valid (for example, no pop or peek operations will be called on an empty queue).

**public** **class** MyQueue {

**private** **int** front;

**private** Stack<Integer> s1 = **new** Stack<>();

**private** Stack<Integer> s2 = **new** Stack<>();

**public** MyQueue() {

}

**public** **void** push(**int** x) {

**if** (s1.empty())

front = x;

s1.push(x);

}

**public** **int** pop() {

**if** (s2.isEmpty())

**while** (!s1.isEmpty())

s2.push(s1.pop());

**return** s2.pop();

}

**public** **int** peek() {

**if** (!s2.isEmpty())

**return** s2.peek();

**return** front;

}

**public** **boolean** empty() {

**return** s1.isEmpty() && s2.isEmpty();

}

}

# [Number of Digit One](https://leetcode.com/problems/number-of-digit-one)

Given an integer n, count the total number of digit 1 appearing in all non-negative integers less than or equal to n.

For example:  
Given n = 13,  
Return 6, because digit 1 occurred in the following numbers: 1, 10, 11, 12, 13.

**public** **class** Solution {

**public** **int** countDigitOne(**int** n) {

**int** countr = 0;

**for** (**long** i = 1; i <= n; i \*= 10) {

**long** divider = i \* 10;

countr += (n / divider) \* i

+ Math.*min*(Math.*max*(n % divider - i + 1, 0L), i);

}

**return** countr;

}

}

# [Palindrome Linked List](https://leetcode.com/problems/palindrome-linked-list)

Given a singly linked list, determine if it is a palindrome.

**Follow up:**  
Could you do it in O(n) time and O(1) space?

**public** **class** Solution {

**public** **boolean** isPalindrome(ListNode head) {

ListNode fast = head, slow = head;

**while** (fast != **null** && fast.next != **null**) {

fast = fast.next.next;

slow = slow.next;

}

**if** (fast != **null**) // odd nodes: let right half smaller

slow = slow.next;

slow = reverse(slow);

fast = head;

**while** (slow != **null**) {

**if** (fast.val != slow.val)

**return** **false**;

fast = fast.next;

slow = slow.next;

}

**return** **true**;

}

**public** ListNode reverse(ListNode head) {

ListNode prev = **null**;

**while** (head != **null**) {

ListNode next = head.next;

head.next = prev;

prev = head;

head = next;

}

**return** prev;

}

}

# [Lowest Common Ancestor of a Binary Search Tree](https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-search-tree)

Given a binary search tree (BST), find the lowest common ancestor (LCA) of two given nodes in the BST.

According to the [definition of LCA on Wikipedia](https://en.wikipedia.org/wiki/Lowest_common_ancestor): “The lowest common ancestor is defined between two nodes v and w as the lowest node in T that has both v and w as descendants (where we allow **a node to be a descendant of itself**).”
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For example, the lowest common ancestor (LCA) of nodes 2 and 8 is 6. Another example is LCA of nodes 2 and 4 is 2, since a node can be a descendant of itself according to the LCA definition.

**public** **class** Solution {

**public** TreeNode lowestCommonAncestor(TreeNode root, TreeNode p,

TreeNode q) {

**while** ((root.val - p.val) \* (root.val - q.val) > 0)

root = p.val < root.val ? root.left : root.right;

**return** root;

}

}

# [Lowest Common Ancestor of a Binary Tree](https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-tree)

Given a binary tree, find the lowest common ancestor (LCA) of two given nodes in the tree.

According to the [definition of LCA on Wikipedia](https://en.wikipedia.org/wiki/Lowest_common_ancestor): “The lowest common ancestor is defined between two nodes v and w as the lowest node in T that has both v and w as descendants (where we allow **a node to be a descendant of itself**).”
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For example, the lowest common ancestor (LCA) of nodes 5 and 1 is 3. Another example is LCA of nodes 5 and 4 is 5, since a node can be a descendant of itself according to the LCA definition.

**public** **class** Solution {

**public** TreeNode lowestCommonAncestor(TreeNode root, TreeNode p,

TreeNode q) {

**if** (root == **null** || root == p || root == q)

**return** root;

TreeNode left = lowestCommonAncestor(root.left, p, q);

TreeNode right = lowestCommonAncestor(root.right, p, q);

**return** left == **null** ? right : right == **null** ? left : root;

}

}

# [Delete Node in a Linked List](https://leetcode.com/problems/delete-node-in-a-linked-list)

Write a function to delete a node (except the tail) in a singly linked list, given only access to that node.

Supposed the linked list is 1 -> 2 -> 3 -> 4 and you are given the third node with value 3, the linked list should become 1 -> 2 -> 4 after calling your function.

**public** **class** Solution {

**public** **void** deleteNode(ListNode node) {

node.val = node.next.val;

node.next = node.next.next;

}

}

# [Product of Array Except Self](https://leetcode.com/problems/product-of-array-except-self)

Given an array of *n* integers where *n* > 1, nums, return an array output such that output[i] is equal to the product of all the elements of nums except nums[i].

Solve it **without division** and in O(*n*).

For example, given [1,2,3,4], return [24,12,8,6].

**Follow up:**  
Could you solve it with constant space complexity? (Note: The output array **does not** count as extra space for the purpose of space complexity analysis.)

**public** **class** Solution {

**public** **int**[] productExceptSelf(**int**[] nums) {

**int** n = nums.length;

**int**[] res = **new** **int**[n];

res[0] = 1;

**for** (**int** i = 1; i < n; i++) {

res[i] = res[i - 1] \* nums[i - 1];

}

**int** right = 1;

**for** (**int** i = n - 1; i >= 0; i--) {

res[i] \*= right;

right \*= nums[i];

}

**return** res;

}

}

# [Sliding Window Maximum](https://leetcode.com/problems/sliding-window-maximum)

Given an array *nums*, there is a sliding window of size *k* which is moving from the very left of the array to the very right. You can only see the *k* numbers in the window. Each time the sliding window moves right by one position.

For example,  
Given *nums* = [1,3,-1,-3,5,3,6,7], and *k* = 3.

Window position Max

--------------- -----

[1 3 -1] -3 5 3 6 7 3

1 [3 -1 -3] 5 3 6 7 3

1 3 [-1 -3 5] 3 6 7 5

1 3 -1 [-3 5 3] 6 7 5

1 3 -1 -3 [5 3 6] 7 6

1 3 -1 -3 5 [3 6 7] 7

Therefore, return the max sliding window as [3,3,5,5,6,7].

**Note:**  
You may assume *k* is always valid, ie: 1 ≤ k ≤ input array's size for non-empty array.

**Follow up:**  
Could you solve it in linear time?

**public** **class** Solution {

**public** **int**[] maxSlidingWindow(**int**[] nums, **int** k) {

**if** (nums == **null** || k <= 0)

**return** **new** **int**[0];

**int** n = nums.length;

**int**[] r = **new** **int**[n - k + 1];

**int** ri = 0;

Deque<Integer> q = **new** ArrayDeque<>();

**for** (**int** i = 0; i < nums.length; i++) {

**while** (!q.isEmpty() && q.peek() < i - k + 1)

q.poll();

**while** (!q.isEmpty() && nums[q.peekLast()] < nums[i])

q.pollLast();

q.offer(i);

**if** (i >= k - 1)

r[ri++] = nums[q.peek()];

}

**return** r;

}

}

# [Search a 2D Matrix II](https://leetcode.com/problems/search-a-2d-matrix-ii)

Write an efficient algorithm that searches for a value in an *m* x *n* matrix. This matrix has the following properties:

* Integers in each row are sorted in ascending from left to right.
* Integers in each column are sorted in ascending from top to bottom.

For example,

Consider the following matrix:

[ [1, 4, 7, 11, 15],

[2, 5, 8, 12, 19],

[3, 6, 9, 16, 22],

[10, 13, 14, 17, 24],

[18, 21, 23, 26, 30]]

Given **target** = 5, return true.

Given **target** = 20, return false.

**public** **class** Solution {

**public** **boolean** searchMatrix(**int**[][] matrix, **int** target) {

**if** (matrix == **null** || matrix.length < 1 || matrix[0].length < 1) {

**return** **false**;

}

**int** col = matrix[0].length - 1;

**int** row = 0;

**while** (col >= 0 && row <= matrix.length - 1) {

**if** (target == matrix[row][col]) {

**return** **true**;

} **else** **if** (target < matrix[row][col]) {

col--;

} **else** **if** (target > matrix[row][col]) {

row++;

}

}

**return** **false**;

}

}

# [Different Ways to Add Parentheses](https://leetcode.com/problems/different-ways-to-add-parentheses)

Given a string of numbers and operators, return all possible results from computing all the different possible ways to group numbers and operators. The valid operators are +, - and \*.

**Example 1**

Input: "2-1-1".

((2-1)-1) = 0

(2-(1-1)) = 2

Output: [0, 2]

**Example 2**

Input: "2\*3-4\*5"

(2\*(3-(4\*5))) = -34

((2\*3)-(4\*5)) = -14

((2\*(3-4))\*5) = -10

(2\*((3-4)\*5)) = -10

(((2\*3)-4)\*5) = 10

Output: [-34, -14, -10, -10, 10]

**public** **class** Solution {

**public** List<Integer> diffWaysToCompute(String input) {

List<Integer> ret = **new** LinkedList<Integer>();

**for** (**int** i = 0; i < input.length(); i++) {

**if** (input.charAt(i) == '-' || input.charAt(i) == '\*'

|| input.charAt(i) == '+') {

String part1 = input.substring(0, i);

String part2 = input.substring(i + 1);

List<Integer> part1Ret = diffWaysToCompute(part1);

List<Integer> part2Ret = diffWaysToCompute(part2);

**for** (Integer p1 : part1Ret) {

**for** (Integer p2 : part2Ret) {

**int** c = 0;

**switch** (input.charAt(i)) {

**case** '+':

c = p1 + p2;

**break**;

**case** '-':

c = p1 - p2;

**break**;

**case** '\*':

c = p1 \* p2;

**break**;

}

ret.add(c);

}

}

}

}

**if** (ret.size() == 0) {

ret.add(Integer.*valueOf*(input));

}

**return** ret;

}

}

# [Valid Anagram](https://leetcode.com/problems/valid-anagram)

Given two strings *s* and *t*, write a function to determine if *t* is an anagram of *s*.

For example,  
*s* = "anagram", *t* = "nagaram", return true.  
*s* = "rat", *t* = "car", return false.

**Note:**  
You may assume the string contains only lowercase alphabets.

**Follow up:**  
What if the inputs contain unicode characters? How would you adapt your solution to such case?

**public** **class** Solution {

**public** **boolean** isAnagram(String s, String t) {

**if** (s.length() != t.length()) {

**return** **false**;

}

**int**[] counter = **new** **int**[26];

**for** (**int** i = 0; i < s.length(); i++) {

counter[s.charAt(i) - 'a']++;

counter[t.charAt(i) - 'a']--;

}

**for** (**int** count : counter) {

**if** (count != 0) {

**return** **false**;

}

}

**return** **true**;

}

}

# [Shortest Word Distance](https://leetcode.com/problems/shortest-word-distance)

Given a list of words and two words *word1* and *word2*, return the shortest distance between these two words in the list.

For example,  
Assume that words = ["practice", "makes", "perfect", "coding", "makes"].

Given *word1* = “coding”, *word2* = “practice”, return 3.  
Given *word1* = "makes", *word2* = "coding", return 1.

**Note:**  
You may assume that *word1* **does not equal to** *word2*, and *word1* and *word2* are both in the list.

**public** **class** Solution {

**public** **int** shortestDistance(String[] words, String word1, String word2) {

**int** i1 = -1, i2 = -1;

**int** minDistance = words.length;

**for** (**int** i = 0; i < words.length; i++) {

**if** (words[i].equals(word1)) {

i1 = i;

} **else** **if** (words[i].equals(word2)) {

i2 = i;

}

**if** (i1 != -1 && i2 != -1) {

minDistance = Math.*min*(minDistance, Math.*abs*(i1 - i2));

}

}

**return** minDistance;

}

}

# [Shortest Word Distance II](https://leetcode.com/problems/shortest-word-distance-ii)

This is a **follow up** of [Shortest Word Distance](https://leetcode.com/problems/shortest-word-distance). The only difference is now you are given the list of words and your method will be called *repeatedly* many times with different parameters. How would you optimize it?

Design a class which receives a list of words in the constructor, and implements a method that takes two words *word1* and *word2* and return the shortest distance between these two words in the list.

For example,  
Assume that words = ["practice", "makes", "perfect", "coding", "makes"].

Given *word1* = “coding”, *word2* = “practice”, return 3.  
Given *word1* = "makes", *word2* = "coding", return 1.

**Note:**  
You may assume that *word1* **does not equal to** *word2*, and *word1* and *word2* are both in the list.

**public** **class** WordDistance {

**private** Map<String, List<Integer>> map;

**public** WordDistance(String[] words) {

map = **new** HashMap<String, List<Integer>>();

**for** (**int** i = 0; i < words.length; i++) {

String w = words[i];

**if** (map.containsKey(w)) {

map.get(w).add(i);

} **else** {

List<Integer> list = **new** ArrayList<Integer>();

list.add(i);

map.put(w, list);

}

}

}

**public** **int** shortest(String word1, String word2) {

List<Integer> list1 = map.get(word1);

List<Integer> list2 = map.get(word2);

**int** ret = Integer.***MAX\_VALUE***;

**for** (**int** i = 0, j = 0; i < list1.size() && j < list2.size();) {

**int** index1 = list1.get(i), index2 = list2.get(j);

**if** (index1 < index2) {

ret = Math.*min*(ret, index2 - index1);

i++;

} **else** {

ret = Math.*min*(ret, index1 - index2);

j++;

}

}

**return** ret;

}

}

# [Shortest Word Distance III](https://leetcode.com/problems/shortest-word-distance-iii)

This is a **follow up** of [Shortest Word Distance](https://leetcode.com/problems/shortest-word-distance). The only difference is now *word1* could be the same as *word2*.

Given a list of words and two words *word1* and *word2*, return the shortest distance between these two words in the list.

*word1* and *word2* may be the same and they represent two individual words in the list.

For example,  
Assume that words = ["practice", "makes", "perfect", "coding", "makes"].

Given *word1* = “makes”, *word2* = “coding”, return 1.  
Given *word1* = "makes", *word2* = "makes", return 3.

**Note:**  
You may assume *word1* and *word2* are both in the list.

**public** **class** Solution {

**public** **int** shortestWordDistance(String[] words, String word1,

String word2) {

**long** dist = Integer.***MAX\_VALUE***, i1 = dist, i2 = -dist;

**for** (**int** i = 0; i < words.length; i++) {

**if** (words[i].equals(word1))

i1 = i;

**if** (words[i].equals(word2)) {

**if** (word1.equals(word2))

i1 = i2;

i2 = i;

}

dist = Math.*min*(dist, Math.*abs*(i1 - i2));

}

**return** (**int**) dist;

}

}

# [Strobogrammatic Number](https://leetcode.com/problems/strobogrammatic-number)

A strobogrammatic number is a number that looks the same when rotated 180 degrees (looked at upside down).

Write a function to determine if a number is strobogrammatic. The number is represented as a string.

For example, the numbers "69", "88", and "818" are all strobogrammatic.

**public** **class** Solution {

**public** **boolean** isStrobogrammatic(String num) {

**for** (**int** i = 0, j = num.length() - 1; i <= j; i++, j--)

**if** (!"00 11 88 696".contains(num.charAt(i) + "" + num.charAt(j)))

**return** **false**;

**return** **true**;

}

}

# [Strobogrammatic Number II](https://leetcode.com/problems/strobogrammatic-number-ii)

A strobogrammatic number is a number that looks the same when rotated 180 degrees (looked at upside down).

Find all strobogrammatic numbers that are of length = n.

For example,  
Given n = 2, return ["11","69","88","96"].

**public** **class** Solution {

**public** List<String> findStrobogrammatic(**int** n) {

**return** helper(n, n);

}

List<String> helper(**int** n, **int** m) {

**if** (n == 0)

**return** **new** ArrayList<String>(Arrays.*asList*(""));

**if** (n == 1)

**return** **new** ArrayList<String>(Arrays.*asList*("0", "1", "8"));

List<String> list = helper(n - 2, m);

List<String> res = **new** ArrayList<String>();

**for** (**int** i = 0; i < list.size(); i++) {

String s = list.get(i);

**if** (n != m)

res.add("0" + s + "0");

res.add("1" + s + "1");

res.add("6" + s + "9");

res.add("8" + s + "8");

res.add("9" + s + "6");

}

**return** res;

}

}

# [Strobogrammatic Number III](https://leetcode.com/problems/strobogrammatic-number-iii)

A strobogrammatic number is a number that looks the same when rotated 180 degrees (looked at upside down).

Write a function to count the total strobogrammatic numbers that exist in the range of low <= num <= high.

For example,  
Given low = "50", high = "100", return 3. Because 69, 88, and 96 are three strobogrammatic numbers.

**Note:**  
Because the range might be a large number, the *low* and *high* numbers are represented as string.

**public** **class** Solution {

**private** **static** **final** **char**[][] ***pairs*** = { { '0', '0' }, { '1', '1' },

{ '6', '9' }, { '8', '8' }, { '9', '6' } };

**public** **int** strobogrammaticInRange(String low, String high) {

**int**[] count = { 0 };

**for** (**int** len = low.length(); len <= high.length(); len++) {

**char**[] c = **new** **char**[len];

dfs(low, high, c, 0, len - 1, count);

}

**return** count[0];

}

**public** **void** dfs(String low, String high, **char**[] c, **int** left, **int** right,

**int**[] count) {

**if** (left > right) {

String s = **new** String(c);

**if** ((s.length() == low.length() && s.compareTo(low) < 0)

|| (s.length() == high.length() && s.compareTo(high) > 0)) {

**return**;

}

count[0]++;

**return**;

}

**for** (**char**[] p : ***pairs***) {

c[left] = p[0];

c[right] = p[1];

**if** (c.length != 1 && c[0] == '0') {

**continue**;

}

**if** (left == right && p[0] != p[1]) {

**continue**;

}

dfs(low, high, c, left + 1, right - 1, count);

}

}

}

# [Group Shifted Strings](https://leetcode.com/problems/group-shifted-strings)

Given a string, we can "shift" each of its letter to its successive letter, for example: "abc" -> "bcd". We can keep "shifting" which forms the sequence:

"abc" -> "bcd" -> ... -> "xyz"

Given a list of strings which contains only lowercase alphabets, group all strings that belong to the same shifting sequence.

For example, given: ["abc", "bcd", "acef", "xyz", "az", "ba", "a", "z"],   
A solution is:

[ ["abc","bcd","xyz"],

["az","ba"],

["acef"],

["a","z"]]

**public** **class** Solution {

**public** List<List<String>> groupStrings(String[] strings) {

HashMap<String, ArrayList<String>> map = **new** HashMap<String, ArrayList<String>>();

**for** (String s : strings) {

StringBuilder keySb = **new** StringBuilder();

**for** (**int** i = 1; i < s.length(); i++)

keySb.append(String.*format*("%2d",

(s.charAt(i) - s.charAt(i - 1) + 26) % 26));

String key = keySb.toString();

**if** (!map.containsKey(key))

map.put(key, **new** ArrayList<String>());

map.get(key).add(s);

}

**return** **new** ArrayList<List<String>>(map.values());

}

}

# [Count Univalue Subtrees](https://leetcode.com/problems/count-univalue-subtrees)

Given a binary tree, count the number of uni-value subtrees.

A Uni-value subtree means all nodes of the subtree have the same value.

For example:  
Given binary tree,

5

/ \

1 5

/ \ \

5 5 5

return 4.

**public** **class** Solution {

**public** **int** countUnivalSubtrees(TreeNode root) {

**int**[] count = **new** **int**[1];

helper(root, count);

**return** count[0];

}

**private** **boolean** helper(TreeNode node, **int**[] count) {

**if** (node == **null**) {

**return** **true**;

}

**boolean** left = helper(node.left, count);

**boolean** right = helper(node.right, count);

**if** (left && right) {

**if** (node.left != **null** && node.val != node.left.val) {

**return** **false**;

}

**if** (node.right != **null** && node.val != node.right.val) {

**return** **false**;

}

count[0]++;

**return** **true**;

}

**return** **false**;

}

}

# [Flatten 2D Vector](https://leetcode.com/problems/flatten-2d-vector)

Implement an iterator to flatten a 2d vector.

For example,  
Given 2d vector =

[ [1,2],

[3],

[4,5,6]]

By calling *next* repeatedly until *hasNext* returns false, the order of elements returned by *next* should be: [1,2,3,4,5,6].

**Follow up:**  
As an added challenge, try to code it using only [iterators in C++](http://www.cplusplus.com/reference/iterator/iterator/) or [iterators in Java](http://docs.oracle.com/javase/7/docs/api/java/util/Iterator.html).

**public** **class** Vector2D **implements** Iterator<Integer> {

**private** Iterator<List<Integer>> i;

**private** Iterator<Integer> j;

**public** Vector2D(List<List<Integer>> vec2d) {

i = vec2d.iterator();

}

@Override

**public** Integer next() {

hasNext();

**return** j.next();

}

@Override

**public** **boolean** hasNext() {

**while** ((j == **null** || !j.hasNext()) && i.hasNext())

j = i.next().iterator();

**return** j != **null** && j.hasNext();

}

}

# [Meeting Rooms](https://leetcode.com/problems/meeting-rooms)

Given an array of meeting time intervals consisting of start and end times [[s1,e1],[s2,e2],...] (si < ei), determine if a person could attend all meetings.

For example,  
Given [[0, 30],[5, 10],[15, 20]],  
return false.

**public** **class** Solution {

**public** **boolean** canAttendMeetings(Interval[] intervals) {

**if** (intervals == **null**)

**return** **false**;

Arrays.*sort*(intervals, (a, b) -> (a.start - b.start));

**for** (**int** i = 1; i < intervals.length; i++)

**if** (intervals[i].start < intervals[i - 1].end)

**return** **false**;

**return** **true**;

}

}

# [Meeting Rooms II](https://leetcode.com/problems/meeting-rooms-ii)

Given an array of meeting time intervals consisting of start and end times [[s1,e1],[s2,e2],...] (si < ei), find the minimum number of conference rooms required.

For example,  
Given [[0, 30],[5, 10],[15, 20]],  
return 2.

**public** **class** Solution {

**public** **int** minMeetingRooms(Interval[] intervals) {

**int**[] starts = **new** **int**[intervals.length];

**int**[] ends = **new** **int**[intervals.length];

**for** (**int** i = 0; i < intervals.length; i++) {

starts[i] = intervals[i].start;

ends[i] = intervals[i].end;

}

Arrays.*sort*(starts);

Arrays.*sort*(ends);

**int** rooms = 0;

**int** endsItr = 0;

**for** (**int** i = 0; i < starts.length; i++) {

**if** (starts[i] < ends[endsItr])

rooms++;

**else**

endsItr++;

}

**return** rooms;

}

}

思路：如果需要更多会议室，则结束点大于另一个会议的起始点。排序起始和终止点，找出结束点大于起始点（除自身）的个数。

# [Factor Combinations](https://leetcode.com/problems/factor-combinations)

Numbers can be regarded as product of its factors. For example,

8 = 2 x 2 x 2;

= 2 x 4.

Write a function that takes an integer *n* and return all possible combinations of its factors.

**Note:**

1. You may assume that *n* is always positive.
2. Factors should be greater than 1 and less than *n*.

**Examples:**  
input: 1  
output:

[]

input: 37  
output: 

[]

input: 12  
output:

[ [2, 6],

[2, 2, 3],

[3, 4]]

input: 32  
output:

[ [2, 16],

[2, 2, 8],

[2, 2, 2, 4],

[2, 2, 2, 2, 2],

[2, 4, 4],

[4, 8]]

**public** **class** Solution {

**public** List<List<Integer>> getFactors(**int** n) {

List<List<Integer>> result = **new** ArrayList<List<Integer>>();

helper(result, **new** ArrayList<Integer>(), n, 2);

**return** result;

}

**public** **void** helper(List<List<Integer>> result, List<Integer> item, **int** n,

**int** start) {

**if** (n <= 1) {

**if** (item.size() > 1) {

result.add(**new** ArrayList<Integer>(item));

}

**return**;

}

**for** (**int** i = start; i <= n; ++i) {

**if** (n % i == 0) {

item.add(i);

helper(result, item, n / i, i);

item.remove(item.size() - 1);

}

}

}

}

# [Verify Preorder Sequence in Binary Search Tree](https://leetcode.com/problems/verify-preorder-sequence-in-binary-search-tree)

Given an array of numbers, verify whether it is the correct preorder traversal sequence of a binary search tree.

You may assume each number in the sequence is unique.

**Follow up:**  
Could you do it using only constant space complexity?

**public** **class** Solution {

**public** **boolean** verifyPreorder(**int**[] preorder) {

**int** low = Integer.***MIN\_VALUE***;

Stack<Integer> path = **new** Stack<>();

**for** (**int** p : preorder) {

**if** (p < low)

**return** **false**;

**while** (!path.empty() && p > path.peek())

low = path.pop();

path.push(p);

}

**return** **true**;

}

}

**public** **class** Solution {

**public** **boolean** verifyPreorder(**int**[] preorder) {

**int** low = Integer.***MIN\_VALUE***, i = -1;

**for** (**int** p : preorder) {

**if** (p < low)

**return** **false**;

**while** (i >= 0 && p > preorder[i])

low = preorder[i--];

preorder[++i] = p;

}

**return** **true**;

}

}

# [Paint House](https://leetcode.com/problems/paint-house)

There are a row of *n* houses, each house can be painted with one of the three colors: red, blue or green. The cost of painting each house with a certain color is different. You have to paint all the houses such that no two adjacent houses have the same color.

The cost of painting each house with a certain color is represented by a *n* x *3* cost matrix. For example, costs[0][0] is the cost of painting house 0 with color red; costs[1][2] is the cost of painting house 1 with color green, and so on... Find the minimum cost to paint all houses.

**Note:**  
All costs are positive integers.

**public** **class** Solution {

**public** **int** minCost(**int**[][] costs) {

**if** (costs == **null** || costs.length == 0) {

**return** 0;

}

**for** (**int** i = 1; i < costs.length; i++) {

costs[i][0] += Math.*min*(costs[i - 1][1], costs[i - 1][2]);

costs[i][1] += Math.*min*(costs[i - 1][0], costs[i - 1][2]);

costs[i][2] += Math.*min*(costs[i - 1][1], costs[i - 1][0]);

}

**int** n = costs.length - 1;

**return** Math.*min*(Math.*min*(costs[n][0], costs[n][1]), costs[n][2]);

}

}

# [Binary Tree Paths](https://leetcode.com/problems/binary-tree-paths)

Given a binary tree, return all root-to-leaf paths.

For example, given the following binary tree:

1

/ \

2 3

\

5

All root-to-leaf paths are:

["1->2->5", "1->3"]

**public** **class** Solution {

**public** List<String> binaryTreePaths(TreeNode root) {

List<String> answer = **new** ArrayList<String>();

**if** (root != **null**)

searchBT(root, "", answer);

**return** answer;

}

**private** **void** searchBT(TreeNode root, String path, List<String> answer) {

**if** (root.left == **null** && root.right == **null**)

answer.add(path + root.val);

**if** (root.left != **null**)

searchBT(root.left, path + root.val + "->", answer);

**if** (root.right != **null**)

searchBT(root.right, path + root.val + "->", answer);

}

}

# [Add Digits](https://leetcode.com/problems/add-digits)

Given a non-negative integer num, repeatedly add all its digits until the result has only one digit.

For example:

Given num = 38, the process is like: 3 + 8 = 11, 1 + 1 = 2. Since 2 has only one digit, return it.

**Follow up:**  
Could you do it without any loop/recursion in O(1) runtime?

Ref: Digit Root: <https://en.wikipedia.org/wiki/Digital_root#Congruence_formula>

**public** **class** Solution {

**public** **int** addDigits(**int** num) {

**return** 1 + (num - 1) % 9;

}

}

# [3Sum Smaller](https://leetcode.com/problems/3sum-smaller)

Given an array of *n* integers *nums* and a *target*, find the number of index triplets i, j, k with 0 <= i < j < k < n that satisfy the condition nums[i] + nums[j] + nums[k] < target.

For example, given *nums* = [-2, 0, 1, 3], and *target* = 2.

Return 2. Because there are two triplets which sums are less than 2:

[-2, 0, 1]

[-2, 0, 3]

**Follow up:**  
Could you solve it in *O*(*n*2) runtime?

**public** **class** Solution {

**public** **int** threeSumSmaller(**int**[] nums, **int** target) {

Arrays.*sort*(nums);

**int** sum = 0;

**for** (**int** i = 0; i < nums.length - 2; i++) {

sum += twoSumSmaller(nums, i + 1, target - nums[i]);

}

**return** sum;

}

**private** **int** twoSumSmaller(**int**[] nums, **int** startIndex, **int** target) {

**int** sum = 0;

**int** left = startIndex;

**int** right = nums.length - 1;

**while** (left < right) {

**if** (nums[left] + nums[right] < target) {

sum += right - left;

left++;

} **else**

right--;

}

**return** sum;

}

}

# [Single Number III](https://leetcode.com/problems/single-number-iii)

Given an array of numbers nums, in which exactly two elements appear only once and all the other elements appear exactly twice. Find the two elements that appear only once.

For example:

Given nums = [1, 2, 1, 3, 2, 5], return [3, 5].

**Note**:

1. The order of the result is not important. So in the above example, [5, 3] is also correct.
2. Your algorithm should run in linear runtime complexity. Could you implement it using only constant space complexity?

**public** **class** Solution {

**public** **int**[] singleNumber(**int**[] nums) {

**int** diff = 0;

**for** (**int** num : nums) {

diff ^= num;

}

diff &= -diff;

**int**[] rets = { 0, 0 };

**for** (**int** num : nums) {

**if** ((num & diff) == 0)

rets[0] ^= num;

**else**

rets[1] ^= num;

}

**return** rets;

}

}

# [Graph Valid Tree](https://leetcode.com/problems/graph-valid-tree)

Given n nodes labeled from 0 to n - 1 and a list of undirected edges (each edge is a pair of nodes), write a function to check whether these edges make up a valid tree.

For example:

Given n = 5 and edges = [[0, 1], [0, 2], [0, 3], [1, 4]], return true.

Given n = 5 and edges = [[0, 1], [1, 2], [2, 3], [1, 3], [1, 4]], return false.

**Note**: you can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0, 1] is the same as [1, 0]and thus will not appear together in edges.

**public** **class** Solution {

**public** **boolean** validTree(**int** n, **int**[][] edges) {

**int**[] nums = **new** **int**[n];

Arrays.*fill*(nums, -1);

**for** (**int** i = 0; i < edges.length; i++) {

**int** x = find(nums, edges[i][0]);

**int** y = find(nums, edges[i][1]);

**if** (x == y)

**return** **false**;

nums[x] = y;

}

**return** edges.length == n - 1;

}

**int** find(**int** nums[], **int** i) {

**if** (nums[i] == -1)

**return** i;

**return** find(nums, nums[i]);

}

}

# [Trips and Users](https://leetcode.com/problems/trips-and-users)

|  |
| --- |
| **Create** **table** **If** **Not** **Exists** Trips (**Id** int, Client\_Id int, Driver\_Id int, City\_Id int, **Status** ENUM('completed', 'cancelled\_by\_driver', 'cancelled\_by\_client'), Request\_at varchar(50)); **Create** **table** **If** **Not** **Exists** **Users** (Users\_Id int, Banned varchar(50), **Role** ENUM('client', 'driver', 'partner')); **Truncate** **table** Trips; **insert** **into** Trips (**Id**, Client\_Id, Driver\_Id, City\_Id, **Status**, Request\_at) **values** ('1', '1', '10', '1', 'completed', '2013-10-01'); **insert** **into** Trips (**Id**, Client\_Id, Driver\_Id, City\_Id, **Status**, Request\_at) **values** ('2', '2', '11', '1', 'cancelled\_by\_driver', '2013-10-01'); **insert** **into** Trips (**Id**, Client\_Id, Driver\_Id, City\_Id, **Status**, Request\_at) **values** ('3', '3', '12', '6', 'completed', '2013-10-01'); **insert** **into** Trips (**Id**, Client\_Id, Driver\_Id, City\_Id, **Status**, Request\_at) **values** ('4', '4', '13', '6', 'cancelled\_by\_client', '2013-10-01'); **insert** **into** Trips (**Id**, Client\_Id, Driver\_Id, City\_Id, **Status**, Request\_at) **values** ('5', '1', '10', '1', 'completed', '2013-10-02'); **insert** **into** Trips (**Id**, Client\_Id, Driver\_Id, City\_Id, **Status**, Request\_at) **values** ('6', '2', '11', '6', 'completed', '2013-10-02'); **insert** **into** Trips (**Id**, Client\_Id, Driver\_Id, City\_Id, **Status**, Request\_at) **values** ('7', '3', '12', '6', 'completed', '2013-10-02'); **insert** **into** Trips (**Id**, Client\_Id, Driver\_Id, City\_Id, **Status**, Request\_at) **values** ('8', '2', '12', '12', 'completed', '2013-10-03'); **insert** **into** Trips (**Id**, Client\_Id, Driver\_Id, City\_Id, **Status**, Request\_at) **values** ('9', '3', '10', '12', 'completed', '2013-10-03'); **insert** **into** Trips (**Id**, Client\_Id, Driver\_Id, City\_Id, **Status**, Request\_at) **values** ('10', '4', '13', '12', 'cancelled\_by\_driver', '2013-10-03'); **Truncate** **table** **Users**; **insert** **into** **Users** (Users\_Id, Banned, **Role**) **values** ('1', 'No', 'client'); **insert** **into** **Users** (Users\_Id, Banned, **Role**) **values** ('2', 'Yes', 'client'); **insert** **into** **Users** (Users\_Id, Banned, **Role**) **values** ('3', 'No', 'client'); **insert** **into** **Users** (Users\_Id, Banned, **Role**) **values** ('4', 'No', 'client'); **insert** **into** **Users** (Users\_Id, Banned, **Role**) **values** ('10', 'No', 'driver'); **insert** **into** **Users** (Users\_Id, Banned, **Role**) **values** ('11', 'No', 'driver'); **insert** **into** **Users** (Users\_Id, Banned, **Role**) **values** ('12', 'No', 'driver'); **insert** **into** **Users** (Users\_Id, Banned, **Role**) **values** ('13', 'No', 'driver'); |

The Trips table holds all taxi trips. Each trip has a unique Id, while Client\_Id and Driver\_Id are both foreign keys to the Users\_Id at the Users table. Status is an ENUM type of (‘completed’, ‘cancelled\_by\_driver’, ‘cancelled\_by\_client’).

+----+-----------+-----------+---------+--------------------+----------+

| Id | Client\_Id | Driver\_Id | City\_Id | Status |Request\_at|

+----+-----------+-----------+---------+--------------------+----------+

| 1 | 1 | 10 | 1 | completed |2013-10-01|

| 2 | 2 | 11 | 1 | cancelled\_by\_driver|2013-10-01|

| 3 | 3 | 12 | 6 | completed |2013-10-01|

| 4 | 4 | 13 | 6 | cancelled\_by\_client|2013-10-01|

| 5 | 1 | 10 | 1 | completed |2013-10-02|

| 6 | 2 | 11 | 6 | completed |2013-10-02|

| 7 | 3 | 12 | 6 | completed |2013-10-02|

| 8 | 2 | 12 | 12 | completed |2013-10-03|

| 9 | 3 | 10 | 12 | completed |2013-10-03|

| 10 | 4 | 13 | 12 | cancelled\_by\_driver|2013-10-03|

+----+-----------+-----------+---------+--------------------+----------+

The Users table holds all users. Each user has an unique Users\_Id, and Role is an ENUM type of (‘client’, ‘driver’, ‘partner’).

+----------+--------+--------+

| Users\_Id | Banned | Role |

+----------+--------+--------+

| 1 | No | client |

| 2 | Yes | client |

| 3 | No | client |

| 4 | No | client |

| 10 | No | driver |

| 11 | No | driver |

| 12 | No | driver |

| 13 | No | driver |

+----------+--------+--------+

Write a SQL query to find the cancellation rate of requests made by unbanned clients between **Oct 1, 2013** and **Oct 3, 2013**. For the above tables, your SQL query should return the following rows with the cancellation rate being rounded to *two* decimal places.

+------------+-------------------+

| Day | Cancellation Rate |

+------------+-------------------+

| 2013-10-01 | 0.33 |

| 2013-10-02 | 0.00 |

| 2013-10-03 | 0.50 |

+------------+-------------------+

**select**

t.Request\_at Day,

round(sum(case when t.Status **like** 'cancelled\_%' **then** 1 else 0 **end**)/count(\*),2) Rate

**from** Trips t

**inner** **join** Users u

**on** t.Client\_Id = u.Users\_Id **and** u.Banned='No'

**where** t.Request\_at **between** '2013-10-01' **and** '2013-10-03'

**group** **by** t.Request\_at

# [Ugly Number](https://leetcode.com/problems/ugly-number)

Write a program to check whether a given number is an ugly number.

Ugly numbers are positive numbers whose prime factors only include 2, 3, 5. For example, 6, 8 are ugly while 14 is not ugly since it includes another prime factor 7.

Note that 1 is typically treated as an ugly number.

**public** **class** Solution {

**public** **boolean** isUgly(**int** num) {

**for** (**int** i = 2; i < 6 && num > 0; i++)

**while** (num % i == 0)

num /= i;

**return** num == 1;

}

}

# [Ugly Number II](https://leetcode.com/problems/ugly-number-ii)

Write a program to find the n-th ugly number.

Ugly numbers are positive numbers whose prime factors only include 2, 3, 5. For example, 1, 2, 3, 4, 5, 6, 8, 9, 10, 12 is the sequence of the first 10 ugly numbers.

Note that 1 is typically treated as an ugly number, and *n* **does not exceed 1690**.

**public** **class** Solution {

**public** **int** nthUglyNumber(**int** n) {

**int**[] ugly = **new** **int**[n];

ugly[0] = 1;

**int** index2 = 0, index3 = 0, index5 = 0;

**int** factor2 = 2, factor3 = 3, factor5 = 5;

**for** (**int** i = 1; i < n; i++) {

**int** min = Math.*min*(Math.*min*(factor2, factor3), factor5);

ugly[i] = min;

**if** (factor2 == min)

factor2 = 2 \* ugly[++index2];

**if** (factor3 == min)

factor3 = 3 \* ugly[++index3];

**if** (factor5 == min)

factor5 = 5 \* ugly[++index5];

}

**return** ugly[n - 1];

}

}

# [Paint House II](https://leetcode.com/problems/paint-house-ii)

There are a row of *n* houses, each house can be painted with one of the *k* colors. The cost of painting each house with a certain color is different. You have to paint all the houses such that no two adjacent houses have the same color.

The cost of painting each house with a certain color is represented by a *n* x *k* cost matrix. For example, costs[0][0] is the cost of painting house 0 with color 0; costs[1][2] is the cost of painting house 1 with color 2, and so on... Find the minimum cost to paint all houses.

**Note:**  
All costs are positive integers.

**Follow up:**  
Could you solve it in *O*(*nk*) runtime?

**public** **class** Solution {

**public** **int** minCostII(**int**[][] costs) {

**if** (costs == **null** || costs.length == 0)

**return** 0;

**int** n = costs.length, k = costs[0].length;

**int** min1 = -1, min2 = -1;

**for** (**int** i = 0; i < n; i++) {

**int** last1 = min1, last2 = min2;

min1 = -1;

min2 = -1;

**for** (**int** j = 0; j < k; j++) {

**if** (j != last1)

costs[i][j] += last1 < 0 ? 0 : costs[i - 1][last1];

**else**

costs[i][j] += last2 < 0 ? 0 : costs[i - 1][last2];

**if** (min1 < 0 || costs[i][j] < costs[i][min1]) {

min2 = min1;

min1 = j;

} **else** **if** (min2 < 0 || costs[i][j] < costs[i][min2])

min2 = j;

}

}

**return** costs[n - 1][min1];

}

}

# [Palindrome Permutation](https://leetcode.com/problems/palindrome-permutation)

Given a string, determine if a permutation of the string could form a palindrome.

For example,  
"code" -> False, "aab" -> True, "carerac" -> True.

**public** **class** Solution {

**public** **boolean** canPermutePalindrome(String s) {

**int**[] map = **new** **int**[128];

**int** count = 0;

**for** (**int** i = 0; i < s.length(); i++) {

map[s.charAt(i)]++;

**if** (map[s.charAt(i)] % 2 == 0)

count--;

**else**

count++;

}

**return** count <= 1;

}

}

# [Palindrome Permutation II](https://leetcode.com/problems/palindrome-permutation-ii)

Given a string s, return all the palindromic permutations (without duplicates) of it. Return an empty list if no palindromic permutation could be form.

For example:

Given s = "aabb", return ["abba", "baab"].

Given s = "abc", return [].

**public** **class** Solution {

**public** List<String> generatePalindromes(String s) {

**int** odd = 0;

String mid = "";

List<String> res = **new** ArrayList<>();

List<Character> list = **new** ArrayList<>();

Map<Character, Integer> map = **new** HashMap<>();

**for** (**int** i = 0; i < s.length(); i++) {

**char** c = s.charAt(i);

map.put(c, map.containsKey(c) ? map.get(c) + 1 : 1);

odd += map.get(c) % 2 != 0 ? 1 : -1;

}

**if** (odd > 1)

**return** res;

**for** (Map.Entry<Character, Integer> entry : map.entrySet()) {

**char** key = entry.getKey();

**int** val = entry.getValue();

**if** (val % 2 != 0)

mid += key;

**for** (**int** i = 0; i < val / 2; i++)

list.add(key);

}

getPerm(list, mid, **new** **boolean**[list.size()], **new** StringBuilder(), res);

**return** res;

}

**void** getPerm(List<Character> list, String mid, **boolean**[] used,

StringBuilder sb, List<String> res) {

**if** (sb.length() == list.size()) {

res.add(sb.toString() + mid + sb.reverse().toString());

sb.reverse();

**return**;

}

**for** (**int** i = 0; i < list.size(); i++) {

**if** (i > 0 && list.get(i) == list.get(i - 1) && !used[i - 1])

**continue**;

**if** (!used[i]) {

used[i] = **true**;

sb.append(list.get(i));

getPerm(list, mid, used, sb, res);

used[i] = **false**;

sb.deleteCharAt(sb.length() - 1);

}

}

}

}

# [Missing Number](https://leetcode.com/problems/missing-number)

Given an array containing *n* distinct numbers taken from 0, 1, 2, ..., n, find the one that is missing from the array.

For example,  
Given *nums* = [0, 1, 3] return 2.

**Note**:  
Your algorithm should run in linear runtime complexity. Could you implement it using only constant extra space complexity?

**public** **class** Solution {

**public** **int** missingNumber(**int**[] nums) {

**int** xor = 0, i = 0;

**for** (i = 0; i < nums.length; i++)

xor = xor ^ i ^ nums[i];

**return** xor ^ i;

}

}

# [Alien Dictionary](https://leetcode.com/problems/alien-dictionary)

There is a new alien language which uses the latin alphabet. However, the order among letters are unknown to you. You receive a list of **non-empty** words from the dictionary, where **words are sorted lexicographically by the rules of this new language**. Derive the order of letters in this language.

**Example 1:**  
Given the following words in dictionary,

[ "wrt",

"wrf",

"er",

"ett",

"rftt"]

The correct order is: "wertf".

**Example 2:**  
Given the following words in dictionary,

[ "z",

"x"]

The correct order is: "zx".

**Example 3:**  
Given the following words in dictionary,

[ "z",

"x",

"z"]

The order is invalid, so return "".

**Note:**

1. You may assume all letters are in lowercase.
2. You may assume that if a is a prefix of b, then a must appear before b in the given dictionary.
3. If the order is invalid, return an empty string.
4. There may be multiple valid order of letters, return any one of them is fine.

**public** **class** Solution {

**public** String alienOrder(String[] words) {

Map<Character, Set<Character>> map = **new** HashMap<Character, Set<Character>>();

Map<Character, Integer> degree = **new** HashMap<Character, Integer>();

String result = "";

**if** (words == **null** || words.length == 0)

**return** result;

**for** (String s : words) {

**for** (**char** c : s.toCharArray())

degree.put(c, 0);

}

**for** (**int** i = 0; i < words.length - 1; i++) {

String cur = words[i];

String next = words[i + 1];

**int** length = Math.*min*(cur.length(), next.length());

**for** (**int** j = 0; j < length; j++) {

**char** c1 = cur.charAt(j);

**char** c2 = next.charAt(j);

**if** (c1 != c2) {

Set<Character> set = **new** HashSet<Character>();

**if** (map.containsKey(c1))

set = map.get(c1);

**if** (!set.contains(c2)) {

set.add(c2);

map.put(c1, set);

degree.put(c2, degree.get(c2) + 1);

}

**break**;

}

}

}

Queue<Character> q = **new** LinkedList<Character>();

**for** (**char** c : degree.keySet()) {

**if** (degree.get(c) == 0)

q.add(c);

}

**while** (!q.isEmpty()) {

**char** c = q.remove();

result += c;

**if** (map.containsKey(c)) {

**for** (**char** c2 : map.get(c)) {

degree.put(c2, degree.get(c2) - 1);

**if** (degree.get(c2) == 0)

q.add(c2);

}

}

}

**if** (result.length() != degree.size())

**return** "";

**return** result;

}

}

# [Closest Binary Search Tree Value](https://leetcode.com/problems/closest-binary-search-tree-value)

Given a non-empty binary search tree and a target value, find the value in the BST that is closest to the target.

**Note:**

* Given target value is a floating point.
* You are guaranteed to have only one unique value in the BST that is closest to the target.

**public** **class** Solution {

**public** **int** closestValue(TreeNode root, **double** target) {

**int** a = root.val;

TreeNode kid = target < a ? root.left : root.right;

**if** (kid == **null**)

**return** a;

**int** b = closestValue(kid, target);

**return** Math.*abs*(a - target) < Math.*abs*(b - target) ? a : b;

}

}

# [Encode and Decode Strings](https://leetcode.com/problems/encode-and-decode-strings)

Design an algorithm to encode **a list of strings** to **a string**. The encoded string is then sent over the network and is decoded back to the original list of strings.

Machine 1 (sender) has the function:

string encode(vector<string> strs) {

// ... your code

return encoded\_string;

}

Machine 2 (receiver) has the function:

vector<string> decode(string s) {

//... your code

return strs;

}

So Machine 1 does:

string encoded\_string = encode(strs);

and Machine 2 does:

vector<string> strs2 = decode(encoded\_string);

strs2 in Machine 2 should be the same as strs in Machine 1.

Implement the encode and decode methods.

**Note:**

* The string may contain any possible characters out of 256 valid ascii characters. Your algorithm should be generalized enough to work on any possible characters.
* Do not use class member/global/static variables to store states. Your encode and decode algorithms should be stateless.
* Do not rely on any library method such as eval or serialize methods. You should implement your own encode/decode algorithm.

**public** **class** Codec {

**public** String encode(List<String> strs) {

StringBuilder sb = **new** StringBuilder();

**for** (String s : strs)

sb.append(s.length()).append('/').append(s);

**return** sb.toString();

}

**public** List<String> decode(String s) {

List<String> ret = **new** ArrayList<String>();

**int** i = 0;

**while** (i < s.length()) {

**int** slash = s.indexOf('/', i);

**int** size = Integer.*valueOf*(s.substring(i, slash));

ret.add(s.substring(slash + 1, slash + size + 1));

i = slash + size + 1;

}

**return** ret;

}

}

# [Closest Binary Search Tree Value II](https://leetcode.com/problems/closest-binary-search-tree-value-ii)

Given a non-empty binary search tree and a target value, find *k* values in the BST that are closest to the target.

**Note:**

* Given target value is a floating point.
* You may assume *k* is always valid, that is: *k* ≤ total nodes.
* You are guaranteed to have only one unique set of *k* values in the BST that are closest to the target.

**Follow up:**  
Assume that the BST is balanced, could you solve it in less than *O*(*n*) runtime (where *n* = total nodes)?

**public** **class** Solution {

**public** List<Integer> closestKValues(TreeNode root, **double** target, **int** k) {

List<Integer> res = **new** ArrayList<>();

Stack<Integer> preStack = **new** Stack<>();

Stack<Integer> sucStack = **new** Stack<>();

inorder(root, target, **false**, preStack);

inorder(root, target, **true**, sucStack);

**while** (k-- > 0) {

**if** (preStack.isEmpty())

res.add(sucStack.pop());

**else** **if** (sucStack.isEmpty())

res.add(preStack.pop());

**else** **if** (Math.*abs*(preStack.peek() - target) < Math

.*abs*(sucStack.peek() - target))

res.add(preStack.pop());

**else**

res.add(sucStack.pop());

}

**return** res;

}

**void** inorder(TreeNode root, **double** target, **boolean** reverse,

Stack<Integer> stack) {

**if** (root == **null**)

**return**;

inorder(reverse ? root.right : root.left, target, reverse, stack);

**if** ((reverse && root.val <= target) || (!reverse && root.val > target))

**return**;

stack.push(root.val);

inorder(reverse ? root.left : root.right, target, reverse, stack);

}

}

# [Integer to English Words](https://leetcode.com/problems/integer-to-english-words)

Convert a non-negative integer to its english words representation. Given input is guaranteed to be less than 231 - 1.

For example,

123 -> "One Hundred Twenty Three"

12345 -> "Twelve Thousand Three Hundred Forty Five"

1234567 -> "One Million Two Hundred Thirty Four Thousand Five Hundred Sixty Seven"

**public** **class** Solution {

**private** **final** String[] LESS\_THAN\_20 = { "", "One", "Two", "Three", "Four",

"Five", "Six", "Seven", "Eight", "Nine", "Ten", "Eleven", "Twelve",

"Thirteen", "Fourteen", "Fifteen", "Sixteen", "Seventeen",

"Eighteen", "Nineteen" };

**private** **final** String[] TENS = { "", "Ten", "Twenty", "Thirty", "Forty",

"Fifty", "Sixty", "Seventy", "Eighty", "Ninety" };

**private** **final** String[] THOUSANDS = { "", "Thousand", "Million", "Billion" };

**public** String numberToWords(**int** num) {

**if** (num == 0)

**return** "Zero";

**int** i = 0;

String words = "";

**while** (num > 0) {

**if** (num % 1000 != 0)

words = helper(num % 1000) + THOUSANDS[i] + " " + words;

num /= 1000;

i++;

}

**return** words.trim();

}

**private** String helper(**int** num) {

**if** (num == 0)

**return** "";

**else** **if** (num < 20)

**return** LESS\_THAN\_20[num] + " ";

**else** **if** (num < 100)

**return** TENS[num / 10] + " " + helper(num % 10);

**else**

**return** LESS\_THAN\_20[num / 100] + " Hundred " + helper(num % 100);

}

}

思路：根据英语特点，1000及以上3个数分一组，1000以内的100、20分别是两条线。每组对应几种情况。

# [H-Index](https://leetcode.com/problems/h-index)

Given an array of citations (each citation is a non-negative integer) of a researcher, write a function to compute the researcher's h-index.

According to the [definition of h-index on Wikipedia](https://en.wikipedia.org/wiki/H-index): "A scientist has index *h* if *h* of his/her *N* papers have **at least** *h* citations each, and the other *N − h* papers have **no more than** *h* citations each."

For example, given citations = [3, 0, 6, 1, 5], which means the researcher has 5 papers in total and each of them had received 3, 0, 6, 1, 5 citations respectively. Since the researcher has 3 papers with **at least** 3 citations each and the remaining two with **no more than** 3 citations each, his h-index is 3.

**Note**: If there are several possible values for h, the maximum one is taken as the h-index.

**public** **class** Solution {

**public** **int** hIndex(**int**[] citations) {

**int** n = citations.length;

**int**[] papers = **new** **int**[n + 1];

**for** (**int** c : citations)

papers[Math.*min*(n, c)]++;

**int** k = n;

**for** (**int** s = papers[n]; k > s; s += papers[k])

k--;

**return** k;

}

}

# [H-Index II](https://leetcode.com/problems/h-index-ii)

**Follow up** for [H-Index](https://leetcode.com/problems/h-index/): What if the citations array is sorted in ascending order? Could you optimize your algorithm?

**public** **class** Solution {

**public** **int** hIndex(**int**[] citations) {

**if** (citations == **null** || citations.length == 0)

**return** 0;

**int** l = 0, r = citations.length;

**int** n = citations.length;

**while** (l < r) {

**int** mid = l + (r - l) / 2;

**if** (citations[mid] == n - mid)

**return** n - mid;

**if** (citations[mid] < citations.length - mid)

l = mid + 1;

**else**

r = mid;

}

**return** n - l;

}

}

# [Paint Fence](https://leetcode.com/problems/paint-fence)

There is a fence with n posts, each post can be painted with one of the k colors.

You have to paint all the posts such that no more than two adjacent fence posts have the same color.

Return the total number of ways you can paint the fence.

**Note:**  
n and k are non-negative integers.

**public** **class** Solution {

**public** **int** numWays(**int** n, **int** k) {

**if** (n == 0)

**return** 0;

**else** **if** (n == 1)

**return** k;

**int** diffColorCounts = k \* (k - 1);

**int** sameColorCounts = k;

**for** (**int** i = 2; i < n; i++) {

**int** temp = diffColorCounts;

diffColorCounts = (diffColorCounts + sameColorCounts) \* (k - 1);

sameColorCounts = temp;

}

**return** diffColorCounts + sameColorCounts;

}

}

# [Find the Celebrity](https://leetcode.com/problems/find-the-celebrity)

Suppose you are at a party with n people (labeled from 0 to n - 1) and among them, there may exist one celebrity. The definition of a celebrity is that all the other n - 1 people know him/her but he/she does not know any of them.

Now you want to find out who the celebrity is or verify that there is not one. The only thing you are allowed to do is to ask questions like: "Hi, A. Do you know B?" to get information of whether A knows B. You need to find out the celebrity (or verify there is not one) by asking as few questions as possible (in the asymptotic sense).

You are given a helper function bool knows(a, b) which tells you whether A knows B. Implement a function int findCelebrity(n), your function should minimize the number of calls to knows.

**Note**: There will be exactly one celebrity if he/she is in the party. Return the celebrity's label if there is a celebrity in the party. If there is no celebrity, return -1.

**public** **class** Solution **extends** Relation {

**public** **int** findCelebrity(**int** n) {

**int** candidate = 0;

**for** (**int** i = 1; i < n; i++) {

**if** (knows(candidate, i))

candidate = i;

}

**for** (**int** i = 0; i < n; i++) {

**if** (i != candidate && (knows(candidate, i) || !knows(i, candidate)))

**return** -1;

}

**return** candidate;

}

}

# [First Bad Version](https://leetcode.com/problems/first-bad-version)

You are a product manager and currently leading a team to develop a new product. Unfortunately, the latest version of your product fails the quality check. Since each version is developed based on the previous version, all the versions after a bad version are also bad.

Suppose you have n versions [1, 2, ..., n] and you want to find out the first bad one, which causes all the following ones to be bad.

You are given an API bool isBadVersion(version) which will return whether version is bad. Implement a function to find the first bad version. You should minimize the number of calls to the API.

**public** **class** Solution **extends** VersionControl {

**public** **int** firstBadVersion(**int** n) {

**int** left = 1;

**int** right = n;

**while** (left < right) {

**int** mid = left + (right - left) / 2;

**if** (isBadVersion(mid)) {

right = mid;

} **else** {

left = mid + 1;

}

}

**return** left;

}

}

# [Perfect Squares](https://leetcode.com/problems/perfect-squares)

Given a positive integer *n*, find the least number of perfect square numbers (for example, 1, 4, 9, 16, ...) which sum to *n*.

For example, given *n* = 12, return 3 because 12 = 4 + 4 + 4; given *n* = 13, return 2 because 13 = 4 + 9.

**public** **class** Solution {

**public** **int** numSquares(**int** n) {

**int**[] dp = **new** **int**[n + 1];

Arrays.*fill*(dp, Integer.***MAX\_VALUE***);

dp[0] = 0;

**for** (**int** i = 1; i <= n; ++i) {

**int** min = Integer.***MAX\_VALUE***;

**int** j = 1;

**while** (i - j \* j >= 0) {

min = Math.*min*(min, dp[i - j \* j] + 1);

++j;

}

dp[i] = min;

}

**return** dp[n];

}

}

# [Wiggle Sort](https://leetcode.com/problems/wiggle-sort)

Given an unsorted array nums, reorder it **in-place** such that nums[0] <= nums[1] >= nums[2] <= nums[3]....

For example, given nums = [3, 5, 2, 1, 6, 4], one possible answer is [1, 6, 2, 5, 3, 4].

**public** **class** Solution {

**public** **void** wiggleSort(**int**[] nums) {

**for** (**int** i = 0; i < nums.length - 1; i++)

**if** ((i % 2 == 0) == (nums[i] > nums[i + 1]))

*swap*(nums, i, i + 1);

}

**private** **static** **void** swap(**int**[] nums, **int** i, **int** j) {

**int** temp = nums[i];

nums[i] = nums[j];

nums[j] = temp;

}

}

# [Zigzag Iterator](https://leetcode.com/problems/zigzag-iterator)

Given two 1d vectors, implement an iterator to return their elements alternately.

For example, given two 1d vectors:

v1 = [1, 2]

v2 = [3, 4, 5, 6]

By calling *next* repeatedly until *hasNext* returns false, the order of elements returned by *next* should be: [1, 3, 2, 4, 5, 6].

**Follow up**: What if you are given k 1d vectors? How well can your code be extended to such cases?

**Clarification for the follow up question - Update (2015-09-18):**  
The "Zigzag" order is not clearly defined and is ambiguous for k > 2 cases. If "Zigzag" does not look right to you, replace "Zigzag" with "Cyclic". For example, given the following input:

[1,2,3]

[4,5,6,7]

[8,9]

It should return [1,4,8,2,5,9,3,6,7].

**public** **class** ZigzagIterator **implements** Iterator<Integer> {

LinkedList<Iterator<Integer>> list;

**public** ZigzagIterator(List<Integer> v1, List<Integer> v2) {

list = **new** LinkedList<Iterator<Integer>>();

**if** (!v1.isEmpty())

list.add(v1.iterator());

**if** (!v2.isEmpty())

list.add(v2.iterator());

}

@Override

**public** Integer next() {

Iterator<Integer> poll = list.remove();

**int** result = (Integer) poll.next();

**if** (poll.hasNext())

list.add(poll);

**return** result;

}

@Override

**public** **boolean** hasNext() {

**return** !list.isEmpty();

}

}

# [Expression Add Operators](https://leetcode.com/problems/expression-add-operators)

Given a string that contains only digits 0-9 and a target value, return all possibilities to add **binary** operators (not unary) +, -, or \*between the digits so they evaluate to the target value.

Examples:

"123", 6 -> ["1+2+3", "1\*2\*3"]

"232", 8 -> ["2\*3+2", "2+3\*2"]

"105", 5 -> ["1\*0+5","10-5"]

"00", 0 -> ["0+0", "0-0", "0\*0"]

"3456237490", 9191 -> []

**public** **class** Solution {

**public** List<String> addOperators(String num, **int** target) {

List<String> rst = **new** ArrayList<String>();

**if** (num == **null** || num.length() == 0)

**return** rst;

helper(rst, "", num, target, 0, 0, 0);

**return** rst;

}

**public** **void** helper(List<String> rst, String path, String num, **int** target,

**int** pos, **long** eval, **long** multed) {

**if** (pos == num.length()) {

**if** (target == eval)

rst.add(path);

**return**;

}

**for** (**int** i = pos; i < num.length(); i++) {

**if** (i != pos && num.charAt(pos) == '0')

**break**;

**long** cur = Long.*parseLong*(num.substring(pos, i + 1));

**if** (pos == 0) {

helper(rst, path + cur, num, target, i + 1, cur, cur);

} **else** {

helper(rst, path + "+" + cur, num, target, i + 1, eval + cur,

cur);

helper(rst, path + "-" + cur, num, target, i + 1, eval - cur,

-cur);

helper(rst, path + "\*" + cur, num, target, i + 1,

eval - multed + multed \* cur, multed \* cur);

}

}

}

}

# [Move Zeroes](https://leetcode.com/problems/move-zeroes)

Given an array nums, write a function to move all 0's to the end of it while maintaining the relative order of the non-zero elements.

For example, given nums = [0, 1, 0, 3, 12], after calling your function, nums should be [1, 3, 12, 0, 0].

**Note**:

1. You must do this **in-place** without making a copy of the array.
2. Minimize the total number of operations.

**public** **class** Solution {

**public** **void** moveZeroes(**int**[] nums) {

**int** temp;

**for** (**int** lastNonZeroFoundAt = 0, cur = 0; cur < nums.length; cur++) {

**if** (nums[cur] != 0) {

temp = nums[lastNonZeroFoundAt];

nums[lastNonZeroFoundAt++] = nums[cur];

nums[cur] = temp;

}

}

}

}

思路：重点是非零数字，把他们依次移到前面，原位置置为零即可，如果本来就是相应位置，则不动。O(n)

# [Peeking Iterator](https://leetcode.com/problems/peeking-iterator)

Given an Iterator class interface with methods: next() and hasNext(), design and implement a PeekingIterator that support the peek() operation -- it essentially peek() at the element that will be returned by the next call to next().

Here is an example. Assume that the iterator is initialized to the beginning of the list: [1, 2, 3].

Call next() gets you 1, the first element in the list.

Now you call peek() and it returns 2, the next element. Calling next() after that ***still*** return 2.

You call next() the final time and it returns 3, the last element. Calling hasNext() after that should return false.

**Follow up**: How would you extend your design to be generic and work with all types, not just integer?

**class** PeekingIterator **implements** Iterator<Integer> {

**private** Integer next = **null**;

**private** Iterator<Integer> iter;

**public** PeekingIterator(Iterator<Integer> iterator) {

iter = iterator;

**if** (iter.hasNext())

next = iter.next();

}

**public** Integer peek() {

**return** next;

}

@Override

**public** Integer next() {

Integer res = next;

next = iter.hasNext() ? iter.next() : **null**;

**return** res;

}

@Override

**public** **boolean** hasNext() {

**return** next != **null**;

}

}

# [Inorder Successor in BST](https://leetcode.com/problems/inorder-successor-in-bst)

Given a binary search tree and a node in it, find the in-order successor of that node in the BST.

**Note**: If the given node has no in-order successor in the tree, return null.

**public** **class** Solution {

**public** TreeNode inorderSuccessor(TreeNode root, TreeNode p) {

**if** (root == **null**)

**return** **null**;

**if** (root.val <= p.val) {

**return** inorderSuccessor(root.right, p);

} **else** {

TreeNode left = inorderSuccessor(root.left, p);

**return** (left != **null**) ? left : root;

}

}

}

# [Walls and Gates](https://leetcode.com/problems/walls-and-gates)

You are given a *m x n* 2D grid initialized with these three possible values.

1. -1 - A wall or an obstacle.
2. 0 - A gate.
3. INF - Infinity means an empty room. We use the value 231 - 1 = 2147483647 to represent INF as you may assume that the distance to a gate is less than 2147483647.

Fill each empty room with the distance to its *nearest* gate. If it is impossible to reach a gate, it should be filled with INF.

For example, given the 2D grid:

INF -1 0 INF

INF INF INF -1

INF -1 INF -1

0 -1 INF INF

After running your function, the 2D grid should be:

3 -1 0 1

2 2 1 -1

1 -1 2 -1

0 -1 3 4

**public** **class** Solution {

**public** **void** wallsAndGates(**int**[][] rooms) {

**if** (rooms.length == 0 || rooms[0].length == 0)

**return**;

Queue<**int**[]> queue = **new** LinkedList<>();

**for** (**int** i = 0; i < rooms.length; i++) {

**for** (**int** j = 0; j < rooms[0].length; j++) {

**if** (rooms[i][j] == 0)

queue.add(**new** **int**[] { i, j });

}

}

**while** (!queue.isEmpty()) {

**int**[] top = queue.remove();

**int** row = top[0], col = top[1];

**if** (row > 0 && rooms[row - 1][col] == Integer.***MAX\_VALUE***) {

rooms[row - 1][col] = rooms[row][col] + 1;

queue.add(**new** **int**[] { row - 1, col });

}

**if** (row < rooms.length - 1

&& rooms[row + 1][col] == Integer.***MAX\_VALUE***) {

rooms[row + 1][col] = rooms[row][col] + 1;

queue.add(**new** **int**[] { row + 1, col });

}

**if** (col > 0 && rooms[row][col - 1] == Integer.***MAX\_VALUE***) {

rooms[row][col - 1] = rooms[row][col] + 1;

queue.add(**new** **int**[] { row, col - 1 });

}

**if** (col < rooms[0].length - 1

&& rooms[row][col + 1] == Integer.***MAX\_VALUE***) {

rooms[row][col + 1] = rooms[row][col] + 1;

queue.add(**new** **int**[] { row, col + 1 });

}

}

}

}

思路：先扫一遍得到所有门，然后从每个门BFS更新周围的所有房间。

# [Find the Duplicate Number](https://leetcode.com/problems/find-the-duplicate-number)

Given an array *nums* containing *n* + 1 integers where each integer is between 1 and *n* (inclusive), prove that at least one duplicate number must exist. Assume that there is only one duplicate number, find the duplicate one.

**Note:**

1. You **must not** modify the array (assume the array is read only).
2. You must use only constant, *O*(1) extra space.
3. Your runtime complexity should be less than O(n2).
4. There is only one duplicate number in the array, but it could be repeated more than once.

**public** **class** Solution {

**public** **int** findDuplicate(**int**[] nums) {

**if** (nums.length > 1) {

**int** slow = nums[0];

**int** fast = nums[nums[0]];

**while** (slow != fast) {

slow = nums[slow];

fast = nums[nums[fast]];

}

fast = 0;

**while** (fast != slow) {

fast = nums[fast];

slow = nums[slow];

}

**return** slow;

}

**return** -1;

}

}

# [Unique Word Abbreviation](https://leetcode.com/problems/unique-word-abbreviation)

An abbreviation of a word follows the form <first letter><number><last letter>. Below are some examples of word abbreviations:

a) it --> it (no abbreviation)

1

b) d|o|g --> d1g

1 1 1

1---5----0----5--8

c) i|nternationalizatio|n --> i18n

1

1---5----0

d) l|ocalizatio|n --> l10n

Assume you have a dictionary and given a word, find whether its abbreviation is unique in the dictionary. A word's abbreviation is unique if no *other* word from the dictionary has the same abbreviation.

Example:

Given dictionary = [ "deer", "door", "cake", "card" ]

isUnique("dear") -> false

isUnique("cart") -> true

isUnique("cane") -> false

isUnique("make") -> true

**public** **class** ValidWordAbbr {

**private** **final** Map<String, Boolean> abbrDict = **new** HashMap<>();

**private** **final** Set<String> dict;

**public** ValidWordAbbr(String[] dictionary) {

dict = **new** HashSet<>(Arrays.*asList*(dictionary));

**for** (String s : dict) {

String abbr = toAbbr(s);

abbrDict.put(abbr, !abbrDict.containsKey(abbr));

}

}

**public** **boolean** isUnique(String word) {

String abbr = toAbbr(word);

Boolean hasAbbr = abbrDict.get(abbr);

**return** hasAbbr == **null** || (hasAbbr && dict.contains(word));

}

**private** String toAbbr(String s) {

**int** n = s.length();

**if** (n <= 2) {

**return** s;

}

**return** s.charAt(0) + Integer.*toString*(n - 2) + s.charAt(n - 1);

}

}

# [Game of Life](https://leetcode.com/problems/game-of-life)

According to the [Wikipedia's article](https://en.wikipedia.org/wiki/Conway%27s_Game_of_Life): "The **Game of Life**, also known simply as **Life**, is a cellular automaton devised by the British mathematician John Horton Conway in 1970."

Given a *board* with *m* by *n* cells, each cell has an initial state *live* (1) or *dead* (0). Each cell interacts with its [eight neighbors](https://en.wikipedia.org/wiki/Moore_neighborhood) (horizontal, vertical, diagonal) using the following four rules (taken from the above Wikipedia article):

1. Any live cell with fewer than two live neighbors dies, as if caused by under-population.
2. Any live cell with two or three live neighbors lives on to the next generation.
3. Any live cell with more than three live neighbors dies, as if by over-population..
4. Any dead cell with exactly three live neighbors becomes a live cell, as if by reproduction.

Write a function to compute the next state (after one update) of the board given its current state.

**Follow up**:

1. Could you solve it in-place? Remember that the board needs to be updated at the same time: You cannot update some cells first and then use their updated values to update other cells.
2. In this question, we represent the board using a 2D array. In principle, the board is infinite, which would cause problems when the active area encroaches the border of the array. How would you address these problems?

**public** **class** Solution {

**public** **void** gameOfLife(**int**[][] board) {

**if** (board == **null** || board.length == 0)

**return**;

**int** m = board.length, n = board[0].length;

**for** (**int** i = 0; i < m; i++) {

**for** (**int** j = 0; j < n; j++) {

**int** lives = liveNeighbors(board, m, n, i, j);

**if** (board[i][j] == 1 && lives >= 2 && lives <= 3) {

board[i][j] = 3;

}

**if** (board[i][j] == 0 && lives == 3) {

board[i][j] = 2;

}

}

}

**for** (**int** i = 0; i < m; i++)

**for** (**int** j = 0; j < n; j++)

board[i][j] >>= 1;

}

**public** **int** liveNeighbors(**int**[][] board, **int** m, **int** n, **int** i, **int** j) {

**int** lives = 0;

**for** (**int** x = Math.*max*(i - 1, 0); x <= Math.*min*(i + 1, m - 1); x++)

**for** (**int** y = Math.*max*(j - 1, 0); y <= Math.*min*(j + 1, n - 1); y++)

lives += board[x][y] & 1;

lives -= board[i][j] & 1;

**return** lives;

}

}

# [Word Pattern](https://leetcode.com/problems/word-pattern)

Given a pattern and a string str, find if str follows the same pattern.

Here **follow** means a full match, such that there is a bijection between a letter in pattern and a **non-empty** word in str.

**Examples:**

1. pattern = "abba", str = "dog cat cat dog" should return true.
2. pattern = "abba", str = "dog cat cat fish" should return false.
3. pattern = "aaaa", str = "dog cat cat dog" should return false.
4. pattern = "abba", str = "dog dog dog dog" should return false.

**Notes:**  
You may assume pattern contains only lowercase letters, and str contains lowercase letters separated by a single space.

**public** **class** Solution {

**public** **boolean** wordPattern(String pattern, String str) {

String[] words = str.split(" ");

**if** (words.length != pattern.length())

**return** **false**;

Map<Object, Integer> index = **new** HashMap<Object, Integer>();

**for** (Integer i = 0; i < words.length; ++i)

**if** (index.put(pattern.charAt(i), i) != index.put(words[i], i))

**return** **false**;

**return** **true**;

}

}

# [Word Pattern II](https://leetcode.com/problems/word-pattern-ii)

Given a pattern and a string str, find if str follows the same pattern.

Here **follow** means a full match, such that there is a bijection between a letter in pattern and a **non-empty** substring in str.

**Examples:**

1. pattern = "abab", str = "redblueredblue" should return true.
2. pattern = "aaaa", str = "asdasdasdasd" should return true.
3. pattern = "aabb", str = "xyzabcxzyabc" should return false.

**Notes:**  
You may assume both pattern and str contains only lowercase letters.

**public** **class** Solution {

**public** **boolean** wordPatternMatch(String pattern, String str) {

Map<Character, String> map = **new** HashMap<>();

Set<String> set = **new** HashSet<>();

**return** isMatch(str, 0, pattern, 0, map, set);

}

**boolean** isMatch(String str, **int** i, String pat, **int** j,

Map<Character, String> map, Set<String> set) {

**if** (i == str.length() && j == pat.length())

**return** **true**;

**if** (i == str.length() || j == pat.length())

**return** **false**;

**char** c = pat.charAt(j);

**if** (map.containsKey(c)) {

String s = map.get(c);

**if** (!str.startsWith(s, i))

**return** **false**;

**return** isMatch(str, i + s.length(), pat, j + 1, map, set);

}

**for** (**int** k = i; k < str.length(); k++) {

String p = str.substring(i, k + 1);

**if** (set.contains(p))

**continue**;

map.put(c, p);

set.add(p);

**if** (isMatch(str, k + 1, pat, j + 1, map, set))

**return** **true**;

map.remove(c);

set.remove(p);

}

**return** **false**;

}

}

# [Nim Game](https://leetcode.com/problems/nim-game)

You are playing the following Nim Game with your friend: There is a heap of stones on the table, each time one of you take turns to remove 1 to 3 stones. The one who removes the last stone will be the winner. You will take the first turn to remove the stones.

Both of you are very clever and have optimal strategies for the game. Write a function to determine whether you can win the game given the number of stones in the heap.

For example, if there are 4 stones in the heap, then you will never win the game: no matter 1, 2, or 3 stones you remove, the last stone will always be removed by your friend.

**public** **class** Solution {

**public** **boolean** canWinNim(**int** n) {

**return** (n % 4 != 0);

}

}

# [Flip Game](https://leetcode.com/problems/flip-game)

You are playing the following Flip Game with your friend: Given a string that contains only these two characters: + and -, you and your friend take turns to flip two **consecutive** "++" into "--". The game ends when a person can no longer make a move and therefore the other person will be the winner.

Write a function to compute all possible states of the string after one valid move.

For example, given s = "++++", after one move, it may become one of the following states:

[ "--++",

"+--+",

"++--"]

If there is no valid move, return an empty list [].

**public** **class** Solution {

**public** List<String> generatePossibleNextMoves(String s) {

List<String> list = **new** ArrayList<>();

**for** (**int** i = -1; (i = s.indexOf("++", i + 1)) >= 0;)

list.add(s.substring(0, i) + "--" + s.substring(i + 2));

**return** list;

}

}

# [Flip Game II](https://leetcode.com/problems/flip-game-ii)

You are playing the following Flip Game with your friend: Given a string that contains only these two characters: + and -, you and your friend take turns to flip two **consecutive** "++" into "--". The game ends when a person can no longer make a move and therefore the other person will be the winner.

Write a function to determine if the starting player can guarantee a win.

For example, given s = "++++", return true. The starting player can guarantee a win by flipping the middle "++" to become "+--+".

**Follow up:**  
Derive your algorithm's runtime complexity.

**public** **class** Solution {

**public** **boolean** canWin(String s) {

**if** (s == **null** || s.length() < 2)

**return** **false**;

Map<String, Boolean> map = **new** HashMap<>();

**return** canWin(s, map);

}

**public** **boolean** canWin(String s, Map<String, Boolean> map) {

**if** (map.containsKey(s))

**return** map.get(s);

**for** (**int** i = 0; i < s.length() - 1; i++) {

**if** (s.charAt(i) == '+' && s.charAt(i + 1) == '+') {

String opponent = s.substring(0, i) + "--" + s.substring(i + 2);

**if** (!canWin(opponent, map)) {

map.put(s, **true**);

**return** **true**;

}

}

}

map.put(s, **false**);

**return** **false**;

}

}

# [Find Median from Data Stream](https://leetcode.com/problems/find-median-from-data-stream)

Median is the middle value in an ordered integer list. If the size of the list is even, there is no middle value. So the median is the mean of the two middle value.

Examples:   
[2,3,4] , the median is 3

[2,3], the median is (2 + 3) / 2 = 2.5

Design a data structure that supports the following two operations:

* void addNum(int num) - Add a integer number from the data stream to the data structure.
* double findMedian() - Return the median of all elements so far.

For example:

addNum(1)

addNum(2)

findMedian() -> 1.5

addNum(3)

findMedian() -> 2

**public** **class** MedianFinder {

**private** Queue<Long> small = **new** PriorityQueue<>(),

large = **new** PriorityQueue<>();

**public** **void** addNum(**int** num) {

large.add((**long**) num);

small.add(-large.poll());

**if** (large.size() < small.size())

large.add(-small.poll());

}

**public** **double** findMedian() {

**return** large.size() > small.size() ? large.peek()

: (large.peek() - small.peek()) / 2.0;

}

}

# [Best Meeting Point](https://leetcode.com/problems/best-meeting-point)

A group of two or more people wants to meet and minimize the total travel distance. You are given a 2D grid of values 0 or 1, where each 1 marks the home of someone in the group. The distance is calculated using [Manhattan Distance](http://en.wikipedia.org/wiki/Taxicab_geometry), where distance(p1, p2) = |p2.x - p1.x| + |p2.y - p1.y|.

For example, given three people living at (0,0), (0,4), and (2,2):

1 - 0 - 0 - 0 - 1

| | | | |

0 - 0 - 0 - 0 - 0

| | | | |

0 - 0 - 1 - 0 - 0

The point (0,2) is an ideal meeting point, as the total travel distance of 2+2+2=6 is minimal. So return 6.

**public** **class** Solution {

**public** **int** minTotalDistance(**int**[][] grid) {

List<Integer> rows = collectRows(grid);

List<Integer> cols = collectCols(grid);

**return** minDistance1D(rows) + minDistance1D(cols);

}

**private** **int** minDistance1D(List<Integer> points) {

**int** distance = 0;

**int** i = 0;

**int** j = points.size() - 1;

**while** (i < j) {

distance += points.get(j) - points.get(i);

i++;

j--;

}

**return** distance;

}

**private** List<Integer> collectRows(**int**[][] grid) {

List<Integer> rows = **new** ArrayList<>();

**for** (**int** row = 0; row < grid.length; row++)

**for** (**int** col = 0; col < grid[0].length; col++)

**if** (grid[row][col] == 1)

rows.add(row);

**return** rows;

}

**private** List<Integer> collectCols(**int**[][] grid) {

List<Integer> cols = **new** ArrayList<>();

**for** (**int** col = 0; col < grid[0].length; col++)

**for** (**int** row = 0; row < grid.length; row++)

**if** (grid[row][col] == 1)

cols.add(col);

**return** cols;

}

}

# [Serialize and Deserialize Binary Tree](https://leetcode.com/problems/serialize-and-deserialize-binary-tree)

Serialization is the process of converting a data structure or object into a sequence of bits so that it can be stored in a file or memory buffer, or transmitted across a network connection link to be reconstructed later in the same or another computer environment.

Design an algorithm to serialize and deserialize a binary tree. There is no restriction on how your serialization/deserialization algorithm should work. You just need to ensure that a binary tree can be serialized to a string and this string can be deserialized to the original tree structure.

For example, you may serialize the following tree

1

/ \

2 3

/ \

4 5

as "[1,2,3,null,null,4,5]", just the same as [how LeetCode OJ serializes a binary tree](https://leetcode.com/faq/#binary-tree). You do not necessarily need to follow this format, so please be creative and come up with different approaches yourself.

**Note:** Do not use class member/global/static variables to store states. Your serialize and deserialize algorithms should be stateless.

**public** **class** Codec {

**public** String serialize(TreeNode root) {

StringBuilder sb = **new** StringBuilder();

*serialize*(root, sb);

**return** sb.toString().trim();

}

**private** **static** **void** serialize(TreeNode root, StringBuilder sb) {

**if** (root == **null**) {

sb.append("# ");

**return**;

}

sb.append(root.val);

sb.append(" ");

*serialize*(root.left, sb);

*serialize*(root.right, sb);

}

**public** TreeNode deserialize(String data) {

String[] vals = data.split(" ");

**return** *deserialize*(**new** ValHolder(vals, -1));

}

**class** ValHolder {

String[] vals;

**int** i;

**int** n;

**public** ValHolder(String[] vals, **int** i) {

**this**.vals = vals;

**this**.i = i;

n = vals.length;

}

}

**private** **static** TreeNode deserialize(ValHolder vh) {

String cur = vh.vals[++vh.i];

**if** ("#".equals(cur))

**return** **null**;

TreeNode root = **new** TreeNode(Integer.*valueOf*(cur));

**if** (vh.i < vh.n - 1)

root.left = *deserialize*(vh);

**if** (vh.i < vh.n - 1)

root.right = *deserialize*(vh);

**return** root;

}

}

思路：先序遍历存入数组输出，每到叶结点添加#以区分。恢复时也使用先序遍历，如果遇到#则说明上个结点为叶子结点。

# [Binary Tree Longest Consecutive Sequence](https://leetcode.com/problems/binary-tree-longest-consecutive-sequence)

Given a binary tree, find the length of the longest consecutive sequence path.

The path refers to any sequence of nodes from some starting node to any node in the tree along the parent-child connections. The longest consecutive path need to be from parent to child (cannot be the reverse).

For example,

1

\

3

/ \

2 4

\

5

Longest consecutive sequence path is 3-4-5, so return 3.

2

\

3

/

2

/

1

Longest consecutive sequence path is 2-3,not3-2-1, so return 2.

**public** **class** Solution {

**public** **int** longestConsecutive(TreeNode root) {

**return** dfs(root, **null**, 0);

}

**private** **int** dfs(TreeNode p, TreeNode parent, **int** length) {

**if** (p == **null**)

**return** length;

length = (parent != **null** && p.val == parent.val + 1) ? length + 1 : 1;

**return** Math.*max*(length,

Math.*max*(dfs(p.left, p, length), dfs(p.right, p, length)));

}

}

# [Bulls and Cows](https://leetcode.com/problems/bulls-and-cows)

You are playing the following [Bulls and Cows](https://en.wikipedia.org/wiki/Bulls_and_Cows) game with your friend: You write down a number and ask your friend to guess what the number is. Each time your friend makes a guess, you provide a hint that indicates how many digits in said guess match your secret number exactly in both digit and position (called "bulls") and how many digits match the secret number but locate in the wrong position (called "cows"). Your friend will use successive guesses and hints to eventually derive the secret number.

For example:

Secret number: "1807"

Friend's guess: "7810"

Hint: 1 bull and 3 cows. (The bull is 8, the cows are 0, 1 and 7.)

Write a function to return a hint according to the secret number and friend's guess, use A to indicate the bulls and B to indicate the cows. In the above example, your function should return "1A3B".

Please note that both secret number and friend's guess may contain duplicate digits, for example:

Secret number: "1123"

Friend's guess: "0111"

In this case, the 1st 1 in friend's guess is a bull, the 2nd or 3rd 1 is a cow, and your function should return "1A1B".

You may assume that the secret number and your friend's guess only contain digits, and their lengths are always equal.

**public** **class** Solution {

**public** String getHint(String secret, String guess) {

**int** bulls = 0;

**int** cows = 0;

**int**[] numbers = **new** **int**[10];

**for** (**int** i = 0; i < secret.length(); i++) {

**if** (secret.charAt(i) == guess.charAt(i))

bulls++;

**else** {

**if** (numbers[secret.charAt(i) - '0']++ < 0)

cows++;

**if** (numbers[guess.charAt(i) - '0']-- > 0)

cows++;

}

}

**return** bulls + "A" + cows + "B";

}

}

# [Longest Increasing Subsequence](https://leetcode.com/problems/longest-increasing-subsequence)

Given an unsorted array of integers, find the length of longest increasing subsequence.

For example,  
Given [10, 9, 2, 5, 3, 7, 101, 18],  
The longest increasing subsequence is [2, 3, 7, 101], therefore the length is 4. Note that there may be more than one LIS combination, it is only necessary for you to return the length.

Your algorithm should run in O(*n2*) complexity.

**Follow up:** Could you improve it to O(*n* log *n*) time complexity?

**public** **class** Solution {

**public** **int** lengthOfLIS(**int**[] nums) {

**int**[] dp = **new** **int**[nums.length];

**int** len = 0;

**for** (**int** num : nums) {

**int** i = Arrays.*binarySearch*(dp, 0, len, num);

**if** (i < 0)

i = -(i + 1);

dp[i] = num;

**if** (i == len)

len++;

}

**return** len;

}

}

# [Remove Invalid Parentheses](https://leetcode.com/problems/remove-invalid-parentheses)

Remove the minimum number of invalid parentheses in order to make the input string valid. Return all possible results.

Note: The input string may contain letters other than the parentheses ( and ).

**Examples:**

"()())()" -> ["()()()", "(())()"]

"(a)())()" -> ["(a)()()", "(a())()"]

")(" -> [""]

**public** **class** Solution {

**public** List<String> removeInvalidParentheses(String s) {

List<String> ans = **new** ArrayList<>();

remove(s, ans, 0, 0, **new** **char**[] { '(', ')' });

**return** ans;

}

**public** **void** remove(String s, List<String> ans, **int** last\_i, **int** last\_j,

**char**[] par) {

**for** (**int** stack = 0, i = last\_i; i < s.length(); ++i) {

**if** (s.charAt(i) == par[0])

stack++;

**if** (s.charAt(i) == par[1])

stack--;

**if** (stack >= 0)

**continue**;

**for** (**int** j = last\_j; j <= i; ++j)

**if** (s.charAt(j) == par[1]

&& (j == last\_j || s.charAt(j - 1) != par[1]))

remove(s.substring(0, j) + s.substring(j + 1, s.length()),

ans, i, j, par);

**return**;

}

String reversed = **new** StringBuilder(s).reverse().toString();

**if** (par[0] == '(')

remove(reversed, ans, 0, 0, **new** **char**[] { ')', '(' });

**else**

ans.add(reversed);

}

}

思路：正扫一遍，去掉多余的），去掉任意一个，对于连续出现的），总是去掉第一个。然后把字符串反过来，再来一次。O(n^2)

# [Smallest Rectangle Enclosing Black Pixels](https://leetcode.com/problems/smallest-rectangle-enclosing-black-pixels)

An image is represented by a binary matrix with 0 as a white pixel and 1 as a black pixel. The black pixels are connected, i.e., there is only one black region. Pixels are connected horizontally and vertically. Given the location (x, y) of one of the black pixels, return the area of the smallest (axis-aligned) rectangle that encloses all black pixels.

For example, given the following image:

[ "0010",

"0110",

"0100"]

and x = 0, y = 2,

Return 6.

**public** **class** Solution {

**public** **int** minArea(**char**[][] image, **int** x, **int** y) {

**int** m = image.length, n = image[0].length;

**int** left = searchColumns(image, 0, y, 0, m, **true**);

**int** right = searchColumns(image, y + 1, n, 0, m, **false**);

**int** top = searchRows(image, 0, x, left, right, **true**);

**int** bottom = searchRows(image, x + 1, m, left, right, **false**);

**return** (right - left) \* (bottom - top);

}

**private** **int** searchColumns(**char**[][] image, **int** i, **int** j, **int** top, **int** bottom,

**boolean** whiteToBlack) {

**while** (i != j) {

**int** k = top, mid = (i + j) / 2;

**while** (k < bottom && image[k][mid] == '0')

++k;

**if** (k < bottom == whiteToBlack)

j = mid;

**else**

i = mid + 1;

}

**return** i;

}

**private** **int** searchRows(**char**[][] image, **int** i, **int** j, **int** left, **int** right,

**boolean** whiteToBlack) {

**while** (i != j) {

**int** k = left, mid = (i + j) / 2;

**while** (k < right && image[mid][k] == '0')

++k;

**if** (k < right == whiteToBlack)

j = mid;

**else**

i = mid + 1;

}

**return** i;

}

}

# [Range Sum Query - Immutable](https://leetcode.com/problems/range-sum-query-immutable)

Given an integer array *nums*, find the sum of the elements between indices *i* and *j* (*i* ≤ *j*), inclusive.

**Example:**

Given nums = [-2, 0, 3, -5, 2, -1]

sumRange(0, 2) -> 1

sumRange(2, 5) -> -1

sumRange(0, 5) -> -3

**Note:**

1. You may assume that the array does not change.
2. There are many calls to *sumRange* function.

**public** **class** NumArray {

**private** **int**[] sum;

**public** NumArray(**int**[] nums) {

sum = **new** **int**[nums.length + 1];

**for** (**int** i = 0; i < nums.length; i++) {

sum[i + 1] = sum[i] + nums[i];

}

}

**public** **int** sumRange(**int** i, **int** j) {

**return** sum[j + 1] - sum[i];

}

}

# [Range Sum Query 2D - Immutable](https://leetcode.com/problems/range-sum-query-2d-immutable)

Given a 2D matrix *matrix*, find the sum of the elements inside the rectangle defined by its upper left corner (*row*1, *col*1) and lower right corner (*row*2, *col*2).
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The above rectangle (with the red border) is defined by (row1, col1) = **(2, 1)** and (row2, col2) = **(4, 3)**, which contains sum = **8**.

**Example:**

Given matrix = [

[3, 0, 1, 4, 2],

[5, 6, 3, 2, 1],

[1, 2, 0, 1, 5],

[4, 1, 0, 1, 7],

[1, 0, 3, 0, 5]]

sumRegion(2, 1, 4, 3) -> 8

sumRegion(1, 1, 2, 2) -> 11

sumRegion(1, 2, 2, 4) -> 12

**Note:**

1. You may assume that the matrix does not change.
2. There are many calls to *sumRegion* function.
3. You may assume that *row*1 ≤ *row*2 and *col*1 ≤ *col*2.

**public** **class** NumMatrix {

**private** **int**[][] dp;

**public** NumMatrix(**int**[][] matrix) {

**if** (matrix.length == 0 || matrix[0].length == 0)

**return**;

dp = **new** **int**[matrix.length + 1][matrix[0].length + 1];

**for** (**int** r = 0; r < matrix.length; r++) {

**for** (**int** c = 0; c < matrix[0].length; c++) {

dp[r + 1][c + 1] = dp[r + 1][c] + dp[r][c + 1] + matrix[r][c]

- dp[r][c];

}

}

}

**public** **int** sumRegion(**int** row1, **int** col1, **int** row2, **int** col2) {

**return** dp[row2 + 1][col2 + 1] - dp[row1][col2 + 1] - dp[row2 + 1][col1]

+ dp[row1][col1];

}

}

# [Number of Islands II](https://leetcode.com/problems/number-of-islands-ii)

A 2d grid map of m rows and n columns is initially filled with water. We may perform an *addLand* operation which turns the water at position (row, col) into a land. Given a list of positions to operate, **count the number of islands after each *addLand* operation**. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.

**Example:**

Given m = 3, n = 3, positions = [[0,0], [0,1], [1,2], [2,1]].  
Initially, the 2d grid grid is filled with water. (Assume 0 represents water and 1 represents land).

0 0 0

0 0 0

0 0 0

Operation #1: addLand(0, 0) turns the water at grid[0][0] into a land.

1 0 0

0 0 0 Number of islands = 1

0 0 0

Operation #2: addLand(0, 1) turns the water at grid[0][1] into a land.

1 1 0

0 0 0 Number of islands = 1

0 0 0

Operation #3: addLand(1, 2) turns the water at grid[1][2] into a land.

1 1 0

0 0 1 Number of islands = 2

0 0 0

Operation #4: addLand(2, 1) turns the water at grid[2][1] into a land.

1 1 0

0 0 1 Number of islands = 3

0 1 0

We return the result as an array: [1, 1, 2, 3]

**Challenge:**

Can you do it in time complexity O(k log mn), where k is the length of the positions?

**public** **class** Solution {

**int**[][] dirs = { { 0, 1 }, { 1, 0 }, { -1, 0 }, { 0, -1 } };

**public** List<Integer> numIslands2(**int** m, **int** n, **int**[][] positions) {

List<Integer> result = **new** ArrayList<>();

**if** (m <= 0 || n <= 0)

**return** result;

**int** count = 0;

**int**[] roots = **new** **int**[m \* n];

Arrays.*fill*(roots, -1);

**for** (**int**[] p : positions) {

**int** root = n \* p[0] + p[1];

roots[root] = root;

count++;

**for** (**int**[] dir : dirs) {

**int** x = p[0] + dir[0];

**int** y = p[1] + dir[1];

**int** nb = n \* x + y;

**if** (x < 0 || x >= m || y < 0 || y >= n || roots[nb] == -1)

**continue**;

**int** rootNb = findIsland(roots, nb);

**if** (root != rootNb) {

roots[root] = rootNb;

root = rootNb;

count--;

}

}

result.add(count);

}

**return** result;

}

**public** **int** findIsland(**int**[] roots, **int** id) {

**while** (id != roots[id])

id = roots[id];

**return** id;

}

}

思路：没有岛时，增加点就增加了一个岛。有岛时增加一个点，需要判断新增加的是孤岛还是和别的岛相连（Union Find）。

# [Additive Number](https://leetcode.com/problems/additive-number)

Additive number is a string whose digits can form additive sequence.

A valid additive sequence should contain **at least** three numbers. Except for the first two numbers, each subsequent number in the sequence must be the sum of the preceding two.

For example:  
"112358" is an additive number because the digits can form an additive sequence: 1, 1, 2, 3, 5, 8.

1 + 1 = 2, 1 + 2 = 3, 2 + 3 = 5, 3 + 5 = 8

"199100199" is also an additive number, the additive sequence is: 1, 99, 100, 199.

1 + 99 = 100, 99 + 100 = 199

**Note:** Numbers in the additive sequence **cannot** have leading zeros, so sequence 1, 2, 03 or 1, 02, 3 is invalid.

Given a string containing only digits '0'-'9', write a function to determine if it's an additive number.

**Follow up:**  
How would you handle overflow for very large input integers?

**public** **class** Solution {

**public** **boolean** isAdditiveNumber(String num) {

**int** n = num.length();

**for** (**int** i = 1; i <= n / 2; ++i)

**for** (**int** j = 1; Math.*max*(j, i) <= n - i - j; ++j)

**if** (isValid(i, j, num))

**return** **true**;

**return** **false**;

}

**private** **boolean** isValid(**int** i, **int** j, String num) {

**if** (num.charAt(0) == '0' && i > 1)

**return** **false**;

**if** (num.charAt(i) == '0' && j > 1)

**return** **false**;

String sum;

Long x1 = Long.*parseLong*(num.substring(0, i));

Long x2 = Long.*parseLong*(num.substring(i, i + j));

**for** (**int** start = i + j; start != num.length(); start += sum.length()) {

x2 = x2 + x1;

x1 = x2 - x1;

sum = x2.toString();

**if** (!num.startsWith(sum, start))

**return** **false**;

}

**return** **true**;

}

}

# [Range Sum Query - Mutable](https://leetcode.com/problems/range-sum-query-mutable)

Given an integer array *nums*, find the sum of the elements between indices *i* and *j* (*i* ≤ *j*), inclusive.

The *update(i, val)* function modifies *nums* by updating the element at index *i* to *val*.

**Example:**

Given nums = [1, 3, 5]

sumRange(0, 2) -> 9

update(1, 2)

sumRange(0, 2) -> 8

**Note:**

1. The array is only modifiable by the *update* function.
2. You may assume the number of calls to *update* and *sumRange* function is distributed evenly.

**public** **class** NumArray {

**int**[] tree;

**int** n;

**public** NumArray(**int**[] nums) {

**if** (nums.length > 0) {

n = nums.length;

tree = **new** **int**[n \* 2];

buildTree(nums);

}

}

**private** **void** buildTree(**int**[] nums) {

**for** (**int** i = n, j = 0; i < 2 \* n; i++, j++)

tree[i] = nums[j];

**for** (**int** i = n - 1; i > 0; --i)

tree[i] = tree[i \* 2] + tree[i \* 2 + 1];

}

**public** **void** update(**int** pos, **int** val) {

pos += n;

tree[pos] = val;

**while** (pos > 0) {

**int** left = pos;

**int** right = pos;

**if** (pos % 2 == 0)

right = pos + 1;

**else**

left = pos - 1;

tree[pos / 2] = tree[left] + tree[right];

pos /= 2;

}

}

**public** **int** sumRange(**int** l, **int** r) {

l += n;

r += n;

**int** sum = 0;

**while** (l <= r) {

**if** ((l % 2) == 1) {

sum += tree[l];

l++;

}

**if** ((r % 2) == 0) {

sum += tree[r];

r--;

}

l /= 2;

r /= 2;

}

**return** sum;

}

}

**public** **class** NumArray {

**int**[] nums;

**int**[] BIT;

**int** n;

**public** NumArray(**int**[] nums) {

**this**.nums = nums;

n = nums.length;

BIT = **new** **int**[n + 1];

**for** (**int** i = 0; i < n; i++)

init(i, nums[i]);

}

**public** **void** init(**int** i, **int** val) {

i++;

**while** (i <= n) {

BIT[i] += val;

i += (i & -i);

}

}

**void** update(**int** i, **int** val) {

**int** diff = val - nums[i];

nums[i] = val;

init(i, diff);

}

**public** **int** getSum(**int** i) {

**int** sum = 0;

i++;

**while** (i > 0) {

sum += BIT[i];

i -= (i & -i);

}

**return** sum;

}

**public** **int** sumRange(**int** i, **int** j) {

**return** getSum(j) - getSum(i - 1);

}

}

# [Range Sum Query 2D - Mutable](https://leetcode.com/problems/range-sum-query-2d-mutable)

Given a 2D matrix *matrix*, find the sum of the elements inside the rectangle defined by its upper left corner (*row*1, *col*1) and lower right corner (*row*2, *col*2).

![Range Sum Query 2D](data:image/png;base64,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)  
The above rectangle (with the red border) is defined by (row1, col1) = **(2, 1)** and (row2, col2) = **(4, 3)**, which contains sum = **8**.

**Example:**

Given matrix = [

[3, 0, 1, 4, 2],

[5, 6, 3, 2, 1],

[1, 2, 0, 1, 5],

[4, 1, 0, 1, 7],

[1, 0, 3, 0, 5]]

sumRegion(2, 1, 4, 3) -> 8

update(3, 2, 2)

sumRegion(2, 1, 4, 3) -> 10

**Note:**

1. The matrix is only modifiable by the *update* function.
2. You may assume the number of calls to *update* and *sumRegion* function is distributed evenly.
3. You may assume that *row*1 ≤ *row*2 and *col*1 ≤ *col*2.

**public** **class** NumMatrix {

**int**[][] tree;

**int**[][] nums;

**int** m;

**int** n;

**public** NumMatrix(**int**[][] matrix) {

**if** (matrix.length == 0 || matrix[0].length == 0)

**return**;

m = matrix.length;

n = matrix[0].length;

tree = **new** **int**[m + 1][n + 1];

nums = **new** **int**[m][n];

**for** (**int** i = 0; i < m; i++)

**for** (**int** j = 0; j < n; j++)

update(i, j, matrix[i][j]);

}

**public** **void** update(**int** row, **int** col, **int** val) {

**if** (m == 0 || n == 0)

**return**;

**int** delta = val - nums[row][col];

nums[row][col] = val;

**for** (**int** i = row + 1; i <= m; i += i & (-i))

**for** (**int** j = col + 1; j <= n; j += j & (-j))

tree[i][j] += delta;

}

**public** **int** sumRegion(**int** row1, **int** col1, **int** row2, **int** col2) {

**if** (m == 0 || n == 0)

**return** 0;

**return** sum(row2 + 1, col2 + 1) + sum(row1, col1) - sum(row1, col2 + 1)

- sum(row2 + 1, col1);

}

**public** **int** sum(**int** row, **int** col) {

**int** sum = 0;

**for** (**int** i = row; i > 0; i -= i & (-i)) {

**for** (**int** j = col; j > 0; j -= j & (-j)) {

sum += tree[i][j];

}

}

**return** sum;

}

}

# [Best Time to Buy and Sell Stock with Cooldown](https://leetcode.com/problems/best-time-to-buy-and-sell-stock-with-cooldown)

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete as many transactions as you like (ie, buy one and sell one share of the stock multiple times) with the following restrictions:

* You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).
* After you sell your stock, you cannot buy stock on next day. (ie, cooldown 1 day)

**Example:**

prices = [1, 2, 3, 0, 2]

maxProfit = 3

transactions = [buy, sell, cooldown, buy, sell]

**public** **class** Solution {

**public** **int** maxProfit(**int**[] prices) {

**int** sell = 0, prev\_sell = 0, buy = Integer.***MIN\_VALUE***, prev\_buy;

**for** (**int** price : prices) {

prev\_buy = buy;

buy = Math.*max*(prev\_sell - price, prev\_buy);

prev\_sell = sell;

sell = Math.*max*(prev\_buy + price, prev\_sell);

}

**return** sell;

}

}

# [Minimum Height Trees](https://leetcode.com/problems/minimum-height-trees)

For a undirected graph with tree characteristics, we can choose any node as the root. The result graph is then a rooted tree. Among all possible rooted trees, those with minimum height are called minimum height trees (MHTs). Given such a graph, write a function to find all the MHTs and return a list of their root labels.

**Format**  
The graph contains n nodes which are labeled from 0 to n - 1. You will be given the number n and a list of undirected edges (each edge is a pair of labels).

You can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0, 1] is the same as [1, 0] and thus will not appear together in edges.

**Example 1:**

Given n = 4, edges = [[1, 0], [1, 2], [1, 3]]

0

|

1

/ \

2 3

return [1]

**Example 2:**

Given n = 6, edges = [[0, 3], [1, 3], [2, 3], [4, 3], [5, 4]]

0 1 2

\ | /
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|

4

|

5

return [3, 4]

**Note**:

(1) According to the [definition of tree on Wikipedia](https://en.wikipedia.org/wiki/Tree_(graph_theory)): “a tree is an undirected graph in which any two vertices are connected by *exactly* one path. In other words, any connected graph without simple cycles is a tree.”

(2) The height of a rooted tree is the number of edges on the longest downward path between the root and a leaf.

**public** **class** Solution {

**public** List<Integer> findMinHeightTrees(**int** n, **int**[][] edges) {

**if** (n == 1)

**return** Collections.*singletonList*(0);

List<Set<Integer>> adj = **new** ArrayList<>(n);

**for** (**int** i = 0; i < n; ++i)

adj.add(**new** HashSet<>());

**for** (**int**[] edge : edges) {

adj.get(edge[0]).add(edge[1]);

adj.get(edge[1]).add(edge[0]);

}

List<Integer> leaves = **new** ArrayList<>();

**for** (**int** i = 0; i < n; ++i)

**if** (adj.get(i).size() == 1)

leaves.add(i);

**while** (n > 2) {

n -= leaves.size();

List<Integer> newLeaves = **new** ArrayList<>();

**for** (**int** i : leaves) {

**int** j = adj.get(i).iterator().next();

adj.get(j).remove(i);

**if** (adj.get(j).size() == 1)

newLeaves.add(j);

}

leaves = newLeaves;

}

**return** leaves;

}

}

# [Sparse Matrix Multiplication](https://leetcode.com/problems/sparse-matrix-multiplication)

Given two [sparse matrices](https://en.wikipedia.org/wiki/Sparse_matrix) **A** and **B**, return the result of **AB**.

You may assume that **A**'s column number is equal to **B**'s row number.

**Example:**

**A** = [

[ 1, 0, 0],

[-1, 0, 3]

]

**B** = [

[ 7, 0, 0 ],

[ 0, 0, 0 ],

[ 0, 0, 1 ]

]

| 1 0 0 | | 7 0 0 | | 7 0 0 |

**AB** = | -1 0 3 | x | 0 0 0 | = | -7 0 3 |

| 0 0 1 |

**public** **class** Solution {

**public** **int**[][] multiply(**int**[][] A, **int**[][] B) {

**int** m = A.length, n = A[0].length, nB = B[0].length;

**int**[][] C = **new** **int**[m][nB];

**for** (**int** i = 0; i < m; i++)

**for** (**int** k = 0; k < n; k++)

**if** (A[i][k] != 0) {

**for** (**int** j = 0; j < nB; j++)

**if** (B[k][j] != 0)

C[i][j] += A[i][k] \* B[k][j];

**return** C;

}

}

思路：暴力，无它。

# [Burst Balloons](https://leetcode.com/problems/burst-balloons)

Given n balloons, indexed from 0 to n-1. Each balloon is painted with a number on it represented by array nums. You are asked to burst all the balloons. If the you burst balloon i you will get nums[left] \* nums[i] \* nums[right] coins. Here left and right are adjacent indices of i. After the burst, the left and right then becomes adjacent.

Find the maximum coins you can collect by bursting the balloons wisely.

**Note:**   
(1) You may imagine nums[-1] = nums[n] = 1. They are not real therefore you can not burst them.  
(2) 0 ≤ n ≤ 500, 0 ≤ nums[i] ≤ 100

**Example:**

Given [3, 1, 5, 8]

Return 167

nums = [3,1,5,8] --> [3,5,8] --> [3,8] --> [8] --> []

coins = 3\*1\*5 + 3\*5\*8 + 1\*3\*8 + 1\*8\*1 = 167

**public** **class** Solution {

**public** **int** maxCoins(**int**[] nums) {

**int**[] nnums = **new** **int**[nums.length + 2];

**int** n = 1;

**for** (**int** x : nums)

**if** (x > 0)

nnums[n++] = x;

nnums[0] = nnums[n++] = 1;

**int**[][] memo = **new** **int**[n][n];

**return** burst(memo, nnums, 0, n - 1);

}

**public** **int** burst(**int**[][] memo, **int**[] nums, **int** left, **int** right) {

**if** (left + 1 == right)

**return** 0;

**if** (memo[left][right] > 0)

**return** memo[left][right];

**int** ans = 0;

**for** (**int** i = left + 1; i < right; ++i)

ans = Math.*max*(ans, nums[left] \* nums[i] \* nums[right]

+ burst(memo, nums, left, i) + burst(memo, nums, i, right));

memo[left][right] = ans;

**return** ans;

}

}

**public** **class** Solution {

**public** **int** maxCoins(**int**[] nums) {

**int**[] nnums = **new** **int**[nums.length + 2];

**int** n = 1;

**for** (**int** x : nums)

**if** (x > 0)

nnums[n++] = x;

nnums[0] = nnums[n++] = 1;

**int**[][] dp = **new** **int**[n][n];

**for** (**int** k = 2; k < n; ++k)

**for** (**int** left = 0; left < n - k; ++left) {

**int** right = left + k;

**for** (**int** i = left + 1; i < right; ++i)

dp[left][right] = Math.*max*(dp[left][right],

nnums[left] \* nnums[i] \* nnums[right] + dp[left][i]

+ dp[i][right]);

}

**return** dp[0][n - 1];

}

}

# [Super Ugly Number](https://leetcode.com/problems/super-ugly-number)

Write a program to find the nth super ugly number.

Super ugly numbers are positive numbers whose all prime factors are in the given prime list primes of size k. For example, [1, 2, 4, 7, 8, 13, 14, 16, 19, 26, 28, 32] is the sequence of the first 12 super ugly numbers given primes = [2, 7, 13, 19] of size 4.

**Note:**  
(1) 1 is a super ugly number for any given primes.  
(2) The given numbers in primes are in ascending order.  
(3) 0 < k ≤ 100, 0 < n ≤ 106, 0 < primes[i] < 1000.  
(4) The nth super ugly number is guaranteed to fit in a 32-bit signed integer.

**public** **class** Solution {

**public** **int** nthSuperUglyNumber(**int** n, **int**[] primes) {

**int**[] ugly = **new** **int**[n];

**int**[] idx = **new** **int**[primes.length];

**int**[] val = **new** **int**[primes.length];

Arrays.*fill*(val, 1);

**int** next = 1;

**for** (**int** i = 0; i < n; i++) {

ugly[i] = next;

next = Integer.***MAX\_VALUE***;

**for** (**int** j = 0; j < primes.length; j++) {

**if** (val[j] == ugly[i])

val[j] = ugly[idx[j]++] \* primes[j];

next = Math.*min*(next, val[j]);

}

}

**return** ugly[n - 1];

}

}

# [Binary Tree Vertical Order Traversal](https://leetcode.com/problems/binary-tree-vertical-order-traversal)

Given a binary tree, return the *vertical order* traversal of its nodes' values. (ie, from top to bottom, column by column).

If two nodes are in the same row and column, the order should be from **left to right**.

**Examples:**

Given binary tree [3,9,20,null,null,15,7],

3

/\

/ \

9 20

/\

/ \

15 7

return its vertical order traversal as:

[ [9],

[3,15],

[20],

[7]]

Given binary tree [3,9,8,4,0,1,7],
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/\ /\

/ \/ \

4 01 7

return its vertical order traversal as:

[ [4],

[9],

[3,0,1],

[8],

[7]]

Given binary tree [3,9,8,4,0,1,7,null,null,null,2,5] (0's right child is 2 and 1's left child is 5),
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5 2

return its vertical order traversal as:

[ [4],

[9,5],

[3,0,1],

[8,2],

[7]]

**public** **class** Solution {

**public** List<List<Integer>> verticalOrder(TreeNode root) {

List<List<Integer>> cols = **new** ArrayList<>();

**if** (root == **null**)

**return** cols;

**int**[] range = **new** **int**[] { 0, 0 };

getRange(root, range, 0);

**for** (**int** i = range[0]; i <= range[1]; i++)

cols.add(**new** ArrayList<Integer>());

Queue<TreeNode> queue = **new** LinkedList<>();

Queue<Integer> colQueue = **new** LinkedList<>();

queue.add(root);

colQueue.add(-range[0]);

**while** (!queue.isEmpty()) {

TreeNode node = queue.poll();

**int** col = colQueue.poll();

cols.get(col).add(node.val);

**if** (node.left != **null**) {

queue.add(node.left);

colQueue.add(col - 1);

}

**if** (node.right != **null**) {

queue.add(node.right);

colQueue.add(col + 1);

}

}

**return** cols;

}

**public** **void** getRange(TreeNode root, **int**[] range, **int** col) {

**if** (root == **null**) {

**return**;

}

range[0] = Math.*min*(range[0], col);

range[1] = Math.*max*(range[1], col);

getRange(root.left, range, col - 1);

getRange(root.right, range, col + 1);

}

}

# [Count of Smaller Numbers After Self](https://leetcode.com/problems/count-of-smaller-numbers-after-self)

You are given an integer array *nums* and you have to return a new *counts* array. The *counts* array has the property where counts[i] is the number of smaller elements to the right of nums[i].

**Example:**

Given *nums* = [5, 2, 6, 1]

To the right of 5 there are **2** smaller elements (2 and 1).

To the right of 2 there is only **1** smaller element (1).

To the right of 6 there is **1** smaller element (1).

To the right of 1 there is **0** smaller element.

Return the array [2, 1, 1, 0].

**public** **class** Solution {

**public** List<Integer> countSmaller(**int**[] nums) {

**if** (nums == **null** || nums.length == 0)

**return** **new** ArrayList<Integer>();

Num[] arr = **new** Num[nums.length];

**for** (**int** i = 0; i < nums.length; i++)

arr[i] = **new** Num(nums[i], i);

**int**[] smaller = **new** **int**[nums.length];

mergeCount(smaller, arr, 0, nums.length - 1);

List<Integer> res = **new** ArrayList<Integer>();

**for** (**int** count : smaller)

res.add(count);

**return** res;

}

**private** **void** mergeCount(**int**[] smaller, Num[] nums, **int** l, **int** r) {

**if** (l >= r)

**return**;

**int** mid = l + (r - l) / 2;

mergeCount(smaller, nums, l, mid);

mergeCount(smaller, nums, mid + 1, r);

Num[] cache = **new** Num[r - l + 1];

**int** j = mid + 1, k = mid + 1;

**for** (**int** i = l, idx = 0; i <= mid; i++, idx++) {

**while** (j <= r && nums[i].val > nums[j].val)

j++;

**while** (k <= r && nums[k].val < nums[i].val)

cache[idx++] = nums[k++];

cache[idx] = nums[i];

smaller[nums[i].idx] += j - mid - 1;

}

System.*arraycopy*(cache, 0, nums, l, k - l);

}

**class** Num {

**int** val, idx;

**public** Num(**int** val, **int** idx) {

**this**.val = val;

**this**.idx = idx;

}

}

}

# [Remove Duplicate Letters](https://leetcode.com/problems/remove-duplicate-letters)

Given a string which contains only lowercase letters, remove duplicate letters so that every letter appear once and only once. You must make sure your result is the smallest in lexicographical order among all possible results.

**Example:**

Given "bcabc"  
Return "abc"

Given "cbacdcbc"  
Return "acdb"

**public** **class** Solution {

**public** String removeDuplicateLetters(String s) {

**int**[] cnt = **new** **int**[26];

**int** pos = 0;

**for** (**int** i = 0; i < s.length(); i++)

cnt[s.charAt(i) - 'a']++;

**for** (**int** i = 0; i < s.length(); i++) {

**if** (s.charAt(i) < s.charAt(pos))

pos = i;

**if** (--cnt[s.charAt(i) - 'a'] == 0)

**break**;

}

**return** s.length() == 0 ? ""

: s.charAt(pos) + removeDuplicateLetters(s.substring(pos + 1)

.replaceAll("" + s.charAt(pos), ""));

}

}

# [Shortest Distance from All Buildings](https://leetcode.com/problems/shortest-distance-from-all-buildings)

You want to build a house on an *empty* land which reaches all buildings in the shortest amount of distance. You can only move up, down, left and right. You are given a 2D grid of values **0**, **1** or **2**, where:

* Each **0** marks an empty land which you can pass by freely.
* Each **1** marks a building which you cannot pass through.
* Each **2** marks an obstacle which you cannot pass through.

For example, given three buildings at (0,0), (0,4), (2,2), and an obstacle at (0,2):

1 - 0 - 2 - 0 - 1

| | | | |

0 - 0 - 0 - 0 - 0

| | | | |

0 - 0 - 1 - 0 - 0

The point (1,2) is an ideal empty land to build a house, as the total travel distance of 3+3+1=7 is minimal. So return 7.

**Note:**  
There will be at least one building. If it is not possible to build such house according to the above rules, return -1.

**public** **class** Solution {

**public** **int** shortestDistance(**int**[][] grid) {

**if** (grid == **null** || grid[0].length == 0)

**return** 0;

**final** **int**[] shift = **new** **int**[] { 0, 1, 0, -1, 0 };

**int** row = grid.length, col = grid[0].length;

**int**[][] distance = **new** **int**[row][col];

**int**[][] reach = **new** **int**[row][col];

**int** buildingNum = 0;

**for** (**int** i = 0; i < row; i++) {

**for** (**int** j = 0; j < col; j++) {

**if** (grid[i][j] == 1) {

buildingNum++;

Queue<**int**[]> myQueue = **new** LinkedList<**int**[]>();

myQueue.offer(**new** **int**[] { i, j });

**boolean**[][] isVisited = **new** **boolean**[row][col];

**int** level = 1;

**while** (!myQueue.isEmpty()) {

**int** qSize = myQueue.size();

**for** (**int** q = 0; q < qSize; q++) {

**int**[] curr = myQueue.poll();

**for** (**int** k = 0; k < 4; k++) {

**int** nextRow = curr[0] + shift[k];

**int** nextCol = curr[1] + shift[k + 1];

**if** (nextRow >= 0 && nextRow < row

&& nextCol >= 0 && nextCol < col

&& grid[nextRow][nextCol] == 0

&& !isVisited[nextRow][nextCol]) {

distance[nextRow][nextCol] += level;

reach[nextRow][nextCol]++;

isVisited[nextRow][nextCol] = **true**;

myQueue.offer(

**new** **int**[] { nextRow, nextCol });

}

}

}

level++;

}

}

}

}

**int** shortest = Integer.***MAX\_VALUE***;

**for** (**int** i = 0; i < row; i++)

**for** (**int** j = 0; j < col; j++)

**if** (grid[i][j] == 0 && reach[i][j] == buildingNum)

shortest = Math.*min*(shortest, distance[i][j]);

**return** shortest == Integer.***MAX\_VALUE*** ? -1 : shortest;

}

}

# [Maximum Product of Word Lengths](https://leetcode.com/problems/maximum-product-of-word-lengths)

Given a string array words, find the maximum value of length(word[i]) \* length(word[j]) where the two words do not share common letters. You may assume that each word will contain only lower case letters. If no such two words exist, return 0.

**Example 1:**

Given ["abcw", "baz", "foo", "bar", "xtfn", "abcdef"]  
Return 16  
The two words can be "abcw", "xtfn".

**Example 2:**

Given ["a", "ab", "abc", "d", "cd", "bcd", "abcd"]  
Return 4  
The two words can be "ab", "cd".

**Example 3:**

Given ["a", "aa", "aaa", "aaaa"]  
Return 0  
No such pair of words.

**public** **class** Solution {

**public** **static** **int** maxProduct(String[] words) {

**if** (words == **null** || words.length == 0)

**return** 0;

**int** len = words.length;

**int**[] value = **new** **int**[len];

**for** (**int** i = 0; i < len; i++) {

String tmp = words[i];

value[i] = 0;

**for** (**int** j = 0; j < tmp.length(); j++) {

value[i] |= 1 << (tmp.charAt(j) - 'a');

}

}

**int** maxProduct = 0;

**for** (**int** i = 0; i < len; i++)

**for** (**int** j = i + 1; j < len; j++) {

**if** ((value[i] & value[j]) == 0

&& (words[i].length() \* words[j].length() > maxProduct))

maxProduct = words[i].length() \* words[j].length();

}

**return** maxProduct;

}

}

# [Bulb Switcher](https://leetcode.com/problems/bulb-switcher)

There are *n* bulbs that are initially off. You first turn on all the bulbs. Then, you turn off every second bulb. On the third round, you toggle every third bulb (turning on if it's off or turning off if it's on). For the *i*th round, you toggle every *i* bulb. For the *n*th round, you only toggle the last bulb. Find how many bulbs are on after *n* rounds.

**Example:**

Given *n* = 3.   
At first, the three bulbs are **[off, off, off]**.

After first round, the three bulbs are **[on, on, on]**.

After second round, the three bulbs are **[on, off, on]**.

After third round, the three bulbs are **[on, off, off]**.   
So you should return 1, because there is only one bulb is on.

**public** **class** Solution {

**public** **int** bulbSwitch(**int** n) {

**return** (**int**) Math.*sqrt*(n);

}

}

# [Generalized Abbreviation](https://leetcode.com/problems/generalized-abbreviation)

Write a function to generate the generalized abbreviations of a word.

**Example:**

Given word = "word", return the following list (order does not matter):

["word", "1ord", "w1rd", "wo1d", "wor1", "2rd", "w2d", "wo2", "1o1d", "1or1", "w1r1", "1o2", "2r1", "3d", "w3", "4"]

**public** **class** Solution {

**public** List<String> generateAbbreviations(String word) {

List<String> ans = **new** ArrayList<String>();

backtrack(ans, **new** StringBuilder(), word, 0, 0);

**return** ans;

}

**private** **void** backtrack(List<String> ans, StringBuilder builder, String word,

**int** i, **int** k) {

**int** len = builder.length();

**if** (i == word.length()) {

**if** (k != 0)

builder.append(k);

ans.add(builder.toString());

} **else** {

backtrack(ans, builder, word, i + 1, k + 1);

**if** (k != 0)

builder.append(k);

builder.append(word.charAt(i));

backtrack(ans, builder, word, i + 1, 0);

}

builder.setLength(len);

}

}

# [Create Maximum Number](https://leetcode.com/problems/create-maximum-number)

Given two arrays of length m and n with digits 0-9 representing two numbers. Create the maximum number of length k <= m + nfrom digits of the two. The relative order of the digits from the same array must be preserved. Return an array of the k digits. You should try to optimize your time and space complexity.

**Example 1:**

nums1 = [3, 4, 6, 5]  
nums2 = [9, 1, 2, 5, 8, 3]  
k = 5  
return [9, 8, 6, 5, 3]

**Example 2:**

nums1 = [6, 7]  
nums2 = [6, 0, 4]  
k = 5  
return [6, 7, 6, 0, 4]

**Example 3:**

nums1 = [3, 9]  
nums2 = [8, 9]  
k = 3  
return [9, 8, 9]

**public** **class** Solution {

**public** **int**[] maxNumber(**int**[] nums1, **int**[] nums2, **int** k) {

**int** n = nums1.length;

**int** m = nums2.length;

**int**[] ans = **new** **int**[k];

**for** (**int** i = Math.*max*(0, k - m); i <= k && i <= n; ++i) {

**int**[] candidate = merge(maxArray(nums1, i), maxArray(nums2, k - i),

k);

**if** (greater(candidate, 0, ans, 0))

ans = candidate;

}

**return** ans;

}

**private** **int**[] merge(**int**[] nums1, **int**[] nums2, **int** k) {

**int**[] ans = **new** **int**[k];

**for** (**int** i = 0, j = 0, r = 0; r < k; ++r)

ans[r] = greater(nums1, i, nums2, j) ? nums1[i++] : nums2[j++];

**return** ans;

}

**public** **boolean** greater(**int**[] nums1, **int** i, **int**[] nums2, **int** j) {

**while** (i < nums1.length && j < nums2.length && nums1[i] == nums2[j]) {

i++;

j++;

}

**return** j == nums2.length || (i < nums1.length && nums1[i] > nums2[j]);

}

**public** **int**[] maxArray(**int**[] nums, **int** k) {

**int** n = nums.length;

**int**[] ans = **new** **int**[k];

**for** (**int** i = 0, j = 0; i < n; ++i) {

**while** (n - i + j > k && j > 0 && ans[j - 1] < nums[i])

j--;

**if** (j < k)

ans[j++] = nums[i];

}

**return** ans;

}

}

# [Coin Change](https://leetcode.com/problems/coin-change)

You are given coins of different denominations and a total amount of money *amount*. Write a function to compute the fewest number of coins that you need to make up that amount. If that amount of money cannot be made up by any combination of the coins, return -1.

**Example 1:**  
coins = [1, 2, 5], amount = 11  
return 3 (11 = 5 + 5 + 1)

**Example 2:**  
coins = [2], amount = 3  
return -1.

**Note**:  
You may assume that you have an infinite number of each kind of coin.

**public** **class** Solution {

**public** **int** coinChange(**int**[] coins, **int** amount) {

**if** (amount < 1)

**return** 0;

**return** coinChange(coins, amount, **new** **int**[amount]);

}

**private** **int** coinChange(**int**[] coins, **int** rem, **int**[] count) {

**if** (rem < 0)

**return** -1;

**if** (rem == 0)

**return** 0;

**if** (count[rem - 1] != 0)

**return** count[rem - 1];

**int** min = Integer.***MAX\_VALUE***;

**for** (**int** coin : coins) {

**int** res = coinChange(coins, rem - coin, count);

**if** (res >= 0 && res < min)

min = 1 + res;

}

count[rem - 1] = (min == Integer.***MAX\_VALUE***) ? -1 : min;

**return** count[rem - 1];

}

}

**public** **class** Solution {

**public** **int** coinChange(**int**[] coins, **int** amount) {

**int** max = amount + 1;

**int**[] dp = **new** **int**[amount + 1];

Arrays.*fill*(dp, max);

dp[0] = 0;

**for** (**int** i = 1; i <= amount; i++) {

**for** (**int** j = 0; j < coins.length; j++) {

**if** (coins[j] <= i) {

dp[i] = Math.*min*(dp[i], dp[i - coins[j]] + 1);

}

}

}

**return** dp[amount] > amount ? -1 : dp[amount];

}

}

# [Number of Connected Components in an Undirected Graph](https://leetcode.com/problems/number-of-connected-components-in-an-undirected-graph)

Given n nodes labeled from 0 to n - 1 and a list of undirected edges (each edge is a pair of nodes), write a function to find the number of connected components in an undirected graph.

**Example 1:**

0 3

| |

1 --- 2 4

Given n = 5 and edges = [[0, 1], [1, 2], [3, 4]], return 2.

**Example 2:**

0 4

| |

1 --- 2 --- 3

Given n = 5 and edges = [[0, 1], [1, 2], [2, 3], [3, 4]], return 1.

**Note:**  
You can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0, 1] is the same as [1, 0] and thus will not appear together in edges.

**public** **class** Solution {

**public** **int** countComponents(**int** n, **int**[][] edges) {

**int**[] roots = **new** **int**[n];

**for** (**int** i = 0; i < n; i++)

roots[i] = i;

**for** (**int**[] e : edges) {

**int** root1 = find(roots, e[0]);

**int** root2 = find(roots, e[1]);

**if** (root1 != root2) {

roots[root1] = root2; // union

n--;

}

}

**return** n;

}

**public** **int** find(**int**[] roots, **int** id) {

**while** (roots[id] != id) {

roots[id] = roots[roots[id]]; // optional: path compression

id = roots[id];

}

**return** id;

}

}

**public** **class** Solution {

**public** **int** countComponents(**int** n, **int**[][] edges) {

**int** count = 0;

**int** m = edges.length;

Map<Integer, List<Integer>> eM = **new** HashMap<>();

**for** (**int** i = 0; i < m; ++i) {

List<Integer> tmpL = eM.getOrDefault(edges[i][0],

**new** ArrayList<Integer>());

List<Integer> tmpL2 = eM.getOrDefault(edges[i][1],

**new** ArrayList<Integer>());

tmpL.add(edges[i][1]);

tmpL2.add(edges[i][0]);

eM.put(edges[i][0], tmpL);

eM.put(edges[i][1], tmpL2);

}

Set<Integer> consumed = **new** HashSet<Integer>();

**for** (**int** i = 0; i < n; ++i) {

**if** (consumed.contains(i))

**continue**;

consumed.add(i);

++count;

List<Integer> l = eM.getOrDefault(i, **new** ArrayList<Integer>());

**while** (!l.isEmpty()) {

**int** j = l.get(0);

l.remove(0);

**if** (consumed.contains(j))

**continue**;

consumed.add(j);

l.addAll(eM.getOrDefault(j, **new** ArrayList<Integer>()));

}

}

**return** count;

}

}

# [Wiggle Sort II](https://leetcode.com/problems/wiggle-sort-ii)

Given an unsorted array nums, reorder it such that nums[0] < nums[1] > nums[2] < nums[3]....

**Example:**  
(1) Given nums = [1, 5, 1, 1, 6, 4], one possible answer is [1, 4, 1, 5, 1, 6].   
(2) Given nums = [1, 3, 2, 2, 3, 1], one possible answer is [2, 3, 1, 3, 1, 2].

**Note:**  
You may assume all input has valid answer.

**Follow Up:**  
Can you do it in O(n) time and/or in-place with O(1) extra space?

**public** **class** Solution {

**public** **void** wiggleSort(**int**[] nums) {

**if** (nums == **null** || nums.length == 0)

**return**;

**int** len = nums.length;

**int** median = findMedian(0, len - 1, len / 2, nums);

**int** left = 0, right = len - 1, i = 0;

**while** (i <= right) {

**int** mappedCurIndex = newIndex(i, len);

**if** (nums[mappedCurIndex] > median) {

**int** mappedLeftIndex = newIndex(left, len);

swap(mappedLeftIndex, mappedCurIndex, nums);

left++;

i++;

} **else** **if** (nums[mappedCurIndex] < median) {

**int** mappedRightIndex = newIndex(right, len);

swap(mappedCurIndex, mappedRightIndex, nums);

right--;

} **else**

i++;

}

}

**public** **int** newIndex(**int** index, **int** len) {

**return** (1 + 2 \* index) % (len | 1);

}

**public** **int** findMedian(**int** start, **int** end, **int** k, **int**[] nums) {

**if** (start > end)

**return** Integer.***MAX\_VALUE***;

**int** pivot = nums[end];

**int** indexOfWall = start;

**for** (**int** i = start; i < end; i++) {

**if** (nums[i] <= pivot) {

swap(i, indexOfWall, nums);

indexOfWall++;

}

}

swap(indexOfWall, end, nums);

**if** (indexOfWall == k)

**return** nums[indexOfWall];

**else** **if** (indexOfWall < k)

**return** findMedian(indexOfWall + 1, end, k, nums);

**else**

**return** findMedian(start, indexOfWall - 1, k, nums);

}

**public** **void** swap(**int** i, **int** j, **int**[] nums) {

**int** temp = nums[i];

nums[i] = nums[j];

nums[j] = temp;

}

}

# [Maximum Size Subarray Sum Equals k](https://leetcode.com/problems/maximum-size-subarray-sum-equals-k)

Given an array *nums* and a target value *k*, find the maximum length of a subarray that sums to *k*. If there isn't one, return 0 instead.

**Note:**  
The sum of the entire *nums* array is guaranteed to fit within the 32-bit signed integer range.

**Example 1:**

Given *nums* = [1, -1, 5, -2, 3], *k* = 3,  
return 4. (because the subarray [1, -1, 5, -2] sums to 3 and is the longest)

**Example 2:**

Given *nums* = [-2, -1, 2, 1], *k* = 1,  
return 2. (because the subarray [-1, 2] sums to 1 and is the longest)

**Follow Up:**  
Can you do it in O(*n*) time?

**public** **class** Solution {

**public** **int** maxSubArrayLen(**int**[] nums, **int** k) {

**int** sum = 0, max = 0;

HashMap<Integer, Integer> map = **new** HashMap<Integer, Integer>();

**for** (**int** i = 0; i < nums.length; i++) {

sum = sum + nums[i];

**if** (sum == k)

max = i + 1;

**else** **if** (map.containsKey(sum - k))

max = Math.*max*(max, i - map.get(sum - k));

**if** (!map.containsKey(sum))

map.put(sum, i);

}

**return** max;

}

}

# [Power of Three](https://leetcode.com/problems/power-of-three)

Given an integer, write a function to determine if it is a power of three.

**Follow up:**  
Could you do it without using any loop / recursion?

**public** **class** Solution {

**public** **boolean** isPowerOfThree(**int** n) {

**if** (n < 1) {

**return** **false**;

}

**while** (n % 3 == 0) {

n /= 3;

}

**return** n == 1;

}

}

# [Count of Range Sum](https://leetcode.com/problems/count-of-range-sum)

Given an integer array nums, return the number of range sums that lie in [lower, upper] inclusive.  
Range sum S(i, j) is defined as the sum of the elements in nums between indices i and j (i ? j), inclusive.

**Note:**  
A naive algorithm of *O*(*n*2) is trivial. You MUST do better than that.

**Example:**  
Given *nums* = [-2, 5, -1], *lower* = -2, *upper* = 2,  
Return 3.  
The three ranges are : [0, 0], [2, 2], [0, 2] and their respective sums are: -2, -1, 2.

**public** **class** Solution {

**public** **int** countRangeSum(**int**[] nums, **int** lower, **int** upper) {

**int** n = nums.length;

**long**[] sums = **new** **long**[n + 1];

**for** (**int** i = 0; i < n; ++i)

sums[i + 1] = sums[i] + nums[i];

**return** countWhileMergeSort(sums, 0, n + 1, lower, upper);

}

**private** **int** countWhileMergeSort(**long**[] sums, **int** start, **int** end, **int** lower,

**int** upper) {

**if** (end - start <= 1)

**return** 0;

**int** mid = (start + end) / 2;

**int** count = countWhileMergeSort(sums, start, mid, lower, upper)

+ countWhileMergeSort(sums, mid, end, lower, upper);

**int** j = mid, k = mid, t = mid;

**long**[] cache = **new** **long**[end - start];

**for** (**int** i = start, r = 0; i < mid; ++i, ++r) {

**while** (k < end && sums[k] - sums[i] < lower)

k++;

**while** (j < end && sums[j] - sums[i] <= upper)

j++;

**while** (t < end && sums[t] < sums[i])

cache[r++] = sums[t++];

cache[r] = sums[i];

count += j - k;

}

System.*arraycopy*(cache, 0, sums, start, t - start);

**return** count;

}

}

# [Odd Even Linked List](https://leetcode.com/problems/odd-even-linked-list)

Given a singly linked list, group all odd nodes together followed by the even nodes. Please note here we are talking about the node number and not the value in the nodes.

You should try to do it in place. The program should run in O(1) space complexity and O(nodes) time complexity.

**Example:**  
Given 1->2->3->4->5->NULL,  
return 1->3->5->2->4->NULL.

**Note:**  
The relative order inside both the even and odd groups should remain as it was in the input.   
The first node is considered odd, the second node even and so on ...

**public** **class** Solution {

**public** ListNode oddEvenList(ListNode head) {

**if** (head == **null**)

**return** **null**;

ListNode odd = head, even = head.next, evenHead = even;

**while** (even != **null** && even.next != **null**) {

odd.next = even.next;

odd = odd.next;

even.next = odd.next;

even = even.next;

}

odd.next = evenHead;

**return** head;

}

}

# [Longest Increasing Path in a Matrix](https://leetcode.com/problems/longest-increasing-path-in-a-matrix)

Given an integer matrix, find the length of the longest increasing path.

From each cell, you can either move to four directions: left, right, up or down. You may NOT move diagonally or move outside of the boundary (i.e. wrap-around is not allowed).

**Example 1:**

nums = [

[9,9,4],

[6,6,8],

[2,1,1]

]

Return 4  
The longest increasing path is [1, 2, 6, 9].

**Example 2:**

nums = [

[3,4,5],

[3,2,6],

[2,2,1]

]

Return 4  
The longest increasing path is [3, 4, 5, 6]. Moving diagonally is not allowed.

**public** **class** Solution {

**private** **static** **final** **int**[][] ***dirs*** = { { 0, 1 }, { 1, 0 }, { 0, -1 },

{ -1, 0 } };

**private** **int** m, n;

**public** **int** longestIncreasingPath(**int**[][] matrix) {

**if** (matrix.length == 0)

**return** 0;

m = matrix.length;

n = matrix[0].length;

**int**[][] cache = **new** **int**[m][n];

**int** ans = 0;

**for** (**int** i = 0; i < m; ++i)

**for** (**int** j = 0; j < n; ++j)

ans = Math.*max*(ans, dfs(matrix, i, j, cache));

**return** ans;

}

**private** **int** dfs(**int**[][] matrix, **int** i, **int** j, **int**[][] cache) {

**if** (cache[i][j] != 0)

**return** cache[i][j];

**for** (**int**[] d : ***dirs***) {

**int** x = i + d[0], y = j + d[1];

**if** (0 <= x && x < m && 0 <= y && y < n

&& matrix[x][y] > matrix[i][j])

cache[i][j] = Math.*max*(cache[i][j], dfs(matrix, x, y, cache));

}

**return** ++cache[i][j];

}

}

# [Patching Array](https://leetcode.com/problems/patching-array)

Given a sorted positive integer array *nums* and an integer *n*, add/patch elements to the array such that any number in range [1, n]inclusive can be formed by the sum of some elements in the array. Return the minimum number of patches required.

**Example 1:**  
*nums* = [1, 3], *n* = 6  
Return 1.

Combinations of *nums* are [1], [3], [1,3], which form possible sums of: 1, 3, 4.  
Now if we add/patch 2 to *nums*, the combinations are: [1], [2], [3], [1,3], [2,3], [1,2,3].  
Possible sums are 1, 2, 3, 4, 5, 6, which now covers the range [1, 6].  
So we only need 1 patch.

**Example 2:**  
*nums* = [1, 5, 10], *n* = 20  
Return 2.  
The two patches can be [2, 4].

**Example 3:**  
*nums* = [1, 2, 2], *n* = 5  
Return 0.

**public** **class** Solution {

**public** **int** minPatches(**int**[] nums, **int** n) {

**int** patches = 0, i = 0;

**long** miss = 1;

**while** (miss <= n) {

**if** (i < nums.length && nums[i] <= miss)

miss += nums[i++];

**else** {

miss += miss;

patches++;

}

}

**return** patches;

}

}

# [Verify Preorder Serialization of a Binary Tree](https://leetcode.com/problems/verify-preorder-serialization-of-a-binary-tree)

One way to serialize a binary tree is to use pre-order traversal. When we encounter a non-null node, we record the node's value. If it is a null node, we record using a sentinel value such as #.

\_9\_

/ \

3 2

/ \ / \

4 1 # 6

/ \ / \ / \

# # # # # #

For example, the above binary tree can be serialized to the string "9,3,4,#,#,1,#,#,2,#,6,#,#", where # represents a null node.

Given a string of comma separated values, verify whether it is a correct preorder traversal serialization of a binary tree. Find an algorithm without reconstructing the tree.

Each comma separated value in the string must be either an integer or a character '#' representing null pointer.

You may assume that the input format is always valid, for example it could never contain two consecutive commas such as "1,,3".

**Example 1:**  
"9,3,4,#,#,1,#,#,2,#,6,#,#"  
Return true

**Example 2:**  
"1,#"  
Return false

**Example 3:**  
"9,#,#,1"  
Return false

**public** **class** Solution {

**public** **boolean** isValidSerialization(String preorder) {

String[] nodes = preorder.split(",");

**int** diff = 1;

**for** (String node : nodes) {

**if** (--diff < 0)

**return** **false**;

**if** (!node.equals("#"))

diff += 2;

}

**return** diff == 0;

}

}

# [Reconstruct Itinerary](https://leetcode.com/problems/reconstruct-itinerary)

Given a list of airline tickets represented by pairs of departure and arrival airports [from, to], reconstruct the itinerary in order. All of the tickets belong to a man who departs from JFK. Thus, the itinerary must begin with JFK.

**Note:**

1. If there are multiple valid itineraries, you should return the itinerary that has the smallest lexical order when read as a single string. For example, the itinerary ["JFK", "LGA"] has a smaller lexical order than ["JFK", "LGB"].
2. All airports are represented by three capital letters (IATA code).
3. You may assume all tickets form at least one valid itinerary.

**Example 1:**  
tickets = [["MUC", "LHR"], ["JFK", "MUC"], ["SFO", "SJC"], ["LHR", "SFO"]]  
Return ["JFK", "MUC", "LHR", "SFO", "SJC"].

**Example 2:**  
tickets = [["JFK","SFO"],["JFK","ATL"],["SFO","ATL"],["ATL","JFK"],["ATL","SFO"]]  
Return ["JFK","ATL","JFK","SFO","ATL","SFO"].  
Another possible reconstruction is ["JFK","SFO","ATL","JFK","ATL","SFO"]. But it is larger in lexical order.

**public** **class** Solution {

**public** List<String> findItinerary(String[][] tickets) {

Map<String, PriorityQueue<String>> targets = **new** HashMap<>();

**for** (String[] ticket : tickets)

targets.computeIfAbsent(ticket[0], k -> **new** PriorityQueue<>())

.add(ticket[1]);

List<String> route = **new** LinkedList<>();

Stack<String> stack = **new** Stack<>();

stack.push("JFK");

**while** (!stack.empty()) {

**while** (targets.containsKey(stack.peek())

&& !targets.get(stack.peek()).isEmpty())

stack.push(targets.get(stack.peek()).poll());

route.add(0, stack.pop());

}

**return** route;

}

}

# [Largest BST Subtree](https://leetcode.com/problems/largest-bst-subtree)

Given a binary tree, find the largest subtree which is a Binary Search Tree (BST), where largest means subtree with largest number of nodes in it.

**Note:**  
A subtree must include all of its descendants.  
Here's an example:

10

/ \

5 15

/ \ \

1 8 7

The Largest BST Subtree in this case is the highlighted one.   
The return value is the subtree's size, which is 3.

**Follow up:**  
Can you figure out ways to solve it with O(n) time complexity?

**public** **class** Solution {

**public** **int** largestBSTSubtree(TreeNode root) {

**if** (root == **null**)

**return** 0;

**if** (root.left == **null** && root.right == **null**)

**return** 1;

**if** (isValid(root, **null**, **null**))

**return** countNode(root);

**return** Math.*max*(largestBSTSubtree(root.left),

largestBSTSubtree(root.right));

}

**public** **boolean** isValid(TreeNode root, Integer min, Integer max) {

**if** (root == **null**)

**return** **true**;

**if** (min != **null** && min >= root.val)

**return** **false**;

**if** (max != **null** && max <= root.val)

**return** **false**;

**return** isValid(root.left, min, root.val)

&& isValid(root.right, root.val, max);

}

**public** **int** countNode(TreeNode root) {

**if** (root == **null**)

**return** 0;

**if** (root.left == **null** && root.right == **null**)

**return** 1;

**return** 1 + countNode(root.left) + countNode(root.right);

}

}

# [Increasing Triplet Subsequence](https://leetcode.com/problems/increasing-triplet-subsequence)

Given an unsorted array return whether an increasing subsequence of length 3 exists or not in the array.

Formally the function should:

Return true if there exists *i, j, k*  
such that *arr[i]* < *arr[j]* < *arr[k]* given 0 ≤ *i* < *j* < *k* ≤ *n*-1 else return false.

Your algorithm should run in O(*n*) time complexity and O(*1*) space complexity.

**Examples:**  
Given [1, 2, 3, 4, 5],  
return true.

Given [5, 4, 3, 2, 1],  
return false.

**public** **class** Solution {

**public** **boolean** increasingTriplet(**int**[] nums) {

**int** small = Integer.***MAX\_VALUE***, big = Integer.***MAX\_VALUE***;

**for** (**int** n : nums) {

**if** (n <= small)

small = n;

**else** **if** (n <= big)

big = n;

**else**

**return** **true**;

}

**return** **false**;

}

}

# [Self Crossing](https://leetcode.com/problems/self-crossing)

You are given an array *x* of n positive numbers. You start at point (0,0) and moves x[0] metres to the north, then x[1] metres to the west, x[2] metres to the south, x[3] metres to the east and so on. In other words, after each move your direction changes counter-clockwise.

Write a one-pass algorithm with O(1) extra space to determine, if your path crosses itself, or not.

**Example 1:**

Given *x* = [2, 1, 1, 2],

?????

? ?

???????>

?

Return **true** (self crossing)

**Example 2:**

Given *x* = [1, 2, 3, 4],

????????

? ?

?

?

?????????????>

Return **false** (not self crossing)

**Example 3:**

Given *x* = [1, 1, 1, 1],

?????

? ?

?????>

Return **true** (self crossing)

**public** **class** Solution {

**public** **boolean** isSelfCrossing(**int**[] x) {

**for** (**int** i = 3, l = x.length; i < l; i++) {

**if** (x[i] >= x[i - 2] && x[i - 1] <= x[i - 3])

**return** **true**;

**else** **if** (i >= 4 && x[i - 1] == x[i - 3]

&& x[i] + x[i - 4] >= x[i - 2])

**return** **true**;

**else** **if** (i >= 5 && x[i - 2] >= x[i - 4]

&& x[i] + x[i - 4] >= x[i - 2] && x[i - 1] <= x[i - 3]

&& x[i - 1] + x[i - 5] >= x[i - 3])

**return** **true**;

}

**return** **false**;

}

}

# [Palindrome Pairs](https://leetcode.com/problems/palindrome-pairs)

Given a list of **unique** words, find all pairs of ***distinct*** indices (i, j) in the given list, so that the concatenation of the two words, i.e. words[i] + words[j] is a palindrome.

**Example 1:**  
Given words = ["bat", "tab", "cat"]  
Return [[0, 1], [1, 0]]  
The palindromes are ["battab", "tabbat"]

**Example 2:**  
Given words = ["abcd", "dcba", "lls", "s", "sssll"]  
Return [[0, 1], [1, 0], [3, 2], [2, 4]]  
The palindromes are ["dcbaabcd", "abcddcba", "slls", "llssssll"]

**public** **class** Solution {

**public** List<List<Integer>> palindromePairs(String[] words) {

List<List<Integer>> ret = **new** ArrayList<>();

**if** (words == **null** || words.length < 2)

**return** ret;

Map<String, Integer> map = **new** HashMap<String, Integer>();

**for** (**int** i = 0; i < words.length; i++)

map.put(words[i], i);

**for** (**int** i = 0; i < words.length; i++) {

**for** (**int** j = 0; j <= words[i].length(); j++) {

String str1 = words[i].substring(0, j);

String str2 = words[i].substring(j);

**if** (isPalindrome(str1)) {

String str2rvs = **new** StringBuilder(str2).reverse()

.toString();

**if** (map.containsKey(str2rvs) && map.get(str2rvs) != i) {

List<Integer> list = **new** ArrayList<Integer>();

list.add(map.get(str2rvs));

list.add(i);

ret.add(list);

}

}

**if** (isPalindrome(str2)) {

String str1rvs = **new** StringBuilder(str1).reverse()

.toString();

**if** (map.containsKey(str1rvs) && map.get(str1rvs) != i

&& str2.length() != 0) {

List<Integer> list = **new** ArrayList<Integer>();

list.add(i);

list.add(map.get(str1rvs));

ret.add(list);

}

}

}

}

**return** ret;

}

**private** **boolean** isPalindrome(String str) {

**int** left = 0;

**int** right = str.length() - 1;

**while** (left <= right)

**if** (str.charAt(left++) != str.charAt(right--))

**return** **false**;

**return** **true**;

}

}

# [House Robber III](https://leetcode.com/problems/house-robber-iii)

The thief has found himself a new place for his thievery again. There is only one entrance to this area, called the "root." Besides the root, each house has one and only one parent house. After a tour, the smart thief realized that "all houses in this place forms a binary tree". It will automatically contact the police if two directly-linked houses were broken into on the same night.

Determine the maximum amount of money the thief can rob tonight without alerting the police.

**Example 1:**

3
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\ \
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Maximum amount of money the thief can rob = 3 + 3 + 1 = **7**.

**Example 2:**

3

/ \

4 5

/ \ \

1 3 1

Maximum amount of money the thief can rob = 4 + 5 = **9**.

**public** **class** Solution {

**public** **int** rob(TreeNode root) {

**int**[] nums = robMax(root);

**return** Math.*max*(nums[0], nums[1]);

}

**int**[] robMax(TreeNode root) {

**int**[] nums = { 0, 0 };

**if** (root != **null**) {

**int**[] leftNums = robMax(root.left);

**int**[] rightNums = robMax(root.right);

nums[1] = leftNums[0] + rightNums[0] + root.val;

nums[0] = Math.*max*(leftNums[1], leftNums[0])

+ Math.*max*(rightNums[1], rightNums[0]);

}

**return** nums;

}

}

# [Counting Bits](https://leetcode.com/problems/counting-bits)

Given a non negative integer number **num**. For every numbers **i** in the range **0 ≤ i ≤ num** calculate the number of 1's in their binary representation and return them as an array.

**Example:**  
For num = 5 you should return [0,1,1,2,1,2].

**Follow up:**

* It is very easy to come up with a solution with run time **O(n\*sizeof(integer))**. But can you do it in linear time **O(n)** /possibly in a single pass?
* Space complexity should be **O(n)**.
* Can you do it like a boss? Do it without using any builtin function like **\_\_builtin\_popcount** in c++ or in any other language.

**public** **class** Solution {

**public** **int**[] countBits(**int** num) {

**int**[] ans = **new** **int**[num + 1];

**for** (**int** i = 1; i <= num; ++i)

ans[i] = ans[i & (i - 1)] + 1;

**return** ans;

}

}

# [Nested List Weight Sum](https://leetcode.com/problems/nested-list-weight-sum)

Given a nested list of integers, return the sum of all integers in the list weighted by their depth.

Each element is either an integer, or a list -- whose elements may also be integers or other lists.

**Example 1:**  
Given the list [[1,1],2,[1,1]], return **10**. (four 1's at depth 2, one 2 at depth 1)

**Example 2:**  
Given the list [1,[4,[6]]], return **27**. (one 1 at depth 1, one 4 at depth 2, and one 6 at depth 3; 1 + 4\*2 + 6\*3 = 27)

**public** **class** Solution {

**public** **int** depthSum(List<NestedInteger> nestedList) {

**return** depthSum(nestedList, 1);

}

**public** **int** depthSum(List<NestedInteger> list, **int** depth) {

**int** sum = 0;

**for** (NestedInteger n : list) {

**if** (n.isInteger())

sum += n.getInteger() \* depth;

**else**

sum += depthSum(n.getList(), depth + 1);

}

**return** sum;

}

}

# [Longest Substring with At Most K Distinct Characters](https://leetcode.com/problems/longest-substring-with-at-most-k-distinct-characters)

Given a string, find the length of the longest substring T that contains at most *k* distinct characters.

For example, Given s = “eceba” and k = 2,

T is "ece" which its length is 3.

**public** **class** Solution {

**public** **int** lengthOfLongestSubstringKDistinct(String s, **int** k) {

**int**[] count = **new** **int**[256];

**int** num = 0, i = 0, res = 0;

**for** (**int** j = 0; j < s.length(); j++) {

**if** (count[s.charAt(j)]++ == 0)

num++;

**if** (num > k) {

**while** (--count[s.charAt(i++)] > 0)

;

num--;

}

res = Math.*max*(res, j - i + 1);

}

**return** res;

}

}

# [Flatten Nested List Iterator](https://leetcode.com/problems/flatten-nested-list-iterator)

Given a nested list of integers, implement an iterator to flatten it.

Each element is either an integer, or a list -- whose elements may also be integers or other lists.

**Example 1:**  
Given the list [[1,1],2,[1,1]],

By calling *next* repeatedly until *hasNext* returns false, the order of elements returned by *next* should be: [1,1,2,1,1].

**Example 2:**  
Given the list [1,[4,[6]]],

By calling *next* repeatedly until *hasNext* returns false, the order of elements returned by *next* should be: [1,4,6].

**public** **class** NestedIterator **implements** Iterator<Integer> {

Queue<Integer> l;

**public** NestedIterator(List<NestedInteger> nestedList) {

l = **new** LinkedList<Integer>();

flattenNestedList(nestedList);

}

**private** **void** flattenNestedList(List<NestedInteger> list) {

**for**(NestedInteger ni:list) {

**if**(ni.isInteger())

l.add(ni.getInteger());

**else**

flattenNestedList(ni.getList());

}

}

@Override

**public** Integer next() {

**return** l.poll();

}

@Override

**public** **boolean** hasNext() {

**return** !l.isEmpty();

}

}

思路1：初始化时将结果存入一维数组。

**public** **class** NestedIterator **implements** Iterator<Integer> {

List<NestedInteger> l = **new** LinkedList<>();

**public** NestedIterator(List<NestedInteger> nestedList) {

l.addAll(nestedList);

}

@Override

**public** Integer next() {

**while**(!l.isEmpty()) {

NestedInteger cur = l.remove(0);

**if**(cur.isInteger())

**return** cur.getInteger();

**for**(**int** i = cur.getList().size()-1;i>=0;--i) {

NestedInteger v = cur.getList().get(i);

l.add(0, v);

}

}

**throw** **new** NullPointerException();

}

@Override

**public** **boolean** hasNext() {

**while**(!l.isEmpty()) {

NestedInteger cur = l.get(0);

**if**(cur.isInteger())

**return** **true**;

l.remove(0);

**for**(**int** i = cur.getList().size()-1;i>=0;--i) {

NestedInteger v = cur.getList().get(i);

l.add(0, v);

}

}

**return** **false**;

}

}

思路2：next前把当前元素（如果是数组）重新按元素顺序放到缓存数组最前。

# [Power of Four](https://leetcode.com/problems/power-of-four)

Given an integer (signed 32 bits), write a function to check whether it is a power of 4.

**Example:**  
Given num = 16, return true. Given num = 5, return false.

**Follow up**: Could you solve it without loops/recursion?

**public** **class** Solution {

**public** **boolean** isPowerOfFour(**int** num) {

**return** Integer.*toString*(num, 4).matches("10\*");

}

}

# [Integer Break](https://leetcode.com/problems/integer-break)

Given a positive integer *n*, break it into the sum of **at least** two positive integers and maximize the product of those integers. Return the maximum product you can get.

For example, given *n* = 2, return 1 (2 = 1 + 1); given *n* = 10, return 36 (10 = 3 + 3 + 4).

**Note**: You may assume that *n* is not less than 2 and not larger than 58.

**public** **class** Solution {

**public** **int** integerBreak(**int** n) {

**if** (n == 2)

**return** 1;

**if** (n == 3)

**return** 2;

**int** product = 1;

**while** (n > 4) {

product \*= 3;

n -= 3;

}

product \*= n;

**return** product;

}

}

# [Reverse String](https://leetcode.com/problems/reverse-string)

Write a function that takes a string as input and returns the string reversed.

**Example:**  
Given s = "hello", return "olleh".

**public** **class** Solution {

**public** String reverseString(String s) {

**char**[] word = s.toCharArray();

**int** i = 0;

**int** j = s.length() - 1;

**while** (i < j) {

**char** temp = word[i];

word[i] = word[j];

word[j] = temp;

i++;

j--;

}

**return** **new** String(word);

}

}

# [Reverse Vowels of a String](https://leetcode.com/problems/reverse-vowels-of-a-string)

Write a function that takes a string as input and reverse only the vowels of a string.

**Example 1:**  
Given s = "hello", return "holle".

**Example 2:**  
Given s = "leetcode", return "leotcede".

**Note:**  
The vowels does not include the letter "y".

**public** **class** Solution {

**public** String reverseVowels(String s) {

**char**[] chars = s.toCharArray();

Stack<Character> charStack = **new** Stack<Character>();

**for** (**int** i = 0; i < chars.length; ++i)

**if** (isVowel(chars[i]))

charStack.push(chars[i]);

**for** (**int** i = 0; i < chars.length; ++i) {

**if** (isVowel(chars[i]))

chars[i] = charStack.pop();

**return** **new** String(chars);

}

**private** **boolean** isVowel(**char** c) {

c = Character.*toLowerCase*(c);

**if** (c == 'a' || c == 'e' || c == 'i' || c == 'o' || c == 'u')

**return** **true**;

**return** **false**;

}

}

# [Moving Average from Data Stream](https://leetcode.com/problems/moving-average-from-data-stream)

Given a stream of integers and a window size, calculate the moving average of all integers in the sliding window.

For example,

MovingAverage m = new MovingAverage(3);

m.next(1) = 1

m.next(10) = (1 + 10) / 2

m.next(3) = (1 + 10 + 3) / 3

m.next(5) = (10 + 3 + 5) / 3

**public** **class** MovingAverage {

**private** **double** previousSum = 0.0;

**private** **int** maxSize;

**private** Queue<Integer> currentWindow;

**public** MovingAverage(**int** size) {

currentWindow = **new** LinkedList<Integer>();

maxSize = size;

}

**public** **double** next(**int** val) {

**if** (currentWindow.size() == maxSize)

previousSum -= currentWindow.remove();

previousSum += val;

currentWindow.add(val);

**return** previousSum / currentWindow.size();

}

}

# [Top K Frequent Elements](https://leetcode.com/problems/top-k-frequent-elements)

Given a non-empty array of integers, return the ***k*** most frequent elements.

For example,  
Given [1,1,1,2,2,3] and k = 2, return [1,2].

**Note:**

* You may assume *k* is always valid, 1 ? *k* ? number of unique elements.
* Your algorithm's time complexity **must be** better than O(*n* log *n*), where *n* is the array's size.

**public** **class** Solution {

**public** List<Integer> topKFrequent(**int**[] nums, **int** k) {

List<Integer>[] bucket = **new** List[nums.length + 1];

Map<Integer, Integer> frequencyMap = **new** HashMap<Integer, Integer>();

**for** (**int** n : nums) {

frequencyMap.put(n, frequencyMap.getOrDefault(n, 0) + 1);

}

**for** (**int** key : frequencyMap.keySet()) {

**int** frequency = frequencyMap.get(key);

**if** (bucket[frequency] == **null**) {

bucket[frequency] = **new** ArrayList<>();

}

bucket[frequency].add(key);

}

List<Integer> res = **new** ArrayList<>();

**for** (**int** pos = bucket.length - 1; pos >= 0 && res.size() < k; pos--) {

**if** (bucket[pos] != **null**) {

res.addAll(bucket[pos]);

}

}

**return** res.subList(0, k);

}

}

# [Design Tic-Tac-Toe](https://leetcode.com/problems/design-tic-tac-toe)

Design a Tic-tac-toe game that is played between two players on a *n* x *n* grid.

You may assume the following rules:

1. A move is guaranteed to be valid and is placed on an empty block.
2. Once a winning condition is reached, no more moves is allowed.
3. A player who succeeds in placing *n* of their marks in a horizontal, vertical, or diagonal row wins the game.

**Example:**

Given *n* = 3, assume that player 1 is "X" and player 2 is "O" in the board.

TicTacToe toe = new TicTacToe(3);

toe.move(0, 0, 1); -> Returns 0 (no one wins)

|X| | |

| | | | // Player 1 makes a move at (0, 0).

| | | |

toe.move(0, 2, 2); -> Returns 0 (no one wins)

|X| |O|

| | | | // Player 2 makes a move at (0, 2).

| | | |

toe.move(2, 2, 1); -> Returns 0 (no one wins)

|X| |O|

| | | | // Player 1 makes a move at (2, 2).

| | |X|

toe.move(1, 1, 2); -> Returns 0 (no one wins)

|X| |O|

| |O| | // Player 2 makes a move at (1, 1).

| | |X|

toe.move(2, 0, 1); -> Returns 0 (no one wins)

|X| |O|

| |O| | // Player 1 makes a move at (2, 0).

|X| |X|

toe.move(1, 0, 2); -> Returns 0 (no one wins)

|X| |O|

|O|O| | // Player 2 makes a move at (1, 0).

|X| |X|

toe.move(2, 1, 1); -> Returns 1 (player 1 wins)

|X| |O|

|O|O| | // Player 1 makes a move at (2, 1).

|X|X|X|

**public** **class** TicTacToe {

**private** **int**[] rows;

**private** **int**[] cols;

**private** **int** diagonal;

**private** **int** antiDiagonal;

**public** TicTacToe(**int** n) {

rows = **new** **int**[n];

cols = **new** **int**[n];

}

**public** **int** move(**int** row, **int** col, **int** player) {

**int** toAdd = player == 1 ? 1 : -1;

rows[row] += toAdd;

cols[col] += toAdd;

**if** (row == col)

diagonal += toAdd;

**if** (col == (cols.length - row - 1))

antiDiagonal += toAdd;

**int** size = rows.length;

**if** (Math.*abs*(rows[row]) == size || Math.*abs*(cols[col]) == size

|| Math.*abs*(diagonal) == size

|| Math.*abs*(antiDiagonal) == size) {

**return** player;

}

**return** 0;

}

}

# [Intersection of Two Arrays](https://leetcode.com/problems/intersection-of-two-arrays)

Given two arrays, write a function to compute their intersection.

**Example:**  
Given *nums1* = [1, 2, 2, 1], *nums2* = [2, 2], return [2].

**Note:**

* Each element in the result must be unique.
* The result can be in any order.

**public** **class** Solution {

**public** **int**[] intersection(**int**[] nums1, **int**[] nums2) {

Set<Integer> set = **new** HashSet<>();

Set<Integer> intersect = **new** HashSet<>();

**for** (**int** i = 0; i < nums1.length; i++)

set.add(nums1[i]);

**for** (**int** i = 0; i < nums2.length; i++)

**if** (set.contains(nums2[i]))

intersect.add(nums2[i]);

**int**[] result = **new** **int**[intersect.size()];

**int** i = 0;

**for** (Integer num : intersect)

result[i++] = num;

**return** result;

}

}

# [Intersection of Two Arrays II](https://leetcode.com/problems/intersection-of-two-arrays-ii)

Given two arrays, write a function to compute their intersection.

**Example:**  
Given *nums1* = [1, 2, 2, 1], *nums2* = [2, 2], return [2, 2].

**Note:**

* Each element in the result should appear as many times as it shows in both arrays.
* The result can be in any order.

**Follow up:**

* What if the given array is already sorted? How would you optimize your algorithm?
* What if *nums1*'s size is small compared to *nums2*'s size? Which algorithm is better?
* What if elements of *nums2* are stored on disk, and the memory is limited such that you cannot load all elements into the memory at once?

**public** **class** Solution {

**public** **int**[] intersect(**int**[] nums1, **int**[] nums2) {

Map<Integer, Integer> set = **new** HashMap<>();

Map<Integer, Integer> intersect = **new** HashMap<>();

**int** count = 0;

**for** (**int** i = 0; i < nums1.length; i++)

set.put(nums1[i], set.getOrDefault(nums1[i], 0) + 1);

**for** (**int** i = 0; i < nums2.length; i++) {

**if** (set.containsKey(nums2[i]) && set.get(nums2[i]) > intersect

.getOrDefault(nums2[i], 0)) {

intersect.put(nums2[i],

intersect.getOrDefault(nums2[i], 0) + 1);

++count;

}

}

**int**[] result = **new** **int**[count];

**int** j = 0;

**for** (Integer num : intersect.keySet())

**for** (**int** i = 0; i < intersect.get(num); ++i)

result[j++] = num;

**return** result;

}

}

# [Android Unlock Patterns](https://leetcode.com/problems/android-unlock-patterns)

Given an Android **3x3** key lock screen and two integers **m** and **n**, where 1 ≤ m ≤ n ≤ 9, count the total number of unlock patterns of the Android lock screen, which consist of minimum of **m** keys and maximum **n** keys.

**Rules for a valid pattern:**

1. Each pattern must connect at least **m** keys and at most **n** keys.
2. All the keys must be distinct.
3. If the line connecting two consecutive keys in the pattern passes through any other keys, the other keys must have previously selected in the pattern. No jumps through non selected key is allowed.
4. The order of keys used matters.
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**Explanation:**

| 1 | 2 | 3 |

| 4 | 5 | 6 |

| 7 | 8 | 9 |

**Invalid move:** 4 - 1 - 3 - 6   
Line 1 - 3 passes through key 2 which had not been selected in the pattern.

**Invalid move:** 4 - 1 - 9 - 2  
Line 1 - 9 passes through key 5 which had not been selected in the pattern.

**Valid move:** 2 - 4 - 1 - 3 - 6  
Line 1 - 3 is valid because it passes through key 2, which had been selected in the pattern

**Valid move:** 6 - 5 - 4 - 1 - 9 - 2  
Line 1 - 9 is valid because it passes through key 5, which had been selected in the pattern.

**Example:**  
Given **m** = 1, **n** = 1, return 9.

**public** **class** Solution {

**int** DFS(**boolean** vis[], **int**[][] skip, **int** cur, **int** remain) {

**if** (remain < 0)

**return** 0;

**if** (remain == 0)

**return** 1;

vis[cur] = **true**;

**int** rst = 0;

**for** (**int** i = 1; i <= 9; ++i)

**if** (!vis[i] && (skip[cur][i] == 0 || (vis[skip[cur][i]])))

rst += DFS(vis, skip, i, remain - 1);

vis[cur] = **false**;

**return** rst;

}

**public** **int** numberOfPatterns(**int** m, **int** n) {

**int** skip[][] = **new** **int**[10][10];

skip[1][3] = skip[3][1] = 2;

skip[1][7] = skip[7][1] = 4;

skip[3][9] = skip[9][3] = 6;

skip[7][9] = skip[9][7] = 8;

skip[1][9] = skip[9][1] = skip[2][8] = skip[8][2] = skip[3][7] = skip[7][3] = skip[4][6] = skip[6][4] = 5;

**boolean** vis[] = **new** **boolean**[10];

**int** rst = 0;

**for** (**int** i = m; i <= n; ++i) {

rst += DFS(vis, skip, 1, i - 1) \* 4;

rst += DFS(vis, skip, 2, i - 1) \* 4;

rst += DFS(vis, skip, 5, i - 1);

}

**return** rst;

}

}

# [Data Stream as Disjoint Intervals](https://leetcode.com/problems/data-stream-as-disjoint-intervals)

Given a data stream input of non-negative integers a1, a2, ..., an, ..., summarize the numbers seen so far as a list of disjoint intervals.

For example, suppose the integers from the data stream are 1, 3, 7, 2, 6, ..., then the summary will be:

[1, 1]

[1, 1], [3, 3]

[1, 1], [3, 3], [7, 7]

[1, 3], [7, 7]

[1, 3], [6, 7]

**Follow up:**  
What if there are lots of merges and the number of disjoint intervals are small compared to the data stream's size?

**public** **class** SummaryRanges {

TreeMap<Integer, Interval> tree;

**public** SummaryRanges() {

tree = **new** TreeMap<>();

}

**public** **void** addNum(**int** val) {

**if** (tree.containsKey(val))

**return**;

Integer l = tree.lowerKey(val);

Integer h = tree.higherKey(val);

**if** (l != **null** && h != **null** && tree.get(l).end + 1 == val

&& h == val + 1) {

tree.get(l).end = tree.get(h).end;

tree.remove(h);

} **else** **if** (l != **null** && tree.get(l).end + 1 >= val) {

tree.get(l).end = Math.*max*(tree.get(l).end, val);

} **else** **if** (h != **null** && h == val + 1) {

tree.put(val, **new** Interval(val, tree.get(h).end));

tree.remove(h);

} **else**

tree.put(val, **new** Interval(val, val));

}

**public** List<Interval> getIntervals() {

**return** **new** ArrayList<>(tree.values());

}

}

# [Design Snake Game](https://leetcode.com/problems/design-snake-game)

Design a [Snake game](https://en.wikipedia.org/wiki/Snake_(video_game)) that is played on a device with screen size = *width* x *height*. [Play the game online](http://patorjk.com/games/snake/) if you are not familiar with the game.

The snake is initially positioned at the top left corner (0,0) with length = 1 unit.

You are given a list of food's positions in row-column order. When a snake eats the food, its length and the game's score both increase by 1.

Each food appears one by one on the screen. For example, the second food will not appear until the first food was eaten by the snake.

When a food does appear on the screen, it is guaranteed that it will not appear on a block occupied by the snake.

**Example:**

Given width = 3, height = 2, and food = [[1,2],[0,1]].

Snake snake = new Snake(width, height, food);

Initially the snake appears at position (0,0) and the food at (1,2).

|S| | |

| | |F|

snake.move("R"); -> Returns 0

| |S| |

| | |F|

snake.move("D"); -> Returns 0

| | | |

| |S|F|

snake.move("R"); -> Returns 1 (Snake eats the first food and right after that, the second food appears at (0,1) )

| |F| |

| |S|S|

snake.move("U"); -> Returns 1

| |F|S|

| | |S|

snake.move("L"); -> Returns 2 (Snake eats the second food)

| |S|S|

| | |S|

snake.move("U"); -> Returns -1 (Game over because snake collides with border)

**public** **class** SnakeGame {

Set<Integer> set;

Deque<Integer> body;

**int** score;

**int**[][] food;

**int** foodIndex;

**int** width;

**int** height;

**public** SnakeGame(**int** width, **int** height, **int**[][] food) {

**this**.width = width;

**this**.height = height;

**this**.food = food;

set = **new** HashSet<>();

set.add(0);

body = **new** LinkedList<>();

body.offerLast(0);

}

**public** **int** move(String direction) {

**if** (score == -1)

**return** -1;

**int** rowHead = body.peekFirst() / width;

**int** colHead = body.peekFirst() % width;

**switch** (direction) {

**case** "U":

rowHead--;

**break**;

**case** "D":

rowHead++;

**break**;

**case** "L":

colHead--;

**break**;

**default**:

colHead++;

}

**int** head = rowHead \* width + colHead;

set.remove(body.peekLast());

**if** (rowHead < 0 || rowHead == height || colHead < 0 || colHead == width

|| set.contains(head))

**return** score = -1;

set.add(head);

body.offerFirst(head);

**if** (foodIndex < food.length && rowHead == food[foodIndex][0]

&& colHead == food[foodIndex][1]) {

set.add(body.peekLast());

foodIndex++;

**return** ++score;

}

body.pollLast();

**return** score;

}

}

# [Russian Doll Envelopes](https://leetcode.com/problems/russian-doll-envelopes)

You have a number of envelopes with widths and heights given as a pair of integers (w, h). One envelope can fit into another if and only if both the width and height of one envelope is greater than the width and height of the other envelope.

What is the maximum number of envelopes can you Russian doll? (put one inside other)

**Example:**  
Given envelopes = [[5,4],[6,4],[6,7],[2,3]], the maximum number of envelopes you can Russian doll is 3 ([2,3] => [5,4] => [6,7]).

**public** **class** Solution {

**public** **int** maxEnvelopes(**int**[][] envelopes) {

**if** (envelopes == **null** || envelopes.length == 0 || envelopes[0] == **null**

|| envelopes[0].length != 2)

**return** 0;

Arrays.*sort*(envelopes, **new** Comparator<**int**[]>() {

**public** **int** compare(**int**[] arr1, **int**[] arr2) {

**if** (arr1[0] == arr2[0])

**return** arr2[1] - arr1[1];

**else**

**return** arr1[0] - arr2[0];

}

});

**int** dp[] = **new** **int**[envelopes.length];

**int** len = 0;

**for** (**int**[] envelope : envelopes) {

**int** index = Arrays.*binarySearch*(dp, 0, len, envelope[1]);

**if** (index < 0)

index = -(index + 1);

dp[index] = envelope[1];

**if** (index == len)

len++;

}

**return** len;

}

}

# [Design Twitter](https://leetcode.com/problems/design-twitter)

Design a simplified version of Twitter where users can post tweets, follow/unfollow another user and is able to see the 10 most recent tweets in the user's news feed. Your design should support the following methods:

1. **postTweet(userId, tweetId)**: Compose a new tweet.
2. **getNewsFeed(userId)**: Retrieve the 10 most recent tweet ids in the user's news feed. Each item in the news feed must be posted by users who the user followed or by the user herself. Tweets must be ordered from most recent to least recent.
3. **follow(followerId, followeeId)**: Follower follows a followee.
4. **unfollow(followerId, followeeId)**: Follower unfollows a followee.

**Example:**

Twitter twitter = new Twitter();

// User 1 posts a new tweet (id = 5).

twitter.postTweet(1, 5);

// User 1's news feed should return a list with 1 tweet id -> [5].

twitter.getNewsFeed(1);

// User 1 follows user 2.

twitter.follow(1, 2);

// User 2 posts a new tweet (id = 6).

twitter.postTweet(2, 6);

// User 1's news feed should return a list with 2 tweet ids -> [6, 5].

// Tweet id 6 should precede tweet id 5 because it is posted after tweet id 5.

twitter.getNewsFeed(1);

// User 1 unfollows user 2.

twitter.unfollow(1, 2);

// User 1's news feed should return a list with 1 tweet id -> [5],

// since user 1 is no longer following user 2.

twitter.getNewsFeed(1);

**public** **class** Twitter {

**private** **static** **int** *timeStamp* = 0;

**private** Map<Integer, User> userMap;

**private** **class** Tweet {

**public** **int** id;

**public** **int** time;

**public** Tweet next;

**public** Tweet(**int** id) {

**this**.id = id;

time = *timeStamp*++;

next = **null**;

}

}

**public** **class** User {

**public** **int** id;

**public** Set<Integer> followed;

**public** Tweet tweet\_head;

**public** User(**int** id) {

**this**.id = id;

followed = **new** HashSet<>();

follow(id); // first follow itself

tweet\_head = **null**;

}

**public** **void** follow(**int** id) {

followed.add(id);

}

**public** **void** unfollow(**int** id) {

followed.remove(id);

}

**public** **void** post(**int** id) {

Tweet t = **new** Tweet(id);

t.next = tweet\_head;

tweet\_head = t;

}

}

**public** Twitter() {

userMap = **new** HashMap<Integer, User>();

}

**public** **void** postTweet(**int** userId, **int** tweetId) {

**if** (!userMap.containsKey(userId)) {

User u = **new** User(userId);

userMap.put(userId, u);

}

userMap.get(userId).post(tweetId);

}

**public** List<Integer> getNewsFeed(**int** userId) {

List<Integer> res = **new** LinkedList<>();

**if** (!userMap.containsKey(userId))

**return** res;

Set<Integer> users = userMap.get(userId).followed;

PriorityQueue<Tweet> q = **new** PriorityQueue<Tweet>(users.size(),

(a, b) -> (b.time - a.time));

**for** (**int** user : users) {

Tweet t = userMap.get(user).tweet\_head;

**if** (t != **null**)

q.add(t);

}

**int** n = 0;

**while** (!q.isEmpty() && n < 10) {

Tweet t = q.poll();

res.add(t.id);

n++;

**if** (t.next != **null**)

q.add(t.next);

}

**return** res;

}

**public** **void** follow(**int** followerId, **int** followeeId) {

**if** (!userMap.containsKey(followerId)) {

User u = **new** User(followerId);

userMap.put(followerId, u);

}

**if** (!userMap.containsKey(followeeId)) {

User u = **new** User(followeeId);

userMap.put(followeeId, u);

}

userMap.get(followerId).follow(followeeId);

}

**public** **void** unfollow(**int** followerId, **int** followeeId) {

**if** (!userMap.containsKey(followerId) || followerId == followeeId)

**return**;

userMap.get(followerId).unfollow(followeeId);

}

}

# [Line Reflection](https://leetcode.com/problems/line-reflection)

Given n points on a 2D plane, find if there is such a line parallel to y-axis that reflect the given points.

**Example 1:**

Given *points* = [[1,1],[-1,1]], return true.

**Example 2:**

Given *points* = [[1,1],[-1,-1]], return false.

**Follow up:**  
Could you do better than O(*n*2)?

**public** **class** Solution {

**public** **boolean** isReflected(**int**[][] points) {

**int** max = Integer.***MIN\_VALUE***;

**int** min = Integer.***MAX\_VALUE***;

HashSet<String> set = **new** HashSet<>();

**for** (**int**[] p : points) {

max = Math.*max*(max, p[0]);

min = Math.*min*(min, p[0]);

String str = p[0] + "a" + p[1];

set.add(str);

}

**int** sum = max + min;

**for** (**int**[] p : points) {

String str = (sum - p[0]) + "a" + p[1];

**if** (!set.contains(str))

**return** **false**;

}

**return** **true**;

}

}

# [Count Numbers with Unique Digits](https://leetcode.com/problems/count-numbers-with-unique-digits)

Given a **non-negative** integer n, count all numbers with unique digits, x, where 0 ≤ x < 10n.

**Example:**  
Given n = 2, return 91. (The answer should be the total numbers in the range of 0 ≤ x < 100, excluding [11,22,33,44,55,66,77,88,99])

**public** **class** Solution {

**public** **int** countNumbersWithUniqueDigits(**int** n) {

**if** (n == 0)

**return** 1;

**int** res = 10;

**int** uniqueDigits = 9;

**int** availableNumber = 9;

**while** (n-- > 1 && availableNumber > 0) {

uniqueDigits = uniqueDigits \* availableNumber;

res += uniqueDigits;

availableNumber--;

}

**return** res;

}

}

# [Rearrange String k Distance Apart](https://leetcode.com/problems/rearrange-string-k-distance-apart)

Given a non-empty string **s** and an integer **k**, rearrange the string such that the same characters are at least distance **k** from each other.

All input strings are given in lowercase letters. If it is not possible to rearrange the string, return an empty string "".

**Example 1:**

s = "aabbcc", k = 3

Result: "abcabc"

The same letters are at least distance 3 from each other.

**Example 2:**

s = "aaabc", k = 3

Answer: ""

It is not possible to rearrange the string.

**Example 3:**

s = "aaadbbcc", k = 2

Answer: "abacabcd"

Another possible answer is: "abcabcda"

The same letters are at least distance 2 from each other.

**public** **class** Solution {

**public** String rearrangeString(String str, **int** k) {

**int** length = str.length();

**int**[] count = **new** **int**[26];

**int**[] valid = **new** **int**[26];

**for** (**int** i = 0; i < length; i++)

count[str.charAt(i) - 'a']++;

StringBuilder sb = **new** StringBuilder();

**for** (**int** index = 0; index < length; index++) {

**int** candidatePos = findValidMax(count, valid, index);

**if** (candidatePos == -1)

**return** "";

count[candidatePos]--;

valid[candidatePos] = index + k;

sb.append((**char**) ('a' + candidatePos));

}

**return** sb.toString();

}

**private** **int** findValidMax(**int**[] count, **int**[] valid, **int** index) {

**int** max = Integer.***MIN\_VALUE***;

**int** candidatePos = -1;

**for** (**int** i = 0; i < count.length; i++) {

**if** (count[i] > 0 && count[i] > max && index >= valid[i]) {

max = count[i];

candidatePos = i;

}

}

**return** candidatePos;

}

}

# [Logger Rate Limiter](https://leetcode.com/problems/logger-rate-limiter)

Design a logger system that receive stream of messages along with its timestamps, each message should be printed if and only if it is **not printed in the last 10 seconds**.

Given a message and a timestamp (in seconds granularity), return true if the message should be printed in the given timestamp, otherwise returns false.

It is possible that several messages arrive roughly at the same time.

**Example:**

Logger logger = new Logger();

// logging string "foo" at timestamp 1

logger.shouldPrintMessage(1, "foo"); returns true;

// logging string "bar" at timestamp 2

logger.shouldPrintMessage(2,"bar"); returns true;

// logging string "foo" at timestamp 3

logger.shouldPrintMessage(3,"foo"); returns false;

// logging string "bar" at timestamp 8

logger.shouldPrintMessage(8,"bar"); returns false;

// logging string "foo" at timestamp 10

logger.shouldPrintMessage(10,"foo"); returns false;

// logging string "foo" at timestamp 11

logger.shouldPrintMessage(11,"foo"); returns true;

**public** **class** Logger {

**private** Map<String, Integer> ok = **new** HashMap<>();

**public** **boolean** shouldPrintMessage(**int** timestamp, String message) {

**if** (timestamp < ok.getOrDefault(message, 0))

**return** **false**;

ok.put(message, timestamp + 10);

**return** **true**;

}

}

# [Sort Transformed Array](https://leetcode.com/problems/sort-transformed-array)

Given a **sorted** array of integers *nums* and integer values *a*, *b* and *c*. Apply a function of the form f(*x*) = *ax*2 + *bx* + *c* to each element *x* in the array.

The returned array must be in **sorted order**.

Expected time complexity: **O(*n*)**

**Example:**

nums = [-4, -2, 2, 4], a = 1, b = 3, c = 5,

Result: [3, 9, 15, 33]

nums = [-4, -2, 2, 4], a = -1, b = 3, c = 5

Result: [-23, -5, 1, 7]

**public** **class** Solution {

**public** **int**[] sortTransformedArray(**int**[] nums, **int** a, **int** b, **int** c) {

**int** n = nums.length;

**int**[] sorted = **new** **int**[n];

**int** i = 0, j = n - 1;

**int** index = a >= 0 ? n - 1 : 0;

**while** (i <= j) {

**if** (a >= 0) {

sorted[index--] = quad(nums[i], a, b, c) >= quad(nums[j], a, b,

c) ? quad(nums[i++], a, b, c)

: quad(nums[j--], a, b, c);

} **else** {

sorted[index++] = quad(nums[i], a, b, c) >= quad(nums[j], a, b,

c) ? quad(nums[j--], a, b, c)

: quad(nums[i++], a, b, c);

}

}

**return** sorted;

}

**private** **int** quad(**int** x, **int** a, **int** b, **int** c) {

**return** a \* x \* x + b \* x + c;

}

}

# [Bomb Enemy](https://leetcode.com/problems/bomb-enemy)

Given a 2D grid, each cell is either a wall 'W', an enemy 'E' or empty '0' (the number zero), return the maximum enemies you can kill using one bomb.  
The bomb kills all the enemies in the same row and column from the planted point until it hits the wall since the wall is too strong to be destroyed.  
Note that you can only put the bomb at an empty cell.

**Example:**

For the given grid

0 E 0 0

E 0 W E

0 E 0 0

return 3. (Placing a bomb at (1,1) kills 3 enemies)

**public** **class** Solution {

**public** **int** maxKilledEnemies(**char**[][] grid) {

**int** rowNum = grid.length;

**if** (rowNum == 0)

**return** 0;

**int** colNum = grid[0].length;

**int**[][] fromBottom = **new** **int**[rowNum][colNum];

**int**[][] fromRight = **new** **int**[rowNum][colNum];

**for** (**int** i = rowNum - 1; i >= 0; i--) {

**for** (**int** j = colNum - 1; j >= 0; j--) {

**int** enemy = grid[i][j] == 'E' ? 1 : 0;

**if** (grid[i][j] != 'W') {

fromBottom[i][j] = (i == rowNum - 1) ? enemy

: fromBottom[i + 1][j] + enemy;

fromRight[i][j] = (j == colNum - 1) ? enemy

: fromRight[i][j + 1] + enemy;

} **else** {

fromBottom[i][j] = 0;

fromRight[i][j] = 0;

}

}

}

**int**[] fromTop = **new** **int**[colNum];

**int**[] fromLeft = **new** **int**[rowNum];

**int** max = 0;

**for** (**int** i = 0; i < rowNum; i++) {

**for** (**int** j = 0; j < colNum; j++) {

**if** (grid[i][j] != '0') {

fromTop[j] = grid[i][j] == 'W' ? 0 : fromTop[j] + 1;

fromLeft[i] = grid[i][j] == 'W' ? 0 : fromLeft[i] + 1;

} **else** {

**int** num = fromTop[j] + fromLeft[i] + fromBottom[i][j]

+ fromRight[i][j];

max = Math.*max*(num, max);

}

}

}

**return** max;

}

}

# [Design Hit Counter](https://leetcode.com/problems/design-hit-counter)

Design a hit counter which counts the number of hits received in the past 5 minutes.

Each function accepts a timestamp parameter (in seconds granularity) and you may assume that calls are being made to the system in chronological order (ie, the timestamp is monotonically increasing). You may assume that the earliest timestamp starts at 1.

It is possible that several hits arrive roughly at the same time.

**Example:**

HitCounter counter = new HitCounter();

// hit at timestamp 1.

counter.hit(1);

// hit at timestamp 2.

counter.hit(2);

// hit at timestamp 3.

counter.hit(3);

// get hits at timestamp 4, should return 3.

counter.getHits(4);

// hit at timestamp 300.

counter.hit(300);

// get hits at timestamp 300, should return 4.

counter.getHits(300);

// get hits at timestamp 301, should return 3.

counter.getHits(301);

**Follow up:**  
What if the number of hits per second could be very large? Does your design scale?

**public** **class** HitCounter {

**private** **int**[] times;

**private** **int**[] hits;

**public** HitCounter() {

times = **new** **int**[300];

hits = **new** **int**[300];

}

**public** **void** hit(**int** timestamp) {

**int** index = timestamp % 300;

**if** (times[index] != timestamp) {

times[index] = timestamp;

hits[index] = 1;

} **else**

hits[index]++;

}

**public** **int** getHits(**int** timestamp) {

**int** total = 0;

**for** (**int** i = 0; i < 300; i++) {

**if** (timestamp - times[i] < 300) {

total += hits[i];

}

}

**return** total;

}

}

# [Max Sum of Rectangle No Larger Than K](https://leetcode.com/problems/max-sum-of-rectangle-no-larger-than-k)

Given a non-empty 2D matrix *matrix* and an integer *k*, find the max sum of a rectangle in the *matrix* such that its sum is no larger than *k*.

**Example:**

Given matrix = [

[1, 0, 1],

[0, -2, 3]]

k = 2

The answer is 2. Because the sum of rectangle [[0, 1], [-2, 3]] is 2 and 2 is the max number no larger than k (k = 2).

**Note:**

1. The rectangle inside the matrix must have an area > 0.
2. What if the number of rows is much larger than the number of columns?

**public** **class** Solution {

**public** **int** maxSumSubmatrix(**int**[][] matrix, **int** target) {

**int** row = matrix.length;

**if** (row == 0)

**return** 0;

**int** col = matrix[0].length;

**int** m = Math.*min*(row, col);

**int** n = Math.*max*(row, col);

**boolean** colIsBig = col > row;

**int** res = Integer.***MIN\_VALUE***;

**for** (**int** i = 0; i < m; i++) {

**int**[] array = **new** **int**[n];

**for** (**int** j = i; j >= 0; j--) {

**int** val = 0;

TreeSet<Integer> set = **new** TreeSet<Integer>();

set.add(0);

**for** (**int** k = 0; k < n; k++) {

array[k] = array[k]

+ (colIsBig ? matrix[j][k] : matrix[k][j]);

val = val + array[k];

Integer subres = set.ceiling(val - target);

**if** (**null** != subres)

res = Math.*max*(res, val - subres);

set.add(val);

}

}

}

**return** res;

}

}

# [Nested List Weight Sum II](https://leetcode.com/problems/nested-list-weight-sum-ii)

Given a nested list of integers, return the sum of all integers in the list weighted by their depth.

Each element is either an integer, or a list -- whose elements may also be integers or other lists.

Different from the [previous question](https://leetcode.com/problems/nested-list-weight-sum/) where weight is increasing from root to leaf, now the weight is defined from bottom up. i.e., the leaf level integers have weight 1, and the root level integers have the largest weight.

**Example 1:**  
Given the list [[1,1],2,[1,1]], return **8**. (four 1's at depth 1, one 2 at depth 2)

**Example 2:**  
Given the list [1,[4,[6]]], return **17**. (one 1 at depth 3, one 4 at depth 2, and one 6 at depth 1; 1\*3 + 4\*2 + 6\*1 = 17)

**public** **class** Solution {

**public** **int** depthSumInverse(List<NestedInteger> nestedList) {

**return** depthSum(nestedList, *getDepth*(nestedList, 0));

}

**private** **static** **int** getDepth(List<NestedInteger> nestedList, **int** dep) {

**int** depth = dep + 1;

**int** max = depth;

**for** (NestedInteger n : nestedList)

**if** (!n.isInteger())

max = Math.*max*(max, *getDepth*(n.getList(), depth));

**return** max;

}

**public** **int** depthSum(List<NestedInteger> list, **int** depth) {

**int** sum = 0;

**for** (NestedInteger n : list) {

**if** (n.isInteger())

sum += n.getInteger() \* depth;

**else**

sum += depthSum(n.getList(), depth - 1);

}

**return** sum;

}

}

# [Water and Jug Problem](https://leetcode.com/problems/water-and-jug-problem)

You are given two jugs with capacities *x* and *y* litres. There is an infinite amount of water supply available. You need to determine whether it is possible to measure exactly *z* litres using these two jugs.

If *z* liters of water is measurable, you must have *z* liters of water contained within **one or both buckets** by the end.

Operations allowed:

* Fill any of the jugs completely with water.
* Empty any of the jugs.
* Pour water from one jug into another till the other jug is completely full or the first jug itself is empty.

**Example 1:** (From the famous [*"Die Hard"* example](https://www.youtube.com/watch?v=BVtQNK_ZUJg))

Input: x = 3, y = 5, z = 4

Output: True

**Example 2:**

Input: x = 2, y = 6, z = 5

Output: False

**public** **class** Solution {

**public** **boolean** canMeasureWater(**int** x, **int** y, **int** z) {

**if** (x + y < z)

**return** **false**;

**if** (x == z || y == z || x + y == z)

**return** **true**;

**return** z % GCD(x, y) == 0;

}

**public** **int** GCD(**int** a, **int** b) {

**while** (b != 0) {

**int** temp = b;

b = a % b;

a = temp;

}

**return** a;

}

}

# [Find Leaves of Binary Tree](https://leetcode.com/problems/find-leaves-of-binary-tree)

Given a binary tree, collect a tree's nodes as if you were doing this: Collect and remove all leaves, repeat until the tree is empty.

**Example:**  
Given binary tree

1

/ \

2 3

/ \

4 5

Returns [4, 5, 3], [2], [1].

**Explanation:**

1. Removing the leaves [4, 5, 3] would result in this tree:

1

/

2

2. Now removing the leaf [2] would result in this tree:

1

3. Now removing the leaf [1] would result in the empty tree:

[]

Returns [4, 5, 3], [2], [1].

**public** **class** Solution {

**public** List<List<Integer>> findLeaves(TreeNode root) {

List<List<Integer>> list = **new** ArrayList<>();

findLeavesHelper(list, root);

**return** list;

}

**private** **int** findLeavesHelper(List<List<Integer>> list, TreeNode root) {

**if** (root == **null**)

**return** -1;

**int** leftLevel = findLeavesHelper(list, root.left);

**int** rightLevel = findLeavesHelper(list, root.right);

**int** level = Math.*max*(leftLevel, rightLevel) + 1;

**if** (list.size() == level)

list.add(**new** ArrayList<>());

list.get(level).add(root.val);

root.left = root.right = **null**;

**return** level;

}

}

# [Valid Perfect Square](https://leetcode.com/problems/valid-perfect-square)

Given a positive integer *num*, write a function which returns True if *num* is a perfect square else False.

**Note:** **Do not** use any built-in library function such as sqrt.

**Example 1:**

Input: 16

Returns: True

**Example 2:**

Input: 14

Returns: False

**public** **class** Solution {

**public** **boolean** isPerfectSquare(**int** num) {

**int** low = 1, high = num;

**while** (low <= high) {

**long** mid = (low + high) >>> 1;

**if** (mid \* mid == num)

**return** **true**;

**else** **if** (mid \* mid < num)

low = (**int**) mid + 1;

**else**

high = (**int**) mid - 1;

}

**return** **false**;

}

}

# [Largest Divisible Subset](https://leetcode.com/problems/largest-divisible-subset)

Given a set of **distinct** positive integers, find the largest subset such that every pair (Si, Sj) of elements in this subset satisfies: Si % Sj = 0 or Sj % Si = 0.

If there are multiple solutions, return any subset is fine.

**Example 1:**

nums: [1,2,3]

Result: [1,2] (of course, [1,3] will also be ok)

**Example 2:**

nums: [1,2,4,8]

Result: [1,2,4,8]

**public** **class** Solution {

**public** List<Integer> largestDivisibleSubset(**int**[] nums) {

**int** n = nums.length;

**int**[] count = **new** **int**[n];

**int**[] pre = **new** **int**[n];

Arrays.*sort*(nums);

**int** max = 0, index = -1;

**for** (**int** i = 0; i < n; i++) {

count[i] = 1;

pre[i] = -1;

**for** (**int** j = i - 1; j >= 0; j--) {

**if** (nums[i] % nums[j] == 0) {

**if** (1 + count[j] > count[i]) {

count[i] = count[j] + 1;

pre[i] = j;

}

}

}

**if** (count[i] > max) {

max = count[i];

index = i;

}

}

List<Integer> res = **new** ArrayList<>();

**while** (index != -1) {

res.add(nums[index]);

index = pre[index];

}

**return** res;

}

}

# [Plus One Linked List](https://leetcode.com/problems/plus-one-linked-list)

Given a non-negative integer represented as **non-empty** a singly linked list of digits, plus one to the integer.

You may assume the integer do not contain any leading zero, except the number 0 itself.

The digits are stored such that the most significant digit is at the head of the list.

**Example:**

Input:

1->2->3

Output:

1->2->4

**public** **class** Solution {

**public** ListNode plusOne(ListNode head) {

**if** (DFS(head) == 0) {

**return** head;

} **else** {

ListNode newHead = **new** ListNode(1);

newHead.next = head;

**return** newHead;

}

}

**public** **int** DFS(ListNode head) {

**if** (head == **null**)

**return** 1;

**int** carry = DFS(head.next);

**if** (carry == 0)

**return** 0;

**int** val = head.val + 1;

head.val = val % 10;

**return** val / 10;

}

}

# [Range Addition](https://leetcode.com/problems/range-addition)

Assume you have an array of length ***n*** initialized with all **0**'s and are given ***k*** update operations.

Each operation is represented as a triplet: **[startIndex, endIndex, inc]** which increments each element of subarray **A[startIndex ... endIndex]** (startIndex and endIndex inclusive) with **inc**.

Return the modified array after all ***k*** operations were executed.

**Example:**

Given:

length = 5,

updates = [

[1, 3, 2],

[2, 4, 3],

[0, 2, -2]]

Output:

[-2, 0, 3, 5, 3]

**Explanation:**

Initial state:

[ 0, 0, 0, 0, 0 ]

After applying operation [1, 3, 2]:

[ 0, 2, 2, 2, 0 ]

After applying operation [2, 4, 3]:

[ 0, 2, 5, 5, 3 ]

After applying operation [0, 2, -2]:

[-2, 0, 3, 5, 3 ]

**public** **class** Solution {

**public** **int**[] getModifiedArray(**int** length, **int**[][] updates) {

**int**[] res = **new** **int**[length];

**for** (**int**[] update : updates) {

**int** value = update[2];

**int** start = update[0];

**int** end = update[1];

res[start] += value;

**if** (end < length - 1)

res[end + 1] -= value;

}

**int** sum = 0;

**for** (**int** i = 0; i < length; i++) {

sum += res[i];

res[i] = sum;

}

**return** res;

}

}

# [Sum of Two Integers](https://leetcode.com/problems/sum-of-two-integers)

Calculate the sum of two integers *a* and *b*, but you are **not allowed** to use the operator + and -.

**Example:**  
Given *a* = 1 and *b* = 2, return 3.

**public** **class** Solution {

**public** **int** getSum(**int** a, **int** b) {

**if** (a == 0)

**return** b;

**if** (b == 0)

**return** a;

**while** (b != 0) {

**int** carry = a & b;

a = a ^ b;

b = carry << 1;

}

**return** a;

}

}

# [Super Pow](https://leetcode.com/problems/super-pow)

Your task is to calculate *ab* mod 1337 where *a* is a positive integer and *b* is an extremely large positive integer given in the form of an array.

**Example1:**

a = 2

b = [3]

Result: 8

**Example2:**

a = 2

b = [1,0]

Result: 1024

**public** **class** Solution {

**public** **int** superPow(**int** a, **int**[] b) {

**if** (a % 1337 == 0)

**return** 0;

**int** p = 0;

**for** (**int** i : b)

p = (p \* 10 + i) % 1140;// 6\*190=1140, 7\*191-1337

**if** (p == 0)

p += 1440;

**return** power(a, p, 1337);

}

**public** **int** power(**int** a, **int** n, **int** mod) {

a %= mod;

**int** ret = 1;

**while** (n != 0) {

**if** ((n & 1) != 0)

ret = ret \* a % mod;

a = a \* a % mod;

n >>= 1;

}

**return** ret;

}

}

# [Find K Pairs with Smallest Sums](https://leetcode.com/problems/find-k-pairs-with-smallest-sums)

You are given two integer arrays **nums1** and **nums2** sorted in ascending order and an integer **k**.

Define a pair **(u,v)** which consists of one element from the first array and one element from the second array.

Find the k pairs **(u1,v1),(u2,v2) ...(uk,vk)** with the smallest sums.

**Example 1:**

Given nums1 = [1,7,11], nums2 = [2,4,6], k = 3

Return: [1,2],[1,4],[1,6]

The first 3 pairs are returned from the sequence:

[1,2],[1,4],[1,6],[7,2],[7,4],[11,2],[7,6],[11,4],[11,6]

**Example 2:**

Given nums1 = [1,1,2], nums2 = [1,2,3], k = 2

Return: [1,1],[1,1]

The first 2 pairs are returned from the sequence:

[1,1],[1,1],[1,2],[2,1],[1,2],[2,2],[1,3],[1,3],[2,3]

**Example 3:**

Given nums1 = [1,2], nums2 = [3], k = 3

Return: [1,3],[2,3]

All possible pairs are returned from the sequence:

[1,3],[2,3]

**public** **class** Solution {

**public** List<**int**[]> kSmallestPairs(**int**[] nums1, **int**[] nums2, **int** k) {

PriorityQueue<**int**[]> que = **new** PriorityQueue<>(

(a, b) -> a[0] + a[1] - b[0] - b[1]);

List<**int**[]> res = **new** ArrayList<>();

**if** (nums1.length == 0 || nums2.length == 0 || k == 0)

**return** res;

**for** (**int** i = 0; i < nums1.length && i < k; i++)

que.offer(**new** **int**[] { nums1[i], nums2[0], 0 });

**while** (k-- > 0 && !que.isEmpty()) {

**int**[] cur = que.poll();

res.add(**new** **int**[] { cur[0], cur[1] });

**if** (cur[2] == nums2.length - 1)

**continue**;

que.offer(**new** **int**[] { cur[0], nums2[cur[2] + 1], cur[2] + 1 });

}

**return** res;

}

}

# [Guess Number Higher or Lower](https://leetcode.com/problems/guess-number-higher-or-lower)

We are playing the Guess Game. The game is as follows:

I pick a number from **1** to ***n***. You have to guess which number I picked.

Every time you guess wrong, I'll tell you whether the number is higher or lower.

You call a pre-defined API guess(int num) which returns 3 possible results (-1, 1, or 0):

-1 : My number is lower

1 : My number is higher

0 : Congrats! You got it!

**Example:**

n = 10, I pick 6.

Return 6.

**public** **class** Solution **extends** GuessGame {

**public** **int** guessNumber(**int** n) {

**int** low = 1;

**int** high = n;

**while** (low <= high) {

**int** mid = low + (high - low) / 2;

**int** res = guess(mid);

**if** (res == 0)

**return** mid;

**else** **if** (res < 0)

high = mid - 1;

**else**

low = mid + 1;

}

**return** -1;

}

}

# [Guess Number Higher or Lower II](https://leetcode.com/problems/guess-number-higher-or-lower-ii)

We are playing the Guess Game. The game is as follows:

I pick a number from **1** to **n**. You have to guess which number I picked.

Every time you guess wrong, I'll tell you whether the number I picked is higher or lower.

However, when you guess a particular number x, and you guess wrong, you pay **$x**. You win the game when you guess the number I picked.

**Example:**

n = 10, I pick 8.

First round: You guess 5, I tell you that it's higher. You pay $5.

Second round: You guess 7, I tell you that it's higher. You pay $7.

Third round: You guess 9, I tell you that it's lower. You pay $9.

Game over. 8 is the number I picked.

You end up paying $5 + $7 + $9 = $21.

Given a particular **n ≥ 1**, find out how much money you need to have to guarantee a **win**.

**public** **class** Solution {

**public** **int** getMoneyAmount(**int** n) {

**int**[][] dp = **new** **int**[n + 1][n + 1];

**for** (**int** len = 2; len <= n; len++) {

**for** (**int** start = 1; start <= n - len + 1; start++) {

**int** minres = Integer.***MAX\_VALUE***;

**for** (**int** piv = start + (len - 1) / 2; piv < start + len

- 1; piv++) {

**int** res = piv + Math.*max*(dp[start][piv - 1],

dp[piv + 1][start + len - 1]);

minres = Math.*min*(res, minres);

}

dp[start][start + len - 1] = minres;

}

}

**return** dp[1][n];

}

}

# [Wiggle Subsequence](https://leetcode.com/problems/wiggle-subsequence)

A sequence of numbers is called a **wiggle sequence** if the differences between successive numbers strictly alternate between positive and negative. The first difference (if one exists) may be either positive or negative. A sequence with fewer than two elements is trivially a wiggle sequence.

For example, [1,7,4,9,2,5] is a wiggle sequence because the differences (6,-3,5,-7,3) are alternately positive and negative. In contrast, [1,4,7,2,5] and [1,7,4,5,5] are not wiggle sequences, the first because its first two differences are positive and the second because its last difference is zero.

Given a sequence of integers, return the length of the longest subsequence that is a wiggle sequence. A subsequence is obtained by deleting some number of elements (eventually, also zero) from the original sequence, leaving the remaining elements in their original order.

**Examples:**

**Input:** [1,7,4,9,2,5]

**Output:** 6

The entire sequence is a wiggle sequence.

**Input:** [1,17,5,10,13,15,10,5,16,8]

**Output:** 7

There are several subsequences that achieve this length. One is [1,17,10,13,10,16,8].

**Input:** [1,2,3,4,5,6,7,8,9]

**Output:** 2

**Follow up:**  
Can you do it in O(*n*) time?

**public** **class** Solution {

**public** **int** wiggleMaxLength(**int**[] nums) {

**if** (nums.length < 2)

**return** nums.length;

**int** down = 1, up = 1;

**for** (**int** i = 1; i < nums.length; i++) {

**if** (nums[i] > nums[i - 1])

up = down + 1;

**else** **if** (nums[i] < nums[i - 1])

down = up + 1;

}

**return** Math.*max*(down, up);

}

}

**public** **class** Solution {

**public** **int** wiggleMaxLength(**int**[] nums) {

**if** (nums.length < 2)

**return** nums.length;

**int**[] up = **new** **int**[nums.length];

**int**[] down = **new** **int**[nums.length];

up[0] = down[0] = 1;

**for** (**int** i = 1; i < nums.length; i++) {

**if** (nums[i] > nums[i - 1]) {

up[i] = down[i - 1] + 1;

down[i] = down[i - 1];

} **else** **if** (nums[i] < nums[i - 1]) {

down[i] = up[i - 1] + 1;

up[i] = up[i - 1];

} **else** {

down[i] = down[i - 1];

up[i] = up[i - 1];

}

}

**return** Math.*max*(down[nums.length - 1], up[nums.length - 1]);

}

}

# [Combination Sum IV](https://leetcode.com/problems/combination-sum-iv)

Given an integer array with all positive numbers and no duplicates, find the number of possible combinations that add up to a positive integer target.

**Example:**

***nums*** = [1, 2, 3] ***target*** = 4

The possible combination ways are:

(1, 1, 1, 1)

(1, 1, 2)

(1, 2, 1)

(1, 3)

(2, 1, 1)

(2, 2)

(3, 1)

Note that different sequences are counted as different combinations.

Therefore the output is ***7***.

**Follow up:**  
What if negative numbers are allowed in the given array?  
How does it change the problem?  
What limitation we need to add to the question to allow negative numbers?

**public** **class** Solution {

**private** **int**[] dp;

**public** **int** combinationSum4(**int**[] nums, **int** target) {

dp = **new** **int**[target + 1];

Arrays.*fill*(dp, -1);

dp[0] = 1;

**return** helper(nums, target);

}

**private** **int** helper(**int**[] nums, **int** target) {

**if** (dp[target] != -1)

**return** dp[target];

**int** res = 0;

**for** (**int** i = 0; i < nums.length; i++)

**if** (target >= nums[i])

res += helper(nums, target - nums[i]);

dp[target] = res;

**return** res;

}

}

# [Kth Smallest Element in a Sorted Matrix](https://leetcode.com/problems/kth-smallest-element-in-a-sorted-matrix)

Given a *n* x *n* matrix where each of the rows and columns are sorted in ascending order, find the kth smallest element in the matrix.

Note that it is the kth smallest element in the sorted order, not the kth distinct element.

**Example:**

matrix = [

[ 1, 5, 9],

[10, 11, 13],

[12, 13, 15]],

k = 8,

return 13.

**Note:**  
You may assume k is always valid, 1 ? k ? n2.

**public** **class** Solution {

**public** **int** kthSmallest(**int**[][] matrix, **int** k) {

**int** lo = matrix[0][0],

hi = matrix[matrix.length - 1][matrix[0].length - 1] + 1;

**while** (lo < hi) {

**int** mid = lo + (hi - lo) / 2;

**int** count = 0, j = matrix[0].length - 1;

**for** (**int** i = 0; i < matrix.length; i++) {

**while** (j >= 0 && matrix[i][j] > mid)

j--;

count += (j + 1);

}

**if** (count < k)

lo = mid + 1;

**else**

hi = mid;

}

**return** lo;

}

}

# [Design Phone Directory](https://leetcode.com/problems/design-phone-directory)

Design a Phone Directory which supports the following operations:

1. get: Provide a number which is not assigned to anyone.
2. check: Check if a number is available or not.
3. release: Recycle or release a number.

**Example:**

// Init a phone directory containing a total of 3 numbers: 0, 1, and 2.

PhoneDirectory directory = new PhoneDirectory(3);

// It can return any available phone number. Here we assume it returns 0.

directory.get();

// Assume it returns 1.

directory.get();

// The number 2 is available, so return true.

directory.check(2);

// It returns 2, the only number that is left.

directory.get();

// The number 2 is no longer available, so return false.

directory.check(2);

// Release number 2 back to the pool.

directory.release(2);

// Number 2 is available again, return true.

directory.check(2);

**public** **class** PhoneDirectory {

Set<Integer> used = **new** HashSet<Integer>();

Queue<Integer> available = **new** LinkedList<Integer>();

**int** max;

**public** PhoneDirectory(**int** maxNumbers) {

max = maxNumbers;

**for** (**int** i = 0; i < maxNumbers; i++)

available.offer(i);

}

**public** **int** get() {

Integer ret = available.poll();

**if** (ret == **null**)

**return** -1;

used.add(ret);

**return** ret;

}

**public** **boolean** check(**int** number) {

**if** (number >= max || number < 0)

**return** **false**;

**return** !used.contains(number);

}

**public** **void** release(**int** number) {

**if** (used.remove(number))

available.offer(number);

}

}

# [Insert Delete GetRandom O(1)](https://leetcode.com/problems/insert-delete-getrandom-o1)

Design a data structure that supports all following operations in *average* **O(1)** time.

1. insert(val): Inserts an item val to the set if not already present.
2. remove(val): Removes an item val from the set if present.
3. getRandom: Returns a random element from current set of elements. Each element must have the **same probability** of being returned.

**Example:**

// Init an empty set.

RandomizedSet randomSet = new RandomizedSet();

// Inserts 1 to the set. Returns true as 1 was inserted successfully.

randomSet.insert(1);

// Returns false as 2 does not exist in the set.

randomSet.remove(2);

// Inserts 2 to the set, returns true. Set now contains [1,2].

randomSet.insert(2);

// getRandom should return either 1 or 2 randomly.

randomSet.getRandom();

// Removes 1 from the set, returns true. Set now contains [2].

randomSet.remove(1);

// 2 was already in the set, so return false.

randomSet.insert(2);

// Since 2 is the only number in the set, getRandom always return 2.

randomSet.getRandom();

**public** **class** RandomizedSet {

ArrayList<Integer> nums;

HashMap<Integer, Integer> locs;

java.util.Random rand = **new** java.util.Random();

**public** RandomizedSet() {

nums = **new** ArrayList<Integer>();

locs = **new** HashMap<Integer, Integer>();

}

**public** **boolean** insert(**int** val) {

**boolean** contain = locs.containsKey(val);

**if** (contain)

**return** **false**;

locs.put(val, nums.size());

nums.add(val);

**return** **true**;

}

**public** **boolean** remove(**int** val) {

**boolean** contain = locs.containsKey(val);

**if** (!contain)

**return** **false**;

**int** loc = locs.get(val);

**if** (loc < nums.size() - 1) {

**int** lastone = nums.get(nums.size() - 1);

nums.set(loc, lastone);

locs.put(lastone, loc);

}

locs.remove(val);

nums.remove(nums.size() - 1);

**return** **true**;

}

**public** **int** getRandom() {

**return** nums.get(rand.nextInt(nums.size()));

}

}

思路：用一个数组保存数值本身，用一个Map保存数在数组中的位置，当删除元素时，把末元与被删除元交换，删除末元。

# [Insert Delete GetRandom O(1) - Duplicates allowed](https://leetcode.com/problems/insert-delete-getrandom-o1-duplicates-allowed)

Design a data structure that supports all following operations in *average* **O(1)** time.

**Note: Duplicate elements are allowed.**

1. insert(val): Inserts an item val to the collection.
2. remove(val): Removes an item val from the collection if present.
3. getRandom: Returns a random element from current collection of elements. The probability of each element being returned is **linearly related** to the number of same value the collection contains.

**Example:**

// Init an empty collection.

RandomizedCollection collection = new RandomizedCollection();

// Inserts 1 to the collection. Returns true as the collection did not contain 1.

collection.insert(1);

// Inserts another 1 to the collection. Returns false as the collection contained 1. Collection now contains [1,1].

collection.insert(1);

// Inserts 2 to the collection, returns true. Collection now contains [1,1,2].

collection.insert(2);

// getRandom should return 1 with the probability 2/3, and returns 2 with the probability 1/3.

collection.getRandom();

// Removes 1 from the collection, returns true. Collection now contains [1,2].

collection.remove(1);

// getRandom should return 1 and 2 both equally likely.

collection.getRandom();

**public** **class** RandomizedCollection {

ArrayList<Integer> nums;

HashMap<Integer, Set<Integer>> locs;

java.util.Random rand = **new** java.util.Random();

**public** RandomizedCollection() {

nums = **new** ArrayList<Integer>();

locs = **new** HashMap<Integer, Set<Integer>>();

}

**public** **boolean** insert(**int** val) {

**boolean** contain = locs.containsKey(val);

**if** (!contain)

locs.put(val, **new** LinkedHashSet<Integer>());

locs.get(val).add(nums.size());

nums.add(val);

**return** !contain;

}

**public** **boolean** remove(**int** val) {

**boolean** contain = locs.containsKey(val);

**if** (!contain)

**return** **false**;

**int** loc = locs.get(val).iterator().next();

locs.get(val).remove(loc);

**if** (loc < nums.size() - 1) {

**int** lastone = nums.get(nums.size() - 1);

nums.set(loc, lastone);

locs.get(lastone).remove(nums.size() - 1);

locs.get(lastone).add(loc);

}

nums.remove(nums.size() - 1);

**if** (locs.get(val).isEmpty())

locs.remove(val);

**return** **true**;

}

**public** **int** getRandom() {

**return** nums.get(rand.nextInt(nums.size()));

}

}

# [Linked List Random Node](https://leetcode.com/problems/linked-list-random-node)

Given a singly linked list, return a random node's value from the linked list. Each node must have the **same probability** of being chosen.

**Follow up:**  
What if the linked list is extremely large and its length is unknown to you? Could you solve this efficiently without using extra space?

**Example:**

// Init a singly linked list [1,2,3].

ListNode head = new ListNode(1);

head.next = new ListNode(2);

head.next.next = new ListNode(3);

Solution solution = new Solution(head);

// getRandom() should return either 1, 2, or 3 randomly. Each element should have equal probability of returning.

solution.getRandom();

**public** **class** Solution {

ListNode head = **null**;

Random r = **new** Random();

**public** Solution(ListNode head) {

**this**.head = head;

}

**public** **int** getRandom() {

**int** result = **this**.head.val;

ListNode node = **this**.head.next;

**int** k = 1;

**int** i = 1;

**while** (node != **null**) {

**double** x = r.nextDouble();

**double** y = k / (k + i \* 1.0);

**if** (x <= y) {

result = node.val;

}

i++;

node = node.next;

}

**return** result;

}

}

# [Ransom Note](https://leetcode.com/problems/ransom-note)

Given an arbitrary ransom note string and another string containing letters from all the magazines, write a function that will return true if the ransom note can be constructed from the magazines ; otherwise, it will return false.

Each letter in the magazine string can only be used once in your ransom note.

**Note:**  
You may assume that both strings contain only lowercase letters.

canConstruct("a", "b") -> false

canConstruct("aa", "ab") -> false

canConstruct("aa", "aab") -> true

**public** **class** Solution {

**public** **boolean** canConstruct(String ransomNote, String magazine) {

**int**[] arr = **new** **int**[26];

**for** (**int** i = 0; i < magazine.length(); i++)

arr[magazine.charAt(i) - 'a']++;

**for** (**int** i = 0; i < ransomNote.length(); i++)

**if** (--arr[ransomNote.charAt(i) - 'a'] < 0)

**return** **false**;

**return** **true**;

}

}

# [Shuffle an Array](https://leetcode.com/problems/shuffle-an-array)

Shuffle a set of numbers without duplicates.

**Example:**

// Init an array with set 1, 2, and 3.

int[] nums = {1,2,3};

Solution solution = new Solution(nums);

// Shuffle the array [1,2,3] and return its result. Any permutation of [1,2,3] must equally likely to be returned.

solution.shuffle();

// Resets the array back to its original configuration [1,2,3].

solution.reset();

// Returns the random shuffling of array [1,2,3].

solution.shuffle();

**public** **class** Solution {

**private** **int**[] nums;

**private** Random random;

**public** Solution(**int**[] nums) {

**this**.nums = nums;

random = **new** Random();

}

**public** **int**[] reset() {

**return** nums;

}

**public** **int**[] shuffle() {

**if**(nums == **null**) **return** **null**;

**int**[] a = nums.clone();

**for**(**int** j = 1; j < a.length; j++) {

**int** i = random.nextInt(j + 1);

swap(a, i, j);

}

**return** a;

}

**private** **void** swap(**int**[] a, **int** i, **int** j) {

**int** t = a[i];

a[i] = a[j];

a[j] = t;

}

}

# [Mini Parser](https://leetcode.com/problems/mini-parser)

Given a nested list of integers represented as a string, implement a parser to deserialize it.

Each element is either an integer, or a list -- whose elements may also be integers or other lists.

**Note:** You may assume that the string is well-formed:

* String is non-empty.
* String does not contain white spaces.
* String contains only digits 0-9, [, - ,, ].

**Example 1:**

Given s = "324",

You should return a NestedInteger object which contains a single integer 324.

**Example 2:**

Given s = "[123,[456,[789]]]",

Return a NestedInteger object containing a nested list with 2 elements:

1. An integer containing value 123.

2. A nested list containing two elements:

i. An integer containing value 456.

ii. A nested list with one element:

a. An integer containing value 789.

**public** **class** Solution {

**public** NestedInteger deserialize(String s) {

**if** (s.isEmpty())

**return** **null**;

**if** (s.charAt(0) != '[')

**return** **new** NestedInteger(Integer.*valueOf*(s));

Stack<NestedInteger> stack = **new** Stack<>();

NestedInteger curr = **null**;

**int** l = 0;

**for** (**int** r = 0; r < s.length(); r++) {

**char** ch = s.charAt(r);

**if** (ch == '[') {

**if** (curr != **null**) {

stack.push(curr);

}

curr = **new** NestedInteger();

l = r + 1;

} **else** **if** (ch == ']') {

String num = s.substring(l, r);

**if** (!num.isEmpty())

curr.add(**new** NestedInteger(Integer.*valueOf*(num)));

**if** (!stack.isEmpty()) {

NestedInteger pop = stack.pop();

pop.add(curr);

curr = pop;

}

l = r + 1;

} **else** **if** (ch == ',') {

**if** (s.charAt(r - 1) != ']') {

String num = s.substring(l, r);

curr.add(**new** NestedInteger(Integer.*valueOf*(num)));

}

l = r + 1;

}

}

**return** curr;

}

}

# [Lexicographical Numbers](https://leetcode.com/problems/lexicographical-numbers)

Given an integer *n*, return 1 - *n* in lexicographical order.

For example, given 13, return: [1,10,11,12,13,2,3,4,5,6,7,8,9].

Please optimize your algorithm to use less time and space. The input size may be as large as 5,000,000.

**public** **class** Solution {

**public** List<Integer> lexicalOrder(**int** n) {

List<Integer> list = **new** ArrayList<>(n);

**int** curr = 1;

**for** (**int** i = 1; i <= n; i++) {

list.add(curr);

**if** (curr \* 10 <= n) {

curr \*= 10;

} **else** **if** (curr % 10 != 9 && curr + 1 <= n) {

curr++;

} **else** {

**while** ((curr / 10) % 10 == 9) {

curr /= 10;

}

curr = curr / 10 + 1;

}

}

**return** list;

}

}

# [First Unique Character in a String](https://leetcode.com/problems/first-unique-character-in-a-string)

Given a string, find the first non-repeating character in it and return it's index. If it doesn't exist, return -1.

**Examples:**

s = "leetcode"

return 0.

s = "loveleetcode",

return 2.

**Note:** You may assume the string contain only lowercase letters.

**public** **class** Solution {

**public** **int** firstUniqChar(String s) {

**int** freq[] = **new** **int**[26];

**for** (**int** i = 0; i < s.length(); i++)

freq[s.charAt(i) - 'a']++;

**for** (**int** i = 0; i < s.length(); i++)

**if** (freq[s.charAt(i) - 'a'] == 1)

**return** i;

**return** -1;

}

}

# [Longest Absolute File Path](https://leetcode.com/problems/longest-absolute-file-path)

Suppose we abstract our file system by a string in the following manner:

The string "dir\n\tsubdir1\n\tsubdir2\n\t\tfile.ext" represents:

dir

subdir1

subdir2

file.ext

The directory dir contains an empty sub-directory subdir1 and a sub-directory subdir2 containing a file file.ext.

The string "dir\n\tsubdir1\n\t\tfile1.ext\n\t\tsubsubdir1\n\tsubdir2\n\t\tsubsubdir2\n\t\t\tfile2.ext" represents:

dir

subdir1

file1.ext

subsubdir1

subdir2

subsubdir2

file2.ext

The directory dir contains two sub-directories subdir1 and subdir2. subdir1 contains a file file1.ext and an empty second-level sub-directory subsubdir1. subdir2 contains a second-level sub-directory subsubdir2 containing a file file2.ext.

We are interested in finding the longest (number of characters) absolute path to a file within our file system. For example, in the second example above, the longest absolute path is "dir/subdir2/subsubdir2/file2.ext", and its length is 32 (not including the double quotes).

Given a string representing the file system in the above format, return the length of the longest absolute path to file in the abstracted file system. If there is no file in the system, return 0.

**Note:**

* The name of a file contains at least a . and an extension.
* The name of a directory or sub-directory will not contain a ..

Time complexity required: O(n) where n is the size of the input string.

Notice that a/aa/aaa/file1.txt is not the longest file path, if there is another path aaaaaaaaaaaaaaaaaaaaa/sth.png.

**public** **class** Solution {

**public** **int** lengthLongestPath(String input) {

String[] paths = input.split("\n");

**int**[] stack = **new** **int**[paths.length+1];

**int** maxLen = 0;

**for**(String s:paths){

**int** lev = s.lastIndexOf("\t")+1, curLen = stack[lev+1] = stack[lev]+s.length()-lev+1;

**if**(s.contains(".")) maxLen = Math.*max*(maxLen, curLen-1);

}

**return** maxLen;

}

}

思路：如题中示例所示，路径间关系由\t数量决定。其实是压栈问题，进入子文件夹压栈，出来时退栈，这样可以知道在什么位置，过程中记录路径长度即可。使用Array模拟栈更高效，技巧：让Array多一位，避开对位置-1的处理（所有位置都+1）。

# [Find the Difference](https://leetcode.com/problems/find-the-difference)

Given two strings ***s*** and ***t*** which consist of only lowercase letters.

String ***t*** is generated by random shuffling string ***s*** and then add one more letter at a random position.

Find the letter that was added in ***t***.

**Example:**

Input:

s = "abcd"

t = "abcde"

Output:e

Explanation:

'e' is the letter that was added.

**public** **class** Solution {

**public** **char** findTheDifference(String s, String t) {

**int** charCodeS = 0, charCodeT = 0;

**for** (**int** i = 0; i < s.length(); ++i)

charCodeS += (**int**) s.charAt(i);

**for** (**int** i = 0; i < t.length(); ++i)

charCodeT += (**int**) t.charAt(i);

**return** (**char**) (charCodeT - charCodeS);

}

}

# [Elimination Game](https://leetcode.com/problems/elimination-game)

There is a list of sorted integers from 1 to *n*. Starting from left to right, remove the first number and every other number afterward until you reach the end of the list.

Repeat the previous step again, but this time from right to left, remove the right most number and every other number from the remaining numbers.

We keep repeating the steps again, alternating left to right and right to left, until a single number remains.

Find the last number that remains starting with a list of length *n*.

**Example:**

Input:

n = 9,

1 2 3 4 5 6 7 8 9

2 4 6 8

2 6

6

Output:6

**public** **class** Solution {

**public** **int** lastRemaining(**int** n) {

**boolean** left = **true**;

**int** remaining = n;

**int** step = 1;

**int** head = 1;

**while** (remaining > 1) {

**if** (left || remaining % 2 == 1)

head = head + step;

remaining = remaining / 2;

step = step \* 2;

left = !left;

}

**return** head;

}

}

# [Perfect Rectangle](https://leetcode.com/problems/perfect-rectangle)

Given N axis-aligned rectangles where N > 0, determine if they all together form an exact cover of a rectangular region.

Each rectangle is represented as a bottom-left point and a top-right point. For example, a unit square is represented as [1,1,2,2]. (coordinate of bottom-left point is (1, 1) and top-right point is (2, 2)).
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**Example 1:**

rectangles = [

[1,1,3,3],

[3,1,4,2],

[3,2,4,4],

[1,3,2,4],

[2,3,3,4]]

Return true. All 5 rectangles together form an exact cover of a rectangular region.
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**Example 2:**

rectangles = [

[1,1,2,3],

[1,3,2,4],

[3,1,4,2],

[3,2,4,4]]

Return false. Because there is a gap between the two rectangular regions.

![https://leetcode.com/static/images/problemset/rectangle_hole.gif](data:image/gif;base64,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)

**Example 3:**

rectangles = [

[1,1,3,3],

[3,1,4,2],

[1,3,2,4],

[3,2,4,4]]

Return false. Because there is a gap in the top center.
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**Example 4:**

rectangles = [

[1,1,3,3],

[3,1,4,2],

[1,3,2,4],

[2,2,4,4]]

Return false. Because two of the rectangles overlap with each other.

**public** **class** Solution {

**public** **boolean** isRectangleCover(**int**[][] rectangles) {

**if** (rectangles.length == 0 || rectangles[0].length == 0)

**return** **false**;

**int** x1 = Integer.***MAX\_VALUE***;

**int** x2 = Integer.***MIN\_VALUE***;

**int** y1 = Integer.***MAX\_VALUE***;

**int** y2 = Integer.***MIN\_VALUE***;

HashSet<String> set = **new** HashSet<String>();

**int** area = 0;

**for** (**int**[] rect : rectangles) {

x1 = Math.*min*(rect[0], x1);

y1 = Math.*min*(rect[1], y1);

x2 = Math.*max*(rect[2], x2);

y2 = Math.*max*(rect[3], y2);

area += (rect[2] - rect[0]) \* (rect[3] - rect[1]);

String s1 = rect[0] + " " + rect[1];

String s2 = rect[0] + " " + rect[3];

String s3 = rect[2] + " " + rect[3];

String s4 = rect[2] + " " + rect[1];

**if** (!set.add(s1))

set.remove(s1);

**if** (!set.add(s2))

set.remove(s2);

**if** (!set.add(s3))

set.remove(s3);

**if** (!set.add(s4))

set.remove(s4);

}

**if** (!set.contains(x1 + " " + y1) || !set.contains(x1 + " " + y2)

|| !set.contains(x2 + " " + y1) || !set.contains(x2 + " " + y2)

|| set.size() != 4)

**return** **false**;

**return** area == (x2 - x1) \* (y2 - y1);

}

}

# [Is Subsequence](https://leetcode.com/problems/is-subsequence)

Given a string **s** and a string **t**, check if **s** is subsequence of **t**.

You may assume that there is only lower case English letters in both **s** and **t**. **t** is potentially a very long (length ~= 500,000) string, and **s**is a short string (<=100).

A subsequence of a string is a new string which is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (ie, "ace" is a subsequence of "abcde" while "aec" is not).

**Example 1:**  
**s** = "abc", **t** = "ahbgdc"

Return true.

**Example 2:**  
**s** = "axc", **t** = "ahbgdc"

Return false.

**Follow up:**  
If there are lots of incoming S, say S1, S2, ... , Sk where k >= 1B, and you want to check one by one to see if T has its subsequence. In this scenario, how would you change your code?

**public** **class** Solution {

**public** **boolean** isSubsequence(String s, String t) {

**if** (s.length() == 0)

**return** **true**;

**int** indexS = 0, indexT = 0;

**while** (indexT < t.length()) {

**if** (t.charAt(indexT) == s.charAt(indexS)) {

indexS++;

**if** (indexS == s.length())

**return** **true**;

}

indexT++;

}

**return** **false**;

}

}

# [UTF-8 Validation](https://leetcode.com/problems/utf-8-validation)

A character in UTF8 can be from **1 to 4 bytes** long, subjected to the following rules:

1. For 1-byte character, the first bit is a 0, followed by its unicode code.
2. For n-bytes character, the first n-bits are all one's, the n+1 bit is 0, followed by n-1 bytes with most significant 2 bits being 10.

This is how the UTF-8 encoding would work:

Char. number range | UTF-8 octet sequence

(hexadecimal) | (binary)

--------------------+---------------------------------------------

0000 0000-0000 007F | 0xxxxxxx

0000 0080-0000 07FF | 110xxxxx 10xxxxxx

0000 0800-0000 FFFF | 1110xxxx 10xxxxxx 10xxxxxx

0001 0000-0010 FFFF | 11110xxx 10xxxxxx 10xxxxxx 10xxxxxx

Given an array of integers representing the data, return whether it is a valid utf-8 encoding.

**Note:**  
The input is an array of integers. Only the **least significant 8 bits** of each integer is used to store the data. This means each integer represents only 1 byte of data.

**Example 1:**

data = [197, 130, 1], which represents the octet sequence: **11000101 10000010 00000001**.

Return **true**.

It is a valid utf-8 encoding for a 2-bytes character followed by a 1-byte character.

**Example 2:**

data = [235, 140, 4], which represented the octet sequence: **11101011 10001100 00000100**.

Return **false**.

The first 3 bits are all one's and the 4th bit is 0 means it is a 3-bytes character.

The next byte is a continuation byte which starts with 10 and that's correct.

But the second continuation byte does not start with 10, so it is invalid.

**public** **class** Solution {

**public** **boolean** validUtf8(**int**[] data) {

**if** (data == **null** || data.length == 0)

**return** **false**;

**boolean** isValid = **true**;

**for** (**int** i = 0; i < data.length; i++) {

**if** (data[i] > 255)

**return** **false**;

**int** numberOfBytes = 0;

**if** ((data[i] & 128) == 0) {

numberOfBytes = 1;

} **else** **if** ((data[i] & 224) == 192) {

numberOfBytes = 2;

} **else** **if** ((data[i] & 240) == 224) {

numberOfBytes = 3;

} **else** **if** ((data[i] & 248) == 240) {

numberOfBytes = 4;

} **else** {

**return** **false**;

}

**for** (**int** j = 1; j < numberOfBytes; j++) {

**if** (i + j >= data.length)

**return** **false**;

**if** ((data[i + j] & 192) != 128)

**return** **false**;

}

i = i + numberOfBytes - 1;

}

**return** isValid;

}

}

# [Decode String](https://leetcode.com/problems/decode-string)

Given an encoded string, return it's decoded string.

The encoding rule is: k[encoded\_string], where the *encoded\_string* inside the square brackets is being repeated exactly *k* times. Note that *k* is guaranteed to be a positive integer.

You may assume that the input string is always valid; No extra white spaces, square brackets are well-formed, etc.

Furthermore, you may assume that the original data does not contain any digits and that digits are only for those repeat numbers, *k*. For example, there won't be input like 3a or 2[4].

**Examples:**

s = "3[a]2[bc]", return "aaabcbc".

s = "3[a2[c]]", return "accaccacc".

s = "2[abc]3[cd]ef", return "abcabccdcdcdef".

**public** **class** Solution {

**public** String decodeString(String s) {

String res = "";

Stack<Integer> countStack = **new** Stack<>();

Stack<String> resStack = **new** Stack<>();

**int** idx = 0;

**while** (idx < s.length()) {

**if** (Character.*isDigit*(s.charAt(idx))) {

**int** count = 0;

**while** (Character.*isDigit*(s.charAt(idx))) {

count = 10 \* count + (s.charAt(idx) - '0');

idx++;

}

countStack.push(count);

} **else** **if** (s.charAt(idx) == '[') {

resStack.push(res);

res = "";

idx++;

} **else** **if** (s.charAt(idx) == ']') {

StringBuilder temp = **new** StringBuilder(resStack.pop());

**int** repeatTimes = countStack.pop();

**for** (**int** i = 0; i < repeatTimes; i++) {

temp.append(res);

}

res = temp.toString();

idx++;

} **else** {

res += s.charAt(idx++);

}

}

**return** res;

}

}

# [Longest Substring with At Least K Repeating Characters](https://leetcode.com/problems/longest-substring-with-at-least-k-repeating-characters)

Find the length of the longest substring ***T*** of a given string (consists of lowercase letters only) such that every character in ***T*** appears no less than *k* times.

**Example 1:**

Input:s = "aaabb", k = 3

Output:3

The longest substring is "aaa", as 'a' is repeated 3 times.

**Example 2:**

Input:s = "ababbc", k = 2

Output:5

The longest substring is "ababb", as 'a' is repeated 2 times and 'b' is repeated 3 times.

**public** **class** Solution {

**public** **int** longestSubstring(String s, **int** k) {

**char**[] str = s.toCharArray();

**int**[] counts = **new** **int**[26];

**int** h, i, j, idx, max = 0, unique, noLessThanK;

**for** (h = 1; h <= 26; h++) {

Arrays.*fill*(counts, 0);

i = 0;

j = 0;

unique = 0;

noLessThanK = 0;

**while** (j < str.length) {

**if** (unique <= h) {

idx = str[j] - 'a';

**if** (counts[idx] == 0)

unique++;

counts[idx]++;

**if** (counts[idx] == k)

noLessThanK++;

j++;

} **else** {

idx = str[i] - 'a';

**if** (counts[idx] == k)

noLessThanK--;

counts[idx]--;

**if** (counts[idx] == 0)

unique--;

i++;

}

**if** (unique == h && unique == noLessThanK)

max = Math.*max*(j - i, max);

}

}

**return** max;

}

}

# [Rotate Function](https://leetcode.com/problems/rotate-function)

Given an array of integers A and let *n* to be its length.

Assume Bk to be an array obtained by rotating the array A *k* positions clock-wise, we define a "rotation function" F on A as follow:

F(k) = 0 \* Bk[0] + 1 \* Bk[1] + ... + (n-1) \* Bk[n-1].

Calculate the maximum value of F(0), F(1), ..., F(n-1).

**Note:**  
*n* is guaranteed to be less than 105.

**Example:**

A = [4, 3, 2, 6]

F(0) = (0 \* 4) + (1 \* 3) + (2 \* 2) + (3 \* 6) = 0 + 3 + 4 + 18 = 25

F(1) = (0 \* 6) + (1 \* 4) + (2 \* 3) + (3 \* 2) = 0 + 4 + 6 + 6 = 16

F(2) = (0 \* 2) + (1 \* 6) + (2 \* 4) + (3 \* 3) = 0 + 6 + 8 + 9 = 23

F(3) = (0 \* 3) + (1 \* 2) + (2 \* 6) + (3 \* 4) = 0 + 2 + 12 + 12 = 26

So the maximum value of F(0), F(1), F(2), F(3) is F(3) = 26.

**public** **class** Solution {

**public** **int** maxRotateFunction(**int**[] A) {

**if** (A.length == 0)

**return** 0;

**int** sum = 0, iteration = 0, len = A.length;

**for** (**int** i = 0; i < len; i++) {

sum += A[i];

iteration += (A[i] \* i);

}

**int** max = iteration;

**for** (**int** j = 1; j < len; j++) {

iteration = iteration - sum + A[j - 1] \* len;

max = Math.*max*(max, iteration);

}

**return** max;

}

}

# [Integer Replacement](https://leetcode.com/problems/integer-replacement)

Given a positive integer *n* and you can do operations as follow:

1. If *n* is even, replace *n* with *n*/2.
2. If *n* is odd, you can replace *n* with either *n* + 1 or *n* - 1.

What is the minimum number of replacements needed for *n* to become 1?

**Example 1:**

**Input:**8

**Output:**3

**Explanation:**

8 -> 4 -> 2 -> 1

**Example 2:**

**Input:**7

**Output:**4

**Explanation:**

7 -> 8 -> 4 -> 2 -> 1 or 7 -> 6 -> 3 -> 2 -> 1

**public** **class** Solution {

**public** **int** integerReplacement(**int** n) {

**if** (n == Integer.***MAX\_VALUE***)

**return** 32;

**int** count = 0;

**while** (n > 1) {

**if** (n % 2 == 0)

n /= 2;

**else** {

**if** ((n + 1) % 4 == 0 && (n - 1 != 2))

n++;

**else**

n--;

}

count++;

}

**return** count;

}

}

# [Random Pick Index](https://leetcode.com/problems/random-pick-index)

Given an array of integers with possible duplicates, randomly output the index of a given target number. You can assume that the given target number must exist in the array.

**Note:**  
The array size can be very large. Solution that uses too much extra space will not pass the judge.

**Example:**

int[] nums = new int[] {1,2,3,3,3};

Solution solution = new Solution(nums);

// pick(3) should return either index 2, 3, or 4 randomly. Each index should have equal probability of returning.

solution.pick(3);

// pick(1) should return 0. Since in the array only nums[0] is equal to 1.

solution.pick(1);

**public** **class** Solution {

**int**[] nums;

Random rnd;

**public** Solution(**int**[] nums) {

**this**.nums = nums;

**this**.rnd = **new** Random();

}

**public** **int** pick(**int** target) {

**int** result = -1;

**int** count = 0;

**for** (**int** i = 0; i < nums.length; i++) {

**if** (nums[i] != target)

**continue**;

**if** (rnd.nextInt(++count) == 0)

result = i;

}

**return** result;

}

}

# [Evaluate Division](https://leetcode.com/problems/evaluate-division)

Equations are given in the format A / B = k, where A and B are variables represented as strings, and k is a real number (floating point number). Given some queries, return the answers. If the answer does not exist, return -1.0.

**Example:**  
Given a / b = 2.0, b / c = 3.0.   
queries are: a / c = ?, b / a = ?, a / e = ?, a / a = ?, x / x = ? .   
return [6.0, 0.5, -1.0, 1.0, -1.0 ].

The input is: vector<pair<string, string>> equations, vector<double>& values, vector<pair<string, string>> queries , where equations.size() == values.size(), and the values are positive. This represents the equations. Return vector<double>.

According to the example above:

equations = [ ["a", "b"], ["b", "c"] ],

values = [2.0, 3.0],

queries = [ ["a", "c"], ["b", "a"], ["a", "e"], ["a", "a"], ["x", "x"] ].

The input is always valid. You may assume that evaluating the queries will result in no division by zero and there is no contradiction.

**public** **class** Solution {

**public** **double**[] calcEquation(String[][] equations, **double**[] values,

String[][] queries) {

**double**[] results = **new** **double**[queries.length];

Map<String, List<String>> graph = buildGraph(equations, values);

**for** (**int** i = 0; i < queries.length; i++) {

String[] query = queries[i];

**if** (query[0].equals(query[1]) && !graph.containsKey(query[0])) {

results[i] = -1.0;

} **else** {

**double** result = computeResultDFS(graph, query);

results[i] = result;

}

}

**return** results;

}

**public** **double** computeResultDFS(Map<String, List<String>> graph,

String[] query) {

String dividend = query[0];

String divisor = query[1];

Set<String> visited = **new** HashSet<>();

**double** result = 1.0;

result = dfs(dividend, divisor, graph, visited);

**if** (result < 0)

result = -1.;

**return** result;

}

**public** **double** dfs(String start, String end, Map<String, List<String>> graph,

Set<String> visited) {

**if** (start.equals(end))

**return** 1.0;

**if** (visited.contains(start))

**return** -1.0;

visited.add(start);

List<String> edgesList = graph.get(start);

**if** (edgesList == **null** || edgesList.isEmpty())

**return** -1.0;

**double** result = 1.0;

**for** (String edge : edgesList) {

String[] tokens = edge.split(" ");

String next = tokens[0];

**double** val = Double.*parseDouble*(tokens[1]);

result = val \* dfs(next, end, graph, visited);

**if** (result > 0)

**return** result;

}

**return** result;

}

**public** Map<String, List<String>> buildGraph(String[][] equations,

**double**[] values) {

Map<String, List<String>> graph = **new** HashMap<>();

**for** (**int** i = 0; i < equations.length; i++) {

String startNode = equations[i][0];

String endNode = equations[i][1];

**double** value = values[i];

String endEdge = endNode + " " + value;

String startEdge = startNode + " " + (1 / value);

**if** (graph.containsKey(startNode)) {

graph.get(startNode).add(endEdge);

} **else** {

List<String> edges = **new** ArrayList<>();

edges.add(endEdge);

graph.put(startNode, edges);

}

**if** (graph.containsKey(endNode)) {

graph.get(endNode).add(startEdge);

} **else** {

List<String> edges = **new** ArrayList<>();

edges.add(startEdge);

graph.put(endNode, edges);

}

}

**return** graph;

}

}

# [Nth Digit](https://leetcode.com/problems/nth-digit)

Find the *n*th digit of the infinite integer sequence 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, ...

**Note:**  
*n* is positive and will fit within the range of a 32-bit signed integer (*n* < 231).

**Example 1:**

**Input:**3

**Output:**3

**Example 2:**

**Input:**11

**Output:**0

**Explanation:**

The 11th digit of the sequence 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, ... is a 0, which is part of the number 10.

**public** **class** Solution {

**public** **int** findNthDigit(**int** n) {

**int** len = 1;

**long** count = 9;

**int** start = 1;

**while** (n > len \* count) {

n -= len \* count;

len += 1;

count \*= 10;

start \*= 10;

}

start += (n - 1) / len;

String s = Integer.*toString*(start);

**return** Character.*getNumericValue*(s.charAt((n - 1) % len));

}

}
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# [Minimum Moves to Equal Array Elements II](https://leetcode.com/problems/minimum-moves-to-equal-array-elements-ii)

# [Island Perimeter](https://leetcode.com/problems/island-perimeter)

# [Can I Win](https://leetcode.com/problems/can-i-win)

# [Optimal Account Balancing](https://leetcode.com/problems/optimal-account-balancing)

# [Count The Repetitions](https://leetcode.com/problems/count-the-repetitions)

# [Unique Substrings in Wraparound String](https://leetcode.com/problems/unique-substrings-in-wraparound-string)

# [Validate IP Address](https://leetcode.com/problems/validate-ip-address)

# [Convex Polygon](https://leetcode.com/problems/convex-polygon)

# missing

# [Encode String with Shortest Length](https://leetcode.com/problems/encode-string-with-shortest-length)

# [Concatenated Words](https://leetcode.com/problems/concatenated-words)

# [Matchsticks to Square](https://leetcode.com/problems/matchsticks-to-square)

# [Ones and Zeroes](https://leetcode.com/problems/ones-and-zeroes)

# [Heaters](https://leetcode.com/problems/heaters)

# [Number Complement](https://leetcode.com/problems/number-complement)

# [Total Hamming Distance](https://leetcode.com/problems/total-hamming-distance)

# missing

# [Largest Palindrome Product](https://leetcode.com/problems/largest-palindrome-product)

# [Sliding Window Median](https://leetcode.com/problems/sliding-window-median)

# [Magical String](https://leetcode.com/problems/magical-string)

# [License Key Formatting](https://leetcode.com/problems/license-key-formatting)

# [Smallest Good Base](https://leetcode.com/problems/smallest-good-base)

# [Find Permutation](https://leetcode.com/problems/find-permutation)

# [Max Consecutive Ones](https://leetcode.com/problems/max-consecutive-ones)

# [Predict the Winner](https://leetcode.com/problems/predict-the-winner)

# [Max Consecutive Ones II](https://leetcode.com/problems/max-consecutive-ones-ii)

# [Zuma Game](https://leetcode.com/problems/zuma-game)

# missing

# [The Maze](https://leetcode.com/problems/the-maze)

# [Increasing Subsequences](https://leetcode.com/problems/increasing-subsequences)

# [Construct the Rectangle](https://leetcode.com/problems/construct-the-rectangle)

# [Reverse Pairs](https://leetcode.com/problems/reverse-pairs)

# [Target Sum](https://leetcode.com/problems/target-sum)

# [Teemo Attacking](https://leetcode.com/problems/teemo-attacking)

# [Next Greater Element I](https://leetcode.com/problems/next-greater-element-i)

# missing

# [Diagonal Traverse](https://leetcode.com/problems/diagonal-traverse)

# [The Maze III](https://leetcode.com/problems/the-maze-iii)

# [Keyboard Row](https://leetcode.com/problems/keyboard-row)

# [Find Mode in Binary Search Tree](https://leetcode.com/problems/find-mode-in-binary-search-tree)

# [IPO](https://leetcode.com/problems/ipo)

# [Next Greater Element II](https://leetcode.com/problems/next-greater-element-ii)

# [Base 7](https://leetcode.com/problems/base-7)

# [The Maze II](https://leetcode.com/problems/the-maze-ii)

# [Relative Ranks](https://leetcode.com/problems/relative-ranks)

# [Perfect Number](https://leetcode.com/problems/perfect-number)

# [Most Frequent Subtree Sum](https://leetcode.com/problems/most-frequent-subtree-sum)

# missing

# missing

# missing

# missing

# [Find Bottom Left Tree Value](https://leetcode.com/problems/find-bottom-left-tree-value)

# [Freedom Trail](https://leetcode.com/problems/freedom-trail)

# [Find Largest Value in Each Tree Row](https://leetcode.com/problems/find-largest-value-in-each-tree-row)

# [Longest Palindromic Subsequence](https://leetcode.com/problems/longest-palindromic-subsequence)

# [Super Washing Machines](https://leetcode.com/problems/super-washing-machines)

# [Coin Change 2](https://leetcode.com/problems/coin-change-2)

# missing

# [Detect Capital](https://leetcode.com/problems/detect-capital)

# [Longest Uncommon Subsequence I](https://leetcode.com/problems/longest-uncommon-subsequence-i)

# [Longest Uncommon Subsequence II](https://leetcode.com/problems/longest-uncommon-subsequence-ii)

# [Continuous Subarray Sum](https://leetcode.com/problems/continuous-subarray-sum)

# [Longest Word in Dictionary through Deleting](https://leetcode.com/problems/longest-word-in-dictionary-through-deleting)

# [Contiguous Array](https://leetcode.com/problems/contiguous-array)

# [Beautiful Arrangement](https://leetcode.com/problems/beautiful-arrangement)

# [Word Abbreviation](https://leetcode.com/problems/word-abbreviation)

# missing

# [Minesweeper](https://leetcode.com/problems/minesweeper)

# [Minimum Absolute Difference in BST](https://leetcode.com/problems/minimum-absolute-difference-in-bst)

# [Lonely Pixel I](https://leetcode.com/problems/lonely-pixel-i)

# [K-diff Pairs in an Array](https://leetcode.com/problems/k-diff-pairs-in-an-array)

# [Lonely Pixel II](https://leetcode.com/problems/lonely-pixel-ii)

# [Design TinyURL](https://leetcode.com/problems/design-tinyurl)

# [Encode and Decode TinyURL](https://leetcode.com/problems/encode-and-decode-tinyurl)

# [Construct Binary Tree from String](https://leetcode.com/problems/construct-binary-tree-from-string)

# [Complex Number Multiplication](https://leetcode.com/problems/complex-number-multiplication)

# [Convert BST to Greater Tree](https://leetcode.com/problems/convert-bst-to-greater-tree)

# [Minimum Time Difference](https://leetcode.com/problems/minimum-time-difference)

# [Single Element in a Sorted Array](https://leetcode.com/problems/single-element-in-a-sorted-array)

# [Reverse String II](https://leetcode.com/problems/reverse-string-ii)

# [01 Matrix](https://leetcode.com/problems/01-matrix)

# [Diameter of Binary Tree](https://leetcode.com/problems/diameter-of-binary-tree)

# [Output Contest Matches](https://leetcode.com/problems/output-contest-matches)

# [Boundary of Binary Tree](https://leetcode.com/problems/boundary-of-binary-tree)

# [Remove Boxes](https://leetcode.com/problems/remove-boxes)

# [Friend Circles](https://leetcode.com/problems/friend-circles)

# [Split Array with Equal Sum](https://leetcode.com/problems/split-array-with-equal-sum)

# [Binary Tree Longest Consecutive Sequence II](https://leetcode.com/problems/binary-tree-longest-consecutive-sequence-ii)

# missing

# [Student Attendance Record I](https://leetcode.com/problems/student-attendance-record-i)

# [Student Attendance Record II](https://leetcode.com/problems/student-attendance-record-ii)

# [Optimal Division](https://leetcode.com/problems/optimal-division)

# [Brick Wall](https://leetcode.com/problems/brick-wall)

# [Split Concatenated Strings](https://leetcode.com/problems/split-concatenated-strings)

# [Next Greater Element III](https://leetcode.com/problems/next-greater-element-iii)

# [Reverse Words in a String III](https://leetcode.com/problems/reverse-words-in-a-string-iii)

# missing

# missing

# [Subarray Sum Equals K](https://leetcode.com/problems/subarray-sum-equals-k)

# [Array Partition I](https://leetcode.com/problems/array-partition-i)

# [Longest Line of Consecutive One in Matrix](https://leetcode.com/problems/longest-line-of-consecutive-one-in-matrix)

# [Binary Tree Tilt](https://leetcode.com/problems/binary-tree-tilt)

# [Find the Closest Palindrome](https://leetcode.com/problems/find-the-closest-palindrome)

# missing

# [Reshape the Matrix](https://leetcode.com/problems/reshape-the-matrix)

# [Permutation in String](https://leetcode.com/problems/permutation-in-string)

# [Maximum Vacation Days](https://leetcode.com/problems/maximum-vacation-days)

# [Median Employee Salary](https://leetcode.com/problems/median-employee-salary)

# [Managers with at Least 5 Direct Reports](https://leetcode.com/problems/managers-with-at-least-5-direct-reports)

# [Find Median Given Frequency of Numbers](https://leetcode.com/problems/find-median-given-frequency-of-numbers)

# [Subtree of Another Tree](https://leetcode.com/problems/subtree-of-another-tree)

# [Squirrel Simulation](https://leetcode.com/problems/squirrel-simulation)

# [Winning Candidate](https://leetcode.com/problems/winning-candidate)

# [Distribute Candies](https://leetcode.com/problems/distribute-candies)

# [Out of Boundary Paths](https://leetcode.com/problems/out-of-boundary-paths)

# [Employee Bonus](https://leetcode.com/problems/employee-bonus)

# [Get Highest Answer Rate Question](https://leetcode.com/problems/get-highest-answer-rate-question)

# [Find Cumulative Salary of an Employee](https://leetcode.com/problems/find-cumulative-salary-of-an-employee)

# [Count Student Number in Departments](https://leetcode.com/problems/count-student-number-in-departments)

# [Shortest Unsorted Continuous Subarray](https://leetcode.com/problems/shortest-unsorted-continuous-subarray)

# [Kill Process](https://leetcode.com/problems/kill-process)

# [Delete Operation for Two Strings](https://leetcode.com/problems/delete-operation-for-two-strings)

# [Find Customer Referee](https://leetcode.com/problems/find-customer-referee)

# [Investments in 2016](https://leetcode.com/problems/investments-in-2016)

# [Customer Placing the Largest Number of Orders](https://leetcode.com/problems/customer-placing-the-largest-number-of-orders)

# [Erect the Fence](https://leetcode.com/problems/erect-the-fence)

# [Design In-Memory File System](https://leetcode.com/problems/design-in-memory-file-system)

# missing

# missing

# [Tag Validator](https://leetcode.com/problems/tag-validator)

# [Fraction Addition and Subtraction](https://leetcode.com/problems/fraction-addition-and-subtraction)

# [Valid Square](https://leetcode.com/problems/valid-square)

# [Longest Harmonious Subsequence](https://leetcode.com/problems/longest-harmonious-subsequence)

# [Big Countries](https://leetcode.com/problems/big-countries)

# [Classes More Than 5 Students](https://leetcode.com/problems/classes-more-than-5-students)

# [Friend Requests I: Overall Acceptance Rate](https://leetcode.com/problems/friend-requests-i-overall-acceptance-rate)

# [Range Addition II](https://leetcode.com/problems/range-addition-ii)

# [Minimum Index Sum of Two Lists](https://leetcode.com/problems/minimum-index-sum-of-two-lists)

# [Non-negative Integers without Consecutive Ones](https://leetcode.com/problems/non-negative-integers-without-consecutive-ones)

# [Human Traffic of Stadium](https://leetcode.com/problems/human-traffic-of-stadium)

# [Friend Requests II: Who Has the Most Friends](https://leetcode.com/problems/friend-requests-ii-who-has-the-most-friends)

# [Consecutive Available Seats](https://leetcode.com/problems/consecutive-available-seats)

# [Design Compressed String Iterator](https://leetcode.com/problems/design-compressed-string-iterator)

# [Can Place Flowers](https://leetcode.com/problems/can-place-flowers)

# [Construct String from Binary Tree](https://leetcode.com/problems/construct-string-from-binary-tree)

# [Sales Person](https://leetcode.com/problems/sales-person)

# [Tree Node](https://leetcode.com/problems/tree-node)

# [Find Duplicate File in System](https://leetcode.com/problems/find-duplicate-file-in-system)

# [Triangle Judgement](https://leetcode.com/problems/triangle-judgement)

# [Valid Triangle Number](https://leetcode.com/problems/valid-triangle-number)

# [Shortest Distance in a Plane](https://leetcode.com/problems/shortest-distance-in-a-plane)

# [Shortest Distance in a Line](https://leetcode.com/problems/shortest-distance-in-a-line)

# [Second Degree Follower](https://leetcode.com/problems/second-degree-follower)

# [Average Salary: Departments VS Company](https://leetcode.com/problems/average-salary-departments-vs-company)

# [Add Bold Tag in String](https://leetcode.com/problems/add-bold-tag-in-string)

# [Merge Two Binary Trees](https://leetcode.com/problems/merge-two-binary-trees)

# [Students Report By Geography](https://leetcode.com/problems/students-report-by-geography)

# [Biggest Single Number](https://leetcode.com/problems/biggest-single-number)

# [Not Boring Movies](https://leetcode.com/problems/not-boring-movies)

# [Task Scheduler](https://leetcode.com/problems/task-scheduler)

Given a char array representing tasks CPU need to do. It contains capital letters A to Z where different letters represent different tasks.Tasks could be done without original order. Each task could be done in one interval. For each interval, CPU could finish one task or just be idle.

However, there is a non-negative cooling interval **n** that means between two **same tasks**, there must be at least n intervals that CPU are doing different tasks or just be idle.

You need to return the **least** number of intervals the CPU will take to finish all the given tasks.

**Example 1:**

**Input:** tasks = ["A","A","A","B","B","B"], n = 2

**Output:** 8

**Explanation:** A -> B -> idle -> A -> B -> idle -> A -> B.

**Note:**

1. The number of tasks is in the range [1, 10000].
2. The integer n is in the range [0, 100].

**public** **class** Solution {

**public** **int** leastInterval(**char**[] tasks, **int** n) {

**int**[] map = **new** **int**[26];

**for** (**char** c : tasks)

map[c - 'A']++;

Arrays.*sort*(map);

**int** time = 0;

**while** (map[25] > 0) {

**int** i = 0;

**while** (i <= n) {

**if** (map[25] == 0)

**break**;

**if** (i < 26 && map[25 - i] > 0)

map[25 - i]--;

time++;

i++;

}

Arrays.*sort*(map);

}

**return** time;

}

}

思路：尽量使用别的（数量多的）任务填充idle空缺，如果没有更多任务则idle。每次填完一个周期，重新排序，重复弄直到没有任务。

# missing

# [Add One Row to Tree](https://leetcode.com/problems/add-one-row-to-tree)

# [Maximum Distance in Arrays](https://leetcode.com/problems/maximum-distance-in-arrays)

# [Minimum Factorization](https://leetcode.com/problems/minimum-factorization)

# [Exchange Seats](https://leetcode.com/problems/exchange-seats)

# [Swap Salary](https://leetcode.com/problems/swap-salary)

# [Maximum Product of Three Numbers](https://leetcode.com/problems/maximum-product-of-three-numbers)

# [K Inverse Pairs Array](https://leetcode.com/problems/k-inverse-pairs-array)

# [Course Schedule III](https://leetcode.com/problems/course-schedule-iii)

# [Design Excel Sum Formula](https://leetcode.com/problems/design-excel-sum-formula)

Your task is to design the basic function of Excel and implement the function of sum formula. Specifically, you need to implement the following functions:

Excel(int H, char W): This is the constructor. The inputs represents the height and width of the Excel form. **H** is a positive integer, range from 1 to 26. It represents the height. **W** is a character range from 'A' to 'Z'. It represents that the width is the number of characters from 'A' to **W**. The Excel form content is represented by a height \* width 2D integer array C, it should be initialized to zero. You should assume that the first row of C starts from 1, and the first column of C starts from 'A'.

void Set(int row, char column, int val): Change the value at C(row, column) to be val.

int Get(int row, char column): Return the value at C(row, column).

int Sum(int row, char column, List of Strings : numbers): This function calculate and set the value at C(row, column), where the value should be the sum of cells represented by numbers. This function return the sum result at C(row, column). This sum formula should exist until this cell is overlapped by another value or another sum formula.

numbers is a list of strings that each string represent a cell or a range of cells. If the string represent a single cell, then it has the following format : ColRow. For example, "F7" represents the cell at (7, F).

If the string represent a range of cells, then it has the following format : ColRow1:ColRow2. The range will always be a rectangle, and ColRow1 represent the position of the top-left cell, and ColRow2 represents the position of the bottom-right cell.

**Example 1:**

Excel(3,"C");

// construct a 3\*3 2D array with all zero.

// A B C

// 1 0 0 0

// 2 0 0 0

// 3 0 0 0

Set(1, "A", 2);

// set C(1,"A") to be 2.

// A B C

// 1 2 0 0

// 2 0 0 0

// 3 0 0 0

Sum(3, "C", ["A1", "A1:B2"]);

// set C(3,"C") to be the sum of value at C(1,"A") and the values sum of the rectangle range whose top-left cell is C(1,"A") and bottom-right cell is C(2,"B"). Return 4.

// A B C

// 1 2 0 0

// 2 0 0 0

// 3 0 0 4

Set(2, "B", 2);

// set C(2,"B") to be 2. Note C(3, "C") should also be changed.

// A B C

// 1 2 0 0

// 2 0 2 0

// 3 0 0 6

**Note:**

1. You could assume that there won't be any circular sum reference. For example, A1 = sum(B1) and B1 = sum(A1).
2. The test cases are using double-quotes to represent a character.
3. Please remember to **RESET** your class variables declared in class Excel, as static/class variables are **persisted across multiple test cases**. Please see [here](https://leetcode.com/faq/#different-output) for more details.

**public** **class** Excel {

Formula[][] Formulas;

**class** Formula {

Formula(HashMap<String, Integer> c, **int** v) {

val = v;

cells = c;

}

HashMap<String, Integer> cells;

**int** val;

}

Stack<**int**[]> stack = **new** Stack<>();

**public** Excel(**int** H, **char** W) {

Formulas = **new** Formula[H][(W - 'A') + 1];

}

**public** **int** get(**int** r, **char** c) {

**if** (Formulas[r - 1][c - 'A'] == **null**)

**return** 0;

**return** Formulas[r - 1][c - 'A'].val;

}

**public** **void** set(**int** r, **char** c, **int** v) {

Formulas[r - 1][c - 'A'] = **new** Formula(**new** HashMap<String, Integer>(),

v);

topologicalSort(r - 1, c - 'A');

execute\_stack();

}

**public** **int** sum(**int** r, **char** c, String[] strs) {

HashMap<String, Integer> cells = convert(strs);

**int** summ = calculate\_sum(r - 1, c - 'A', cells);

set(r, c, summ);

Formulas[r - 1][c - 'A'] = **new** Formula(cells, summ);

**return** summ;

}

**public** **void** topologicalSort(**int** r, **int** c) {

**for** (**int** i = 0; i < Formulas.length; i++)

**for** (**int** j = 0; j < Formulas[0].length; j++)

**if** (Formulas[i][j] != **null** && Formulas[i][j].cells

.containsKey("" + (**char**) ('A' + c) + (r + 1))) {

topologicalSort(i, j);

}

stack.push(**new** **int**[] { r, c });

}

**public** **void** execute\_stack() {

**while** (!stack.isEmpty()) {

**int**[] top = stack.pop();

**if** (Formulas[top[0]][top[1]].cells.size() > 0)

calculate\_sum(top[0], top[1], Formulas[top[0]][top[1]].cells);

}

}

**public** HashMap<String, Integer> convert(String[] strs) {

HashMap<String, Integer> res = **new** HashMap<>();

**for** (String st : strs) {

**if** (st.indexOf(":") < 0)

res.put(st, res.getOrDefault(st, 0) + 1);

**else** {

String[] cells = st.split(":");

**int** si = Integer.*parseInt*(cells[0].substring(1)),

ei = Integer.*parseInt*(cells[1].substring(1));

**char** sj = cells[0].charAt(0), ej = cells[1].charAt(0);

**for** (**int** i = si; i <= ei; i++) {

**for** (**char** j = sj; j <= ej; j++) {

res.put("" + j + i,

res.getOrDefault("" + j + i, 0) + 1);

}

}

}

}

**return** res;

}

**public** **int** calculate\_sum(**int** r, **int** c, HashMap<String, Integer> cells) {

**int** sum = 0;

**for** (String s : cells.keySet()) {

**int** x = Integer.*parseInt*(s.substring(1)) - 1, y = s.charAt(0) - 'A';

sum += (Formulas[x][y] != **null** ? Formulas[x][y].val : 0)

\* cells.get(s);

}

Formulas[r][c] = **new** Formula(cells, sum);

**return** sum;

}

}

思路：用一个矩阵存所有的格子，每个格子里存Formula（包括依赖的格子Map和该格子的值）。当设置或更新某个格子时，拓扑法从更新格子开始，遍历所有格子，依层找到所有需要更新的格子，依次（借Stack反向）更新值。

# [Smallest Range](https://leetcode.com/problems/smallest-range)

# [Sum of Square Numbers](https://leetcode.com/problems/sum-of-square-numbers)

# [Find the Derangement of An Array](https://leetcode.com/problems/find-the-derangement-of-an-array)

# [Design Log Storage System](https://leetcode.com/problems/design-log-storage-system)

# [Exclusive Time of Functions](https://leetcode.com/problems/exclusive-time-of-functions)

# [Average of Levels in Binary Tree](https://leetcode.com/problems/average-of-levels-in-binary-tree)

# [Shopping Offers](https://leetcode.com/problems/shopping-offers)

# [Decode Ways II](https://leetcode.com/problems/decode-ways-ii)

# [Solve the Equation](https://leetcode.com/problems/solve-the-equation)

# missing

# [Design Search Autocomplete System](https://leetcode.com/problems/design-search-autocomplete-system)

# [Maximum Average Subarray I](https://leetcode.com/problems/maximum-average-subarray-i)

# [Maximum Average Subarray II](https://leetcode.com/problems/maximum-average-subarray-ii)

# [Set Mismatch](https://leetcode.com/problems/set-mismatch)

# [Maximum Length of Pair Chain](https://leetcode.com/problems/maximum-length-of-pair-chain)

# [Palindromic Substrings](https://leetcode.com/problems/palindromic-substrings)

# [Replace Words](https://leetcode.com/problems/replace-words)

# [Dota2 Senate](https://leetcode.com/problems/dota2-senate)

# [2 Keys Keyboard](https://leetcode.com/problems/2-keys-keyboard)

# [4 Keys Keyboard](https://leetcode.com/problems/4-keys-keyboard)

# [Find Duplicate Subtrees](https://leetcode.com/problems/find-duplicate-subtrees)

# [Two Sum IV - Input is a BST](https://leetcode.com/problems/two-sum-iv-input-is-a-bst)

# [Maximum Binary Tree](https://leetcode.com/problems/maximum-binary-tree)

# [Print Binary Tree](https://leetcode.com/problems/print-binary-tree)

# [Coin Path](https://leetcode.com/problems/coin-path)

# [Judge Route Circle](https://leetcode.com/problems/judge-route-circle)

# [Find K Closest Elements](https://leetcode.com/problems/find-k-closest-elements)

# [Split Array into Consecutive Subsequences](https://leetcode.com/problems/split-array-into-consecutive-subsequences)

# [Remove 9](https://leetcode.com/problems/remove-9)

# [Image Smoother](https://leetcode.com/problems/image-smoother)

# [Maximum Width of Binary Tree](https://leetcode.com/problems/maximum-width-of-binary-tree)

# [Equal Tree Partition](https://leetcode.com/problems/equal-tree-partition)

# [Strange Printer](https://leetcode.com/problems/strange-printer)

# [Non-decreasing Array](https://leetcode.com/problems/non-decreasing-array)

# [Path Sum IV](https://leetcode.com/problems/path-sum-iv)

# [Beautiful Arrangement II](https://leetcode.com/problems/beautiful-arrangement-ii)

# [Kth Smallest Number in Multiplication Table](https://leetcode.com/problems/kth-smallest-number-in-multiplication-table)

# [Trim a Binary Search Tree](https://leetcode.com/problems/trim-a-binary-search-tree)

# [Maximum Swap](https://leetcode.com/problems/maximum-swap)

# [Second Minimum Node In a Binary Tree](https://leetcode.com/problems/second-minimum-node-in-a-binary-tree)

# [Bulb Switcher II](https://leetcode.com/problems/bulb-switcher-ii)

# [Number of Longest Increasing Subsequence](https://leetcode.com/problems/number-of-longest-increasing-subsequence)

# [Longest Continuous Increasing Subsequence](https://leetcode.com/problems/longest-continuous-increasing-subsequence)

# [Cut Off Trees for Golf Event](https://leetcode.com/problems/cut-off-trees-for-golf-event)

# [Implement Magic Dictionary](https://leetcode.com/problems/implement-magic-dictionary)

# [Map Sum Pairs](https://leetcode.com/problems/map-sum-pairs)

# [Valid Parenthesis String](https://leetcode.com/problems/valid-parenthesis-string)

# [24 Game](https://leetcode.com/problems/24-game)

# [Valid Palindrome II](https://leetcode.com/problems/valid-palindrome-ii)

# [Next Closest Time](https://leetcode.com/problems/next-closest-time)

# [Baseball Game](https://leetcode.com/problems/baseball-game)

# [K Empty Slots](https://leetcode.com/problems/k-empty-slots)

There is a garden with N slots. In each slot, there is a flower. The N flowers will bloom one by one in N days. In each day, there will be exactly one flower blooming and it will be in the status of blooming since then.

Given an array flowers consists of number from 1 to N. Each number in the array represents the place where the flower will open in that day.

For example, flowers[i] = x means that the unique flower that blooms at day i will be at position x, where i and x will be in the range from 1 to N.

Also given an integer k, you need to output in which day there exists two flowers in the status of blooming, and also the number of flowers between them is k and these flowers are not blooming.

If there isn't such day, output -1.

**Example 1:**

**Input:**

flowers: [1,3,2]

k: 1

**Output:** 2

**Explanation:** In the second day, the first and the third flower have become blooming.

**Example 2:**

**Input:**

flowers: [1,2,3]

k: 1

**Output:** -1

**Note:**

1. The given array will be in the range [1, 20000].

**class** Solution {

**public** **int** kEmptySlots(**int**[] flowers, **int** k) {

**int**[] days = **new** **int**[flowers.length];

**for** (**int** i = 0; i < flowers.length; i++) {

days[flowers[i] - 1] = i + 1;

}

MinQueue<Integer> window = **new** MinQueue<>();

**int** ans = days.length;

**for** (**int** i = 0; i < days.length; i++) {

**int** day = days[i];

window.addLast(day);

**if** (k <= i && i < days.length - 1) {

window.pollFirst();

**if** (k == 0 || days[i - k] < window.min()

&& days[i + 1] < window.min()) {

ans = Math.*min*(ans, Math.*max*(days[i - k], days[i + 1]));

}

}

}

**return** ans < days.length ? ans : -1;

}

}

**class** MinQueue<E **extends** Comparable<E>> **extends** ArrayDeque<E> {

**private** **static** **final** **long** ***serialVersionUID*** = 1L;

Deque<E> mins;

**public** MinQueue() {

mins = **new** ArrayDeque<E>();

}

@Override

**public** **void** addLast(E x) {

**super**.addLast(x);

**while** (mins.peekLast() != **null** && x.compareTo(mins.peekLast()) < 0) {

mins.pollLast();

}

mins.addLast(x);

}

@Override

**public** E pollFirst() {

E x = **super**.pollFirst();

**if** (x == mins.peekFirst())

mins.pollFirst();

**return** x;

}

**public** E min() {

**return** mins.peekFirst();

}

}

思路：问题给出的是第i天开放的花的位置x（一个数组），而求解问题需要位置x到第i天开花，所以先做一个数组转换。转换后问题就变成了在新数组中找到两个位置i,j，使得它们之间的元素数量为k，且都大于这两个位置的值，使用sliding window，普通队列中维持一个最小值队列，进出时更新最小值队列。

# [Redundant Connection](https://leetcode.com/problems/redundant-connection)

# [Redundant Connection II](https://leetcode.com/problems/redundant-connection-ii)

# [Repeated String Match](https://leetcode.com/problems/repeated-string-match)

# [Longest Univalue Path](https://leetcode.com/problems/longest-univalue-path)

# [Knight Probability in Chessboard](https://leetcode.com/problems/knight-probability-in-chessboard)

# [Maximum Sum of 3 Non-Overlapping Subarrays](https://leetcode.com/problems/maximum-sum-of-3-non-overlapping-subarrays)

# [Employee Importance](https://leetcode.com/problems/employee-importance)

# [Stickers to Spell Word](https://leetcode.com/problems/stickers-to-spell-word)

# [Top K Frequent Words](https://leetcode.com/problems/top-k-frequent-words)

# [Binary Number with Alternating Bits](https://leetcode.com/problems/binary-number-with-alternating-bits)

# [Number of Distinct Islands](https://leetcode.com/problems/number-of-distinct-islands)

# [Max Area of Island](https://leetcode.com/problems/max-area-of-island)

# [Count Binary Substrings](https://leetcode.com/problems/count-binary-substrings)

# [Degree of an Array](https://leetcode.com/problems/degree-of-an-array)

# [Partition to K Equal Sum Subsets](https://leetcode.com/problems/partition-to-k-equal-sum-subsets)

# [Falling Squares](https://leetcode.com/problems/falling-squares)

# missing

# missing

# missing

# missing

# missing

# missing

# missing

# missing

# missing

# missing

# missing

# [Number of Distinct Islands II](https://leetcode.com/problems/number-of-distinct-islands-ii)

# [Minimum ASCII Delete Sum for Two Strings](https://leetcode.com/problems/minimum-ascii-delete-sum-for-two-strings)

# [Subarray Product Less Than K](https://leetcode.com/problems/subarray-product-less-than-k)

# [Best Time to Buy and Sell Stock with Transaction Fee](https://leetcode.com/problems/best-time-to-buy-and-sell-stock-with-transaction-fee)

# [Range Module](https://leetcode.com/problems/range-module)

# [Max Stack](https://leetcode.com/problems/max-stack)

# [1-bit and 2-bit Characters](https://leetcode.com/problems/1-bit-and-2-bit-characters)

# [Maximum Length of Repeated Subarray](https://leetcode.com/problems/maximum-length-of-repeated-subarray)

# [Find K-th Smallest Pair Distance](https://leetcode.com/problems/find-k-th-smallest-pair-distance)

# [Longest Word in Dictionary](https://leetcode.com/problems/longest-word-in-dictionary)

# [Accounts Merge](https://leetcode.com/problems/accounts-merge)

# [Remove Comments](https://leetcode.com/problems/remove-comments)

# [Candy Crush](https://leetcode.com/problems/candy-crush)

# [Find Pivot Index](https://leetcode.com/problems/find-pivot-index)

Given an array of integers nums, write a method that returns the "pivot" index of this array.

We define the pivot index as the index where the sum of the numbers to the left of the index is equal to the sum of the numbers to the right of the index.

If no such index exists, we should return -1. If there are multiple pivot indexes, you should return the left-most pivot index.

**Example 1:**

**Input:**

nums = [1, 7, 3, 6, 5, 6]

**Output:** 3

**Explanation:**

The sum of the numbers to the left of index 3 (nums[3] = 6) is equal to the sum of numbers to the right of index 3.

Also, 3 is the first index where this occurs.

**Example 2:**

**Input:**

nums = [1, 2, 3]

**Output:** -1

**Explanation:**

There is no index that satisfies the conditions in the problem statement.

**Note:**

 The length of nums will be in the range [0, 10000].

 Each element nums[i] will be an integer in the range [-1000, 1000].

**class** Solution {

**public** **int** pivotIndex(**int**[] nums) {

**int** sum = 0, leftsum = 0;

**for** (**int** x: nums) sum += x;

**for** (**int** i = 0; i < nums.length; ++i) {

**if** (leftsum == sum - leftsum - nums[i]) **return** i;

leftsum += nums[i];

}

**return** -1;

}

}

思路：只需判断第一位置左面和右面的和是否相等，左面可以累加，而右面是总和-当前值-左面的和。先求总和，后逐一遍历所有位置即可判断是否有这样的位置，并返回从左到右最早碰到Index。

# [Split Linked List in Parts](https://leetcode.com/problems/split-linked-list-in-parts)

Given a (singly) linked list with head node root, write a function to split the linked list into k consecutive linked list "parts".

The length of each part should be as equal as possible: no two parts should have a size differing by more than 1. This may lead to some parts being null.

The parts should be in order of occurrence in the input list, and parts occurring earlier should always have a size greater than or equal parts occurring later.

Return a List of ListNode's representing the linked list parts that are formed.

Examples 1->2->3->4, k = 5 // 5 equal parts [ [1], [2], [3], [4], null ]

**Example 1:**

**Input:**

root = [1, 2, 3], k = 5

**Output:** [[1],[2],[3],[],[]]

**Explanation:**

The input and each element of the output are ListNodes, not arrays.

For example, the input root has root.val = 1, root.next.val = 2, \root.next.next.val = 3, and root.next.next.next = null.

The first element output[0] has output[0].val = 1, output[0].next = null.

The last element output[4] is null, but it's string representation as a ListNode is [].

**Example 2:**

**Input:**

root = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10], k = 3

**Output:** [[1, 2, 3, 4], [5, 6, 7], [8, 9, 10]]

**Explanation:**

The input has been split into consecutive parts with size difference at most 1, and earlier parts are a larger size than the later parts.

**Note:**

 The length of root will be in the range [0, 1000].

 Each value of a node in the input will be an integer in the range [0, 999].

 k will be an integer in the range [1, 50].

**class** Solution {

**public** ListNode[] splitListToParts(ListNode root, **int** k) {

ListNode cur = root;

**int** n = 0;

**while**(cur != **null**) {

++n;

cur = cur.next;

}

ListNode[] r = **new** ListNode[k];

**int** m = n/k;

**int** j = n%k;

cur = root;

ListNode last = **null**;

**for**(**int** i=0;i<k;++i) {

**for**(**int** l = 0;l<m || i < j;++l) {

**if**(r[i] == **null**)

r[i] = cur;

last = cur;

cur = cur.next;

**if**(l == m)

**break**;

}

**if**(last != **null**)

last.next = **null**;

}

**return** r;

}

}

思路：1. n/k平均分配所有元素到各数组中，其中每个数组中元素数一致，对于余数j=n%k，则平均分配到前j个数组中。可以利用链表特性，也可以新建一个等值的链接，这个Trade off可以与面试官讨论。

# [Number of Atoms](https://leetcode.com/problems/number-of-atoms)

Given a chemical formula (given as a string), return the count of each atom.

An atomic element always starts with an uppercase character, then zero or more lowercase letters, representing the name.

1 or more digits representing the count of that element may follow if the count is greater than 1. If the count is 1, no digits will follow. For example, H2O and H2O2 are possible, but H1O2 is impossible.

Two formulas concatenated together produce another formula. For example, H2O2He3Mg4 is also a formula.

A formula placed in parentheses, and a count (optionally added) is also a formula. For example, (H2O2) and (H2O2)3 are formulas.

Given a formula, output the count of all elements as a string in the following form: the first name (in sorted order), followed by its count (if that count is more than 1), followed by the second name (in sorted order), followed by its count (if that count is more than 1), and so on.

**Example 1:**

**Input:**

formula = "H2O"

**Output:** "H2O"

**Explanation:**

The count of elements are {'H': 2, 'O': 1}.

**Example 2:**

**Input:**

formula = "Mg(OH)2"

**Output:** "H2MgO2"

**Explanation:**

The count of elements are {'H': 2, 'Mg': 1, 'O': 2}.

**Example 3:**

**Input:**

formula = "K4(ON(SO3)2)2"

**Output:** "K4N2O14S4"

**Explanation:**

The count of elements are {'K': 4, 'N': 2, 'O': 14, 'S': 4}.

**Note:**

 All atom names consist of lowercase letters, except for the first character which is uppercase.

 The length of formula will be in the range [1, 1000].

 formula will only consist of letters, digits, and round parentheses, and is a valid formula as defined in the problem.

**class** Solution {

**public** String countOfAtoms(String formula) {

**int** n = formula.length();

Stack<Map<String, Integer>> stack = **new** Stack<Map<String, Integer>>();

stack.push(**new** TreeMap<String, Integer>());

**for** (**int** i = 0; i < n;) {

**if** (formula.charAt(i) == '(') {

stack.push(**new** TreeMap<String, Integer>());

i++;

} **else** **if** (formula.charAt(i) == ')') {

Map<String, Integer> top = stack.pop();

**int** iStart = i++, multiplicity = 1;

**while** (i < n && Character.*isDigit*(formula.charAt(i)))

i++;

**if** (i > iStart)

multiplicity = Integer

.*parseInt*(formula.substring(iStart + 1, i));

**for** (String c : top.keySet()) {

**int** v = top.get(c);

stack.peek().put(c,

stack.peek().getOrDefault(c, 0) + v \* multiplicity);

}

} **else** {

**int** iStart = i++;

**while** (i < n && Character.*isLowerCase*(formula.charAt(i)))

i++;

String name = formula.substring(iStart, i);

iStart = i;

**while** (i < n && Character.*isDigit*(formula.charAt(i)))

i++;

**int** multiplicity = i > iStart

? Integer.*parseInt*(formula.substring(iStart, i)) : 1;

stack.peek().put(name,

stack.peek().getOrDefault(name, 0) + multiplicity);

}

}

StringBuilder ans = **new** StringBuilder();

**for** (String name : stack.peek().keySet()) {

ans.append(name);

**int** multiplicity = stack.peek().get(name);

**if** (multiplicity > 1)

ans.append(multiplicity);

}

**return** **new** String(ans);

}

}

思路：如果没有括号，则每一个大写开头的字母组都是一个原子，其后如果跟随数值就是它的值。对括号的处理和四则运算类似（栈），只是内部的所有项的数值都要乘括号紧跟的数（如果有）。利用TreeMap对原子排序。

# [Minimum Window Subsequence](https://leetcode.com/problems/minimum-window-subsequence)

Given strings S and T, find the minimum (contiguous) **substring** W of S, so that T is a **subsequence** of W.

If there is no such window in S that covers all characters in T, return the empty string "". If there are multiple such minimum-length windows, return the one with the left-most starting index.

**Example 1:**

**Input:**

S = "abcdebdde", T = "bde"

**Output:** "bcde"

**Explanation:**

"bcde" is the answer because it occurs before "bdde" which has the same length.

"deb" is not a smaller window because the elements of T in the window must occur in order.

**Note:**

 All the strings in the input will only contain lowercase letters.

 The length of S will be in the range [1, 20000].

 The length of T will be in the range [1, 100].

**class** Solution {

String result = "";

**public** String minWindow(String S, String T) {

Map<Character,List<Integer>> indexMap = **new** HashMap<Character,List<Integer>>();

**for**(**int** i = 0;i < S.length(); ++i) {

**char** sc = S.charAt(i);

**if**(T.contains(String.*valueOf*(sc))) {

List<Integer> indexList = indexMap.getOrDefault(sc, **new** ArrayList<Integer>());

indexList.add(i);

indexMap.put(sc, indexList);

}

}

**for**(**char** tc: T.toCharArray()) {

**if**(!indexMap.containsKey(tc))

**return** result;

List<Integer> indexList = indexMap.get(tc);

Collections.*sort*(indexList);

indexMap.put(tc, indexList);

}

List<Integer> lastIndice = indexMap.get(T.charAt(T.length() - 1));

**for**(**int** i = lastIndice.size() - 1; i >=0; --i) {

findPre(indexMap, T.length() - 2, T, lastIndice.get(i), lastIndice.get(i), S);

}

**return** result;

}

**private** **boolean** findPre(Map<Character, List<Integer>> indexMap, **int** j,

String T, **int** index, **int** lastIndex, String S) {

**if**(j == -1) {

**if**(result.length() == 0 || (lastIndex - index + 1 <= result.length())) {

result = S.substring(index, lastIndex + 1);

**return** **true**;

}

**return** **false**;

}

List<Integer> lastIndice = indexMap.get(T.charAt(j));

**for**(**int** i = lastIndice.size() - 1; i >=0; --i) {

**if**(lastIndice.get(i) < index)

**if**(!findPre(indexMap, j - 1, T, lastIndice.get(i), lastIndex, S))

**return** **false**;

}

**return** **false**;

}

}

思路：把在S中出现的所有来自T中的char及其Index全部存入Map，取T中最后一个char的最大的Index（然后取次大），然后向前找倒数第二个char的最大可能（小于最后一个的Index），依次进行直接所有T的字母都都用完，这就是相对最后一个char的局部最优解。再从局部最优中选择全局最优。

# [Self Dividing Numbers](https://leetcode.com/problems/self-dividing-numbers)

A *self-dividing number* is a number that is divisible by every digit it contains.

For example, 128 is a self-dividing number because 128 % 1 == 0, 128 % 2 == 0, and 128 % 8 == 0.

Also, a self-dividing number is not allowed to contain the digit zero.

Given a lower and upper number bound, output a list of every possible self dividing number, including the bounds if possible.

**Example 1:**

**Input:**

left = 1, right = 22

**Output:** [1, 2, 3, 4, 5, 6, 7, 8, 9, 11, 12, 15, 22]

**Note:**

 The boundaries of each input argument are 1 <= left <= right <= 10000.

**class** Solution {

**public** List<Integer> selfDividingNumbers(**int** left, **int** right) {

List<Integer> r = **new** ArrayList<Integer>();

**for** (**int** i = left; i <= right; ++i) {

**if** (*isSelfDNum*(i))

r.add(i);

}

**return** r;

}

**private** **static** **boolean** isSelfDNum(**int** i) {

**int** o = i;

**while** (i > 0) {

**int** c = i % 10;

**if** (c == 0 || o % c != 0)

**return** **false**;

i /= 10;

}

**return** **true**;

}

}

思路：暴力法，判断每个数是不是符合条件的。

# [My Calendar I](https://leetcode.com/problems/my-calendar-i)

Implement a MyCalendar class to store your events. A new event can be added if adding the event will not cause a double booking.

Your class will have the method, book(int start, int end). Formally, this represents a booking on the half open interval [start, end), the range of real numbers x such that start <= x < end.

A *double booking* happens when two events have some non-empty intersection (ie., there is some time that is common to both events.)

For each call to the method MyCalendar.book, return true if the event can be added to the calendar successfully without causing a double booking. Otherwise, return false and do not add the event to the calendar.

Your class will be called like this: MyCalendar cal = new MyCalendar(); MyCalendar.book(start, end)

**Example 1:**

MyCalendar();

MyCalendar.book(10, 20); // returns true

MyCalendar.book(15, 25); // returns false

MyCalendar.book(20, 30); // returns true

**Explanation:**

The first event can be booked. The second can't because time 15 is already booked by another event.

The third event can be booked, as the first event takes every time less than 20, but not including 20.

**Note:**

 The number of calls to MyCalendar.book per test case will be at most 1000.

 In calls to MyCalendar.book(start, end), start and end are integers in the range [0, 10^9].

**class** MyCalendar {

TreeMap<Integer, Integer> tm = **new** TreeMap<>();

**public** **boolean** book(**int** start, **int** end) {

Integer i = tm.lowerKey(end);

**if** (i != **null** && i >= start)

**return** **false**;

i = tm.lowerKey(start);

**if** (i != **null** && tm.get(i) > start)

**return** **false**;

tm.put(start, end);

**return** **true**;

}

}

思路：如果已经订过，则会有重合。用TreeMap排序Start位置，找到小于新会议结束点的第一个Start，看有没有重合。别忘记没有重合时把新会议加入。

# [Count Different Palindromic Subsequences](https://leetcode.com/problems/count-different-palindromic-subsequences)

Given a string S, find the number of different non-empty palindromic subsequences in S, and **return that number modulo 10^9 + 7.**

A subsequence of a string S is obtained by deleting 0 or more characters from S.

A sequence is palindromic if it is equal to the sequence reversed.

Two sequences A\_1, A\_2, ... and B\_1, B\_2, ... are different if there is some i for which A\_i != B\_i.

**Example 1:**

**Input:**

S = 'bccb'

**Output:** 6

**Explanation:**

The 6 different non-empty palindromic subsequences are 'b', 'c', 'bb', 'cc', 'bcb', 'bccb'.

Note that 'bcb' is counted only once, even though it occurs twice.

**Example 2:**

**Input:**

S = 'abcdabcdabcdabcdabcdabcdabcdabcddcbadcbadcbadcbadcbadcbadcbadcba'

**Output:** 104860361

**Explanation:**

There are 3104860382 different non-empty palindromic subsequences, which is 104860361 modulo 10^9 + 7.

**Note:**

 The length of S will be in the range [1, 1000].

 Each character S[i] will be in the set {'a', 'b', 'c', 'd'}.

**class** Solution {

**int** div = 1000000007;

**public** **int** countPalindromicSubsequences(String S) {

TreeSet[] characters = **new** TreeSet[26];

**int** len = S.length();

**for** (**int** i = 0; i < 26; i++)

characters[i] = **new** TreeSet<Integer>();

**for** (**int** i = 0; i < len; ++i) {

**int** c = S.charAt(i) - 'a';

characters[c].add(i);

}

Integer[][] dp = **new** Integer[len + 1][len + 1];

**return** memo(S, characters, dp, 0, len);

}

**public** **int** memo(String S, TreeSet<Integer>[] characters, Integer[][] dp,

**int** start, **int** end) {

**if** (start >= end)

**return** 0;

**if** (dp[start][end] != **null**)

**return** dp[start][end];

**long** ans = 0;

**for** (**int** i = 0; i < 26; i++) {

Integer new\_start = characters[i].ceiling(start);

Integer new\_end = characters[i].lower(end);

**if** (new\_start == **null** || new\_start >= end)

**continue**;

ans++;

**if** (new\_start != new\_end)

ans++;

ans += memo(S, characters, dp, new\_start + 1, new\_end);

}

dp[start][end] = (**int**) (ans % div);

**return** dp[start][end];

}

}