**МИНИСТЕРСТВО НАУКИ И ВЫСШЕГО ОБРАЗОВАНИЯ РФ**

**Федеральное государственное бюджетное образовательное учреждение высшего образования**

**«Московский Авиационный Институт»**

**(Национальный Исследовательский Университет)**

**Институт: №8 «Информационные технологии   
и прикладная математика»   
Кафедра: 806 «Вычислительная математика   
и программирование»**

Лабораторная работа № 2   
по курсу «Численные методы»

Группа: М8О-308Б-21

Студент: Белоносов К. А.

Преподаватель: Ревизников Д. Л.

Дата: 22.05.2024

Москва, 2024

**ОГЛАВЛЕНИЕ**

[1 Тема 3](#_Toc158983147)

[2 Задание 3](#_Toc158983148)

[3 Теория 4](#_Toc158983149)

[4 Ход лабораторной работы 5](#_Toc158983150)

[5 Выводы 6](#_Toc158983151)

# **Тема**

Методы решения нелинейных уравнений и систем нелинейных уравнений

# **Задание**

2.1. Реализовать методы простой итерации и Ньютона решения нелинейных уравнений в виде программ, задавая в качестве входных данных точность вычислений. С использованием разработанного программного обеспечения найти положительный корень нелинейного уравнения (начальное приближение определить графически). Проанализировать зависимость погрешности вычислений от количества итераций.
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2.2. Реализовать методы простой итерации и Ньютона решения систем нелинейных уравнений в виде программного кода, задавая в качестве входных данных точность вычислений. С использованием разработанного программного обеспечения решить систему нелинейных уравнений (при наличии нескольких решений найти то из них, в котором значения неизвестных являются положительными); начальное приближение определить графически. Проанализировать зависимость погрешности вычислений от количества итераций.
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# **Теория**

Численное решение нелинейных (алгебраических или трансцендентных) уравнений вида f(x) = 0 (2.1) заключается в нахождении значений x, удовлетворяющих (с заданной точностью) данному уравнению и состоит из следующих основных этапов:

1. Отделение (изоляция, локализация) корней уравнения.

2.Уточнение с помощью некоторого вычислительного алгоритма конкретного выделенного корня с заданной точностью.

Целью первого этапа является нахождение отрезков из области определения функции f(x) , внутри которых содержится только один корень решаемого уравнения. Иногда ограничиваются рассмотрением лишь какой-нибудь части области определения, вызывающей по тем или иным соображениям интерес. Для реализации данного этапа используются графические или аналитические способы.
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**Метод простой итерации.** При использовании метода простой итерации уравнение (2.1) заменяется эквивалентным уравнением с выделенным линейным членом x = ϕ(x) Решение ищется путем построения последовательности:

![](data:image/png;base64,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)

# **Х****од лабораторной работы**

Код был реализован на языке C++

2.1) Метод Ньютона и простой итерации для решения уравнения:

#ifndef SOLVING\_METHODS\_H

#define SOLVING\_METHODS\_H

#include <functional>

#include <stdexcept>

#include <utility>

#include <iostream>

#include "../lab1/Matrix.h"

using namespace numeric;

double find\_q(const std::function<double(double, double)>& phi\_d, double a, double b, double lambda) {

double q = -1e9;

double x = a;

while(x <= b) {

q = std::max(q, std::abs(phi\_d(x, lambda)));

x += 0.01;

}

return q;

}

double find\_q(

const numeric::Matrix<std::function<double(const std::vector<double>&)>>& phi\_d,

const std::vector<double>& a,

const std::vector<double>& b,

double step = 0.01

) {

if (a.size() != b.size() || a.size() == 0) {

throw std::invalid\_argument("Invalid dimension boundaries or empty boundaries provided.");

}

size\_t n = a.size();

std::vector<double> x(n);

double q = 0;

std::function<void(size\_t)> iterate = [&](size\_t dim) {

if (dim == n) {

numeric::Matrix<double> values(phi\_d.rows(), phi\_d.cols());

for (size\_t i = 0; i < phi\_d.rows(); ++i) {

for (size\_t j = 0; j < phi\_d.cols(); ++j) {

values[i][j] = std::abs(phi\_d[i][j](x));

}

}

for (size\_t i = 0; i < values.rows(); ++i) {

double row\_sum = 0;

for (size\_t j = 0; j < values.cols(); ++j) {

row\_sum += values[i][j];

}

q = std::max(q, row\_sum);

}

} else {

for (double v = a[dim]; v <= b[dim]; v += step) {

x[dim] = v;

iterate(dim + 1);

}

}

};

iterate(0);

return q;

}

double iterationMethod(const std::function<double(double, double)>& f, const std::function<double(double, double)>& f\_d, double a, double b, double x0, double lambda, double eps) {

double q = find\_q(f\_d, a, b, lambda);

if(q >= 1) {

std::cout << q << "\n";

throw std::invalid\_argument("Function is not valid");

}

double x\_cur = x0;

double continueIteration = 1.0;

int countOfIterations = 0;

do {

double x\_next = f(x\_cur, lambda);

continueIteration = q / (1.0 - q) \* std::abs(x\_next - x\_cur);

x\_cur = x\_next;

++countOfIterations;

} while (continueIteration > eps);

std::cout << "Iterations count: " << countOfIterations << "\n";

return x\_cur;

}

double newtonMethod(const std::function<double(double)>& f, const std::function<double(double)>& f\_d, const std::function<double(double)>& f\_dd,double a, double b, double eps) {

double x0 = a;

if (!(f(x0) \* f\_dd(x0) > eps)) {

x0 = b;

}

double x\_cur = x0;

double dx = 1.0;

int countOfIterations = 0;

do {

double x\_next = x\_cur - f(x\_cur) / f\_d(x\_cur);

dx = std::abs(x\_next - x\_cur);

x\_cur = x\_next;

++countOfIterations;

} while (dx > eps);

std::cout << "Iterations count: " << countOfIterations << "\n";

return x\_cur;

}

std::vector<double> iterationMethodSystem(

const std::vector<std::function<double(const std::vector<double>&)>>& F,

const numeric::Matrix<std::function<double(const std::vector<double>&)>>& J,

const std::vector<double>& initial\_guess,

const std::vector<double>& a,

const std::vector<double>& b,

double eps) {

std::vector<double> x = initial\_guess;

std::vector<double> x\_next = initial\_guess;

std::size\_t n = initial\_guess.size();

bool converged = true;

double q = find\_q(J, a, b);

if(q >= 1) {

std::cout << q << "\n";

throw std::invalid\_argument("Function is not valid");

}

while (converged) {

for (size\_t i = 0; i < n; ++i) {

x\_next[i] = F[i](x);

}

if (numeric::norm((q / (1.0 - q)) \* numeric::diffVector(x\_next, x)) < eps) {

converged = false;

}

x = x\_next;

}

return x;

}

std::vector<double> newtonMethodLU(

const std::vector<std::function<double(const std::vector<double>&)>>& F,

const Matrix<std::function<double(const std::vector<double>&)>>& J,

const std::vector<double>& initialGuess,

double eps

) {

std::vector<double> x = initialGuess;

size\_t n = x.size();

bool continueIteration = true;

while(continueIteration) {

std::vector<double> Fx(n);

for (size\_t i = 0; i < n; ++i) {

Fx[i] = F[i](x);

}

Matrix<double> Jx(n, n + 1);

for (size\_t i = 0; i < n; ++i) {

for (size\_t j = 0; j < n; ++j) {

Jx[i][j] = J[i][j](x);

}

Jx[i][n] = -Fx[i];

}

LUMatrix<double> lu(Jx);

Matrix<double> dx = lu.solve();

for (size\_t i = 0; i < n; ++i) {

x[i] += dx[0][i];

}

if (norm(dx[0]) < eps) {

continueIteration = false;

}

}

return x;

}

#endif //SOLVING\_METHODS\_H

Вывод работы программы:

Iteration method:

Iterations count: 86

0.0914981

Newton method:

Iterations count: 6

0.0914901

2.2) Метод Ньютона и простой итерации для решения системы уравнений:

#include "Solving\_methods.h"

#include "../lab1/Matrix.h"

#include <iostream>

#include <valarray>

using namespace std;

int main() {

vector<function<double(const std::vector<double>&)>> F(2);

F[0] = [](const std::vector<double>& x) {

return (x[0] \* x[0] + 16) \* x[1] - 64;

};

F[1] = [](const std::vector<double>& x) {

return pow(x[0] - 2, 2) + pow(x[1] - 2, 2) - 16;

};

vector<function<double(const std::vector<double>&)>> PHI(2);

PHI[0] = [](const std::vector<double>& x) {

return 2 - sqrt(16 - pow(x[1] - 2, 2));

};

PHI[1] = [](const std::vector<double>& x) {

return 64 / (x[0] \* x[0] + 16);

};

Matrix<std::function<double(const std::vector<double>&)>> J(2, 2);

J[0][0] = [](const std::vector<double>& x) {

return 2 \* x[0] \* x[1];

};

J[0][1] = [](const std::vector<double>& x) {

return x[0] \* x[0] + 16;

};

J[1][0] = [](const std::vector<double>& x) {

return 2 \* x[0] - 4;

};

J[1][1] = [](const std::vector<double>& x) {

return 2 \* x[1] - 4;

};

Matrix<std::function<double(const std::vector<double>&)>> PHI\_D(2, 2);

PHI\_D[1][0] = [](const std::vector<double>& x) {

return -128\*x[0]/pow(x[0] \* x[0] + 16, 2);

};

PHI\_D[1][1] = [](const std::vector<double>& x) {

return 0;

};

PHI\_D[0][0] = [](const std::vector<double>& x) {

return 0;

};

PHI\_D[0][1] = [](const std::vector<double>& x) {

return (x[1] - 2) / sqrt(16 - pow(x[1] - 2, 2));

};

cout << "\nIteration method:\n";

printVector(iterationMethodSystem(PHI, PHI\_D, {-1, 3}, {-2, 1}, {1, 3.5}, 0.0001));

cout << "\nNewton method:\n";

printVector(newtonMethodLU(F, J,{-1, 3}, 0.001));

return 0;

}

Вывод работы программы:

Iteration method:

-1.76626 3.34735

Newton method:

-1.78537 3

# **Выводы**

В этой лабораторной работе рассматриваются численные методы решения нелинейных уравнений и систем нелинейных уравнений. Были реализованы метод Ньютона и метод простых итераций для решения уравнения и решения целой системы уравнений.