# Introduction to Programming

## Lab Worksheet

### Week 6

Prior to attempting this lab tutorial ensure you have read the related lecture notes and/or viewed the lecture videos on MyBeckett. Once you have completed this lab you can attempt the associated exercises.

You can download this file in Word format if you want to make notes in it.

You can complete this work using the Python interpreter in interactive mode. This could be inside an IDE, or just a command prompt.

**Topics covered:**

* Using List methods
* List Comprehensions
* Introduction to Tuples
* Packing and Unpacking

For more information about the module delivery, assessment and feedback please refer to the module within the MyBeckett portal.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## ©2021 Mark Dixon Modified 2021 Tony Jenkins

## **Using List Methods**

The List data-type provides a lot of very powerful functionality. A previous lesson introduced the basic ideas and syntax behind the List compound type. As a quick reminder:

* A list is a *sequence* type that supports *indexing*, *slicing* and *concatenation.*
* A list is *iterable* and can be used in for…in type control statements.
* A list is *mutable*, so once created its contents can be changed.

The List type is built directly into the Python language hence there is a specific syntax associated with the creation and manipulation of lists. e.g. to create a list, square brackets can be used:

squares = [4, 9, 16, 25]

**TASK**: Write a for..in loop that iterates over all the elements of the squares list and prints the square root of each to the screen. *Hint*: you may want to import a function from the math module to help achieve this.
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**Introducing Methods**

The term *method* has been occasionally mentioned during these lessons. A *method* can be thought of as being very similar to a *function* i.e. it is some predefined code that can be called while passing zero or more argument values. A method however is always associated with a specific data-type, and when called is prefixed with a value (often a variable) that gives the method *context*. What this means is that when the method executes it performs its operation using information associated with the value used during the call.

Since a method is associated with a data-type, different data-types provide different methods, which implies that methods available on one data-type are not necessarily available on other data-types.

The List data-type has a number of methods that allow access and manipulation of the list. One example is the append() method we have previously seen, e.g.

squares.append(36)

Notice how the method call is prefixed with the variable name, followed by a period (.).

The fact that the variable squares data-type is a *List* makes this method call valid, since the method append() is defined for any value based on the *List* data-type.

**TASK**: Write some code that uses the append() method to add the next three square values (49, 64, 81) to the end of the squares list.
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There are many other methods defined for the List type. Some of these methods *mutate* (change) the list contents, others just *access* the contents. Many of these methods provide operations that can also be achieved using *slicing*.

The methods that ***mutate*** a list are -

extend() - appends multiple values, by providing an *iterable* argument value

insert() - inserts a single value at a specific index position

remove() - removes the first occurance of a specific element

pop() - removes and returns the last element added to the list

clear() - removes all elements from the list

sort() - sorts the contents of the list

reverse() - reverses the position of all elements in the list

The methods that only ***access*** the list are -

index() - returns the index of a specific element

count() - returns the count of how many times a specific element appears

copy() - returns a shallow copy of the list

The built-in help system can provide information about methods which are available on a specific data-type. For example, a list of the methods available on the List type can be viewed by inputting the following command. You can ignore the methods that start with an underscore for now.

help(list)

**The extend() method**

The extend() method mutates (changes) a list by adding multiple values at once. It is similar to the append() method, but takes a sequence as a parameter, like so:

squares.extend([49, 64, 100])

If the same parameter had been passed to the append() methods, then the list itself would have been appended as a value, instead of each individual value being extracted and appended individually.

Note: the above command could also be achieved by assigning to a slice as follows (but the code is probably a little more cumbersome and opaque).

squares[len(squares):] = [49, 64, 100]

**TASK**: Write some code that uses the extend() method to add the next three square values, starting at 121 (11 x 11), to the end of the squares list.
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The built-in help system can also provide information about methods, simply by prefixing the method name with the type name. So to get help about the extend method you can type -

help(list.extend)

If you are ever unsure of what parameters need to be passed to a method, just use the help() command to find out.

**The insert() method**

The insert() method mutates a list by inserting a value at a specific position within the list. The position is specified as a zero-based *index* value. As with other indexing, it is possible to use a negative index value to identify an insertion position relative to the end of the list.

The insert() method takes two arguments, the first is the index position, the second is the value to be inserted.

**TASK**: Write some code that uses the insert() method to insert the value 2, to the very beginning of the squares list.
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Note: As with many of these methods slicing could have been used as an alternative. So to insert a single value the equivalent would be as below. As before, the code using the method is probably a little clearer.

squares[index:index] = [value]

**The remove() method**

The remove() method mutates a list by removing a specified value from the list. The value to be removed is provided as the single parameter, if the value is not present within the list then an error is reported. If the same value appears more than once within the list, then only the first occurence found is removed.

**TASK**: Write some code that uses the remove() method to remove the value 49 from the squares list. Print the list afterwards to ensure the value has indeed been removed.
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**TASK**: Write some code that uses the remove() method to remove the value 3 from the squares list. Notice how an error is generated since the given value was not present.
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**TASK**: Create a simple list that contains the values [1, 2, 3, 1, 2] and then use the remove () method to remove the value 2. Which value is removed?
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**The pop() method**

The pop() method mutates a list by removing and returning the last (right-most) value from the list. The term pop is well known in computer science and it refers to removing the last element that has been added to a *stack* type structure.

**TASK**: Write some code that uses the pop() method to remove and display the last value of the squares list. Print the list afterwards to ensure the value displayed has been removed.
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The pop() method can optionally be provided with an *index* parameter. If this is present then the value is removed from the specified position within the list, rather than the end. Typing the following command will describe how this parameter is optional.

help(list.pop)

As with most index values, a negative value can be used to make the position relative to the end of the list. Also if the index is out of range (so larger than the length of the list), an error is reported.

**TASK**: Write some code that uses the pop() method to remove and display the first value of the squares list. Print the list afterwards to ensure the value has been removed.
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Note: It might seem as if remove and pop are doing the same thing (especially when pop is used with an index value), but there is a difference. Review the descriptions above if you cannot see what that is!

**The clear() method**

The clear() method mutates a list by removing all elements. After the method call the list still exists, but it is empty.

>>> some\_list = [1,2,3,4]

>>> some\_list.clear()

>>> print(some\_list)

[]

clear() is a very simple method and equivalent to the following *slicing* assignment -

some\_list[:] = []

Again, using the method is probably better practice as the resulting code is easier to understand.**The sort() method**

The sort() method mutates a list by changing the order of the elements. This is probably the most complex of all the List type methods to use (in some cases). It is also probably the most powerful.

If called with no parameters this sorts the list into ascending order by comparing the value of each element.

>>> some\_list = [8, 2, 4, 99, 1]

>>> some\_list.sort()

>>> print(some\_list)

[1, 2, 4, 8, 99]

This list was sorted numerically, since it contained integer type values. If it had contained string type values then it would have been sorted alphabetically.

The sort method can become more complex to use because it can optionally take *keyword-arguments*. One of these is a reverse boolean value indicating whether the sort should be done in reverse:

>>> some\_list = [8, 2, 4, 99, 1]

>>> some\_list.sort(reverse=True)

>>> print(some\_list)

[99, 8, 4, 2, 1]

The other keyword-argument is a key which specifies a function that can be used to customize the applied sort order. This argument is typically provided as a *lambda expression*, which was discussed in a previous lesson.

The provided function can return an alternative value that is to be used within the sort algorithm. This sounds rather complex, but looking at an example should help simplify things a little.

Imagine you had a list of people’s names that needed sorting. This could be achieved very easily using the following code -

>>> names = [ "Mark", "Alicia", "Ben" ]

>>> names.sort()

>>> print(names)

['Alicia', 'Ben', 'Mark']

In this case the names have been sorted alphabetically. However, what if you wanted to sort the list based on the length of each name? This sounds difficult, but it can be done fairly easily by providing a l*ambda expression* as the key argument and using the len function to return the lengths of strings.

>>> names.sort(key=lambda n : len(n))

>>> print(names)

['Ben', 'Mark', 'Alicia']

This works since the *lambda expression* returns the length of each name, using a call to the len(n) built-in function. The sort() method calls the given function for each name in the list, then uses the returned value as the sorting criteria rather than the name itself.

**TASK**: Write some code that uses the sort() method with no arguments, to alphabetically sort the exact list of names shown below. Display the list after the sort has been called.

names = [ "Eric", "anna", "Sophie", "sam" ]
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Once you have completed the previous task you should have noticed that the order is not what you may have expected. The result probably looked like this -

['Eric', 'Sophie', 'anna', 'sam']

This is because lower-case letters appear later than all upper-case letters when a default sort is applied.

**TASK**: Improve your previous solution so that the list is sorted correctly, ignoring the case used to write the names. To achieve this you will have to include a key argument in the form of a *lambda expression* that returns each string as uppercase letters only. Hint: you can use the str.upper() method to convert a name to uppercase letters.
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There is also a built-in *function* called sorted() that can also be used to sort lists. Unlike the sort() *method* however this produces a new List in memory, rather than sorting the current list *in-place*. Therefore the sorted() function does not mutate the list itself, but produces a new one altogether. This is useful if the original list order is NOT to be changed, but a sorted copy is needed.

>>> some\_list = [8, 2, 4, 99, 1]

>>> sorted\_list = sorted(some\_list)

>>> print(some\_list)

[8, 2, 4, 99, 1] # order of original list is unchanged

However, in the case where the original list can be changed it is much more efficient to sort a list using the sort() method rather than the sorted() function. e.g. the following lines of code both do exactly the same thing, but the first version is more efficient since it is sorting the original list *in-place*, rather than creating a brand new list.

some\_list.sort() # sort in-place

some\_list = sorted(some\_list) # sort using function, then assign

The sorted() function can take the same *keyword arguments* as the sort() method, so is just as powerful. It can also be applied to any *iterable* type. which means it can sort more than just lists.

**The reverse() method**

The reverse() method mutates a list by reversing the position of each element.This is done *in-place* so it is fairly efficient, i.e. it does not need to create a new temporary variable or list.

**TASK**: Write some code that uses the reverse() method to reverse the values of the squares list. Print the list afterwards to ensure the values have been reversed.

![](data:image/png;base64,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)

Note: A reverse operation could be done using *slicing* as shown below. However, once again it is probably more intuitive to call the reverse() method instead.

squares[:] = squares[::-1]

**The index(), count(), and copy(), methods**

The index(), count(), and copy() methods are *accessors* rather than *mutators*, hence they do not change the list but always return a value.

The index() method returns the index of a specific element. If the element is not present then an error is reported.

>>> colours = ["red", "green", "yellow", "blue", "red"]

>>> print(colours.index("yellow"))

2

An optional *start* and *end* parameter can be specified to limit the range of the list to be searched. These act as index values between which the search is to be performed (from *start* to *end*-1), e.g.

>>> colours = ["red", "green", "yellow", "blue", "red"]

>>> print(colours.index("red",3))

4

This example finds the second occurrence of "red" (at index 4) since it starts searching from position 3 rather than the beginning of the list.

**TASK**: Write some code that finds the index of the colour blue.
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The count() method returns the count of how many times a specific element appears in the list:

>>> print(colours.count("red"))

2

>>> print(colours.count("black"))

0

Finally, the copy() method returns a *shallow* copy of the list, e.g.

>>> new\_colours = colours.copy()

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red']

People new to programming often make the mistake of trying to take a copy of a list by using an assignment, like this:

>>> new\_colours = colours

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red']

Although this looks to have worked, it has not actually created a copy of the list; it has merely created a second variable that refers to the *same* list. Hence, if the original list is changed then the new\_colours list will also be changed, since there is only really one underlying list. This is shown here:

>>> new\_colours = colours

>>> colours.append("black")

>>> print(new\_colours)

['red', 'green', 'yellow', 'blue', 'red', 'black']

**TASK**: Write some code that makes a copy of the colours using the copy() method. Then make some changes to the original list. Print the contents of the copied list to ensure these changes have not affected the copy.
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**The del Statement**

The del statement is not specific to lists, but a general statement available within the Python language. It can be used to delete values from lists using both *indexing* and *slicing*. It can also be used to delete entire variables. Examples of its use are:

>>> del colours[0] # remove first colour

>>> del colours[-1:] # remove last colour

>>> del colours # remove the colour variable

The del statement is much more destructive than the mutator methods. Once a variable is deleted it cannot be accessed (unless recreated).

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## **List Comprehensions**

Lists can be created in multiple ways. Up until now most lists have been created by explicitly providing values within the code. In many cases however lists are constructed programmatically. They are generated by the program itself.

For example, it would be very easy to generate a squares list using a for...in loop along with the append() method. The code might be:

squares = []

for x in range(10):

squares.append(x\*x)

An alternative to writing such explicit code to populate a list also exists, this is known as a *list comprehension*. They achieve the same outcome but in a more concise manner. Using them is very *Pythonic*.

*List comprehensions* are *expressions* that appear instead of the values within a list initialisation statement. The above example could be rewritten using a list comprehension as follows:

squares = [x \* x for x in range(10)]

The expression (x \* x) is evaluated for each iteration of the subsequent for...in loop, then the result is placed within the list. The result is neater and probably easier to understand.

**TASK**: Write some code that uses a list *comprehension* to create a list called cubes that contains the cubed values (x \* x \* x) of the numbers from 2 to 20 inclusive.
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It is also possible to further restrict inclusion of values by using an additional if statement to the end of the for...in loop. Only when the if statement returns True does the value get evaluated and added to the list. So to generate a list containing all the even numbers between 100 and 200 the following list comprehension could be used:

even\_nums = [num for num in range(100,201) if num % 2 == 0]

The if statement is particularly useful when creating lists which are subsets of other lists. For example, if a list existed called all\_users then the following code could be used to create a subset of that list.

some\_users = [u for u in all\_users if len(u) < 8]

**TASK**: Examine the above code and work out which user names will be placed in the some\_users list. What is the condition that has to be met for inclusion?

![](data:image/png;base64,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)

It is even possible to have multiple for...in loops and multiple if conditions within the same list comprehension, although this can get complicated to understand. If more than one for...in loop exists then this acts like a *nested loop* where the inner loop is executed for every iteration of the outer loop.

>>> triples = [n for n in range(1,6) for count in range(3)]

>>> print(triples)

[1, 1, 1, 2, 2, 2, 3, 3, 3, 4, 4, 4, 5, 5, 5]

The above example adds the numbers 1,2,3,4 and 5 to the list three times each.

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## 

## **Introduction to Tuples**

A *Tuple* is the name given to a built-in data-type that is similar to a List. It is a compound type that contains a *sequence* of ordered values.

However, Tuples are often used in different situations to lists, and are *immutable*. They also typically contain different types of values, in contrast to a list that typically contains the same type of values. Since a Tuple is a sequence, like a *List* and a *String*, it supports *indexing*, *slicing*, *concatenation* and is *iterable* (it can be used within for...in loops).

Tuples are initialised using a slightly different syntax to lists, with the initial values being contained within parentheses (round brackets):

student = ("Griffin, P.", 2, 38.2)

Creating tuples in this way is often known as *Tuple packing*.

Tuples are often used to represent information or “*records*”. What the values in a tuple actually represent is upto the programmer and depends on their use within the program. In the above example, the values may well represent “name”, “year of study”, and “average grade”.

Tuples can actually be created without the use of parentheses, as below, but it is more usual to include the brackets.

student = "Griffin, P.", 2, 38.2

**TASK:** Create a tuple called address that includes your own “house number”, “street” and, “postcode” as three different values.
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**Empty and Single element Tuples**

An empty tuple can be created just using parentheses -

empty = ()

To create a tuple with only one element, a trailing comma must be used, e.g.

the\_one = "Neo",

This is a slightly odd syntax, but a common error is to try to create a one element tuple as follows:

the\_one = ("Neo")

This actually just creates a *string* type variable, not a tuple.

**TASK:** Try entering the above examples to create single element tuples. Then use the type() function to examine the data-type of the created variables.
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Hint: For this reason it is common to include a trailing comma even when one is not needed. For example:

student = ("Griffin, P.", 2, 38.2,)

**Sequence Unpacking**

As already stated the elements within a tuple can be accessed in the same way as a list, by using *indexing*, *slicing*, or *iteration*. For example:

>>> print(student[0])

'Griffin, P.'

However, it is also common to access the elements using a technique called *sequence unpacking*. This works like this:

name, year, average\_grade = student

The values within the tuple on the right-hand side are assigned (in order) to the variables present on the left-hand side. Hence the number of values on the left-hand side MUST match the number of values within the given tuple.

**TASK:** Use *sequence unpacking* to extract the values you stored within the address tuple earlier. Unpack the tuple into variables named house\_num, street and postcode.
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*Sequence unpacking* is also sometimes called *multiple assignment* and is commonly used to quickly assign multiple values to multiple variables using a single statement:

x, y, z = 10, 20, 30

Notice how the number of values on the right-side matches the number of variables on the left-side.

This is actually just using *tuple packing*, followed by *sequence unpacking*. As the name suggests *sequence unpacking* can be applied to any type of *sequence*. Hence the right-hand side can also be either a *list* or a *string*, although this is less commonly seen.

Using *tuple packing* and *unpacking* is also a convenient way of returning more than one value from a function. When used well this is an especially useful feature of Python, and is not something that is available in many programming languages.

def calc\_squares(x, y):

return ( x \* x, y \* y )

a,b = calc\_squares(42, 92)

A tuple can also be unpacked when calling a function or method that takes a variable number of arguments. A ‘\*’ prefix causes a tuple to be unpacked prior to the function call:

my\_range = (10, 30)

for i in range(\*my\_range):

print(i)

This unpacks the my\_range tuple during the call, resulting in the equivalent to range(10, 30), since the ‘\*’ causes each tuple element to be passed as a separate argument.

**TASK:** Write some code that calls the print() function to output the contents of the address tuple you created earlier. Ensure you use the ‘\*’ prefix so that the elements are extracted before being passed to the function. Compare this with a version of the same code that calls the print() function without using the ‘\*’ prefix,
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**Tuple Methods**

Since tuples are *immutable* they have fewer *methods* than the List type. The reason is simply that methods that change the content are not applicable, so methods such as append(), extend() and insert() do not exist since the tuple content cannot be changed after creation.

In fact the only methods that are available are count() and index(), which are accessors. These work in exactly the same way as they do with the list type.

Also, since tuples are *immutable* it is not possible to assign to *indexes* or *slices*. e.g. the following code is not possible on tuples -

student[0] = "Griffin, Brian"

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## 

## **Key Terminology**

Understanding key terminology is important not only when programming but for understanding computer science in general. Certain terms, technologies and phrases will often re-occur when reading or learning about many computer science topics. Having an awareness of these is important, as it makes learning about the various subjects and communication with others in the field easier.

**TASK**: Look at each of the phrases below and ensure you understand what each of these means. For any that you do not understand, do a little research to find a definition of each term. This research may involve looking back over these notes, or the associated lecture notes. It may also involve searching for these terms on the Internet.

* Method
* List comprehension
* Tuple
* Tuple Packing
* Sequence Unpacking

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

## **Practical Exercises**

You have now completed this tutorial. Now attempt to complete the associated exercises.