**Collection:**

The Collection in Java is a framework that provides an architecture to store and manipulate the group of objects.

Java Collections can achieve all the operations that you perform on a data such as searching, sorting, insertion, manipulation, and deletion.

Java Collection means a single unit of objects. Java Collection framework provides many interfaces (Set, List, Queue, Deque) and classes ([ArrayList](https://www.javatpoint.com/java-arraylist), Vector, [LinkedList](https://www.javatpoint.com/java-linkedlist), [PriorityQueue](https://www.javatpoint.com/java-priorityqueue), HashSet, LinkedHashSet, TreeSet).

What is a framework in Java

* It provides readymade architecture.
* It represents a set of classes and interfaces.
* It is optional.

What is Collection framework

The Collection framework represents a unified architecture for storing and manipulating a group of objects. It has:

1. Interfaces and its implementations, i.e., classes
2. Algorithm

Hierarchy of Collection Framework

Let us see the hierarchy of Collection framework. The java.util package contains all the [classes](https://www.javatpoint.com/object-and-class-in-java) and [interfaces](https://www.javatpoint.com/interface-in-java) for the Collection framework.

Collections have 2 Categories: is also called collections interfaces

1. List
2. Set
3. Map

List Interface

**List** in Java provides the facility to maintain the *ordered collection*. It contains the index-based methods to insert, update, delete and search the elements. It can have the duplicate elements also. We can also store the null elements in the list.

The List interface is found in the java.util package and inherits the Collection interface. It is a factory of ListIterator interface. Through the ListIterator, we can iterate the list in forward and backward directions. The implementation classes of List interface are ArrayList, LinkedList. The ArrayList and LinkedList are widely used in Java programming

.

**Operations in a Java List Interface**

Since List is an interface, it can be used only with a class that implements this interface. Now, let’s see how to perform a few frequently used operations on the List.

* **Operation 1:**Adding elements to List class using add() method
* **Operation 2:**Updating elements in List class using set() method
* **Operation 3:** Searching for elements using indexOf(), lastIndexOf methods
* **Operation 4:**Removing elements using remove() method
* **Operation 5:**Accessing Elements in List class using get() method
* **Operation 6:**Checking if an element is present in the List class using contains() method

List interface is implemented by the classes ArrayList, LinkedList.

Above mentioned operations are achieved through ArrayList and LinkedList

**Data Structure of the List:**

1. ArrayList <data-type> list1= new ArrayList<dtata-type>();
2. List <data-type> list2 = new LinkedList();

ArrayList:

The ArrayList class implements the List interface. It uses a dynamic array to store the duplicate element of different data types. The ArrayList class maintains the insertion order and is non-synchronized. The elements stored in the ArrayList class can be randomly accessed. Consider the following example.

When To Use

Use an ArrayList for storing and accessing data, and LinkedList to manipulate data.

How the ArrayList works

The ArrayList class has a regular array inside it. When an element is added, it is placed into the array. If the array is not big enough, a new, larger array is created to replace the old one and the old one is removed.

**Methods of the List Interface**

Since the main concept behind the different types of lists is the same, the list interface contains the following methods:

| **Method** | **Description** |
| --- | --- |
| [**add(int index, element)**](https://www.geeksforgeeks.org/list-addint-index-e-element-method-in-java/) | This method is used with Java List Interface to add an element at a particular index in the list. When a single parameter is passed, it simply adds the element at the end of the list. |
| [**addAll(int index, Collection collection)**](https://www.geeksforgeeks.org/list-addall-method-in-java-with-examples/) | This method is used with List Interface in Java to add all the elements in the given collection to the list. When a single parameter is passed, it adds all the elements of the given collection at the end of the list. |
| [**size()**](https://www.geeksforgeeks.org/list-size-method-in-java-with-examples/) | This method is used with Java List Interface to return the size of the list. |
| [**clear()**](https://www.geeksforgeeks.org/list-clear-method-in-java-with-examples/) | This method is used to remove all the elements in the list. However, the reference of the list created is still stored. |
| [**remove(int index)**](https://www.geeksforgeeks.org/list-removeint-index-method-in-java-with-examples/) | This method removes an element from the specified index. It shifts subsequent elements(if any) to left and decreases their indexes by 1. |
| [**remove(element)**](https://www.geeksforgeeks.org/list-removeobject-obj-method-in-java-with-examples/) | This method is used with Java List Interface to remove the first occurrence of the given element in the list. |
| [**get(int index)**](https://www.geeksforgeeks.org/list-get-method-in-java-with-examples/) | This method returns elements at the specified index. |
| [**set(int index, element)**](https://www.geeksforgeeks.org/arraylist-set-method-in-java-with-examples/) | This method replaces elements at a given index with the new element. This function returns the element which was just replaced by a new element. |
| [**indexOf(element)**](https://www.geeksforgeeks.org/list-indexof-method-in-java-with-examples/) | This method returns the first occurrence of the given element or *-1* if the element is not present in the list. |
| [**lastIndexOf(element)**](https://www.geeksforgeeks.org/list-lastindexof-method-in-java-with-examples/) | This method returns the last occurrence of the given element or *-1* if the element is not present in the list. |
| [**equals(element)**](https://www.geeksforgeeks.org/list-equals-method-in-java-with-examples/) | This method is used with Java List Interface to compare the equality of the given element with the elements of the list. |
| [**hashCode()**](https://www.geeksforgeeks.org/list-hashcode-method-in-java-with-examples/) | This method is used with List Interface in Java to return the hashcode value of the given list. |
| [**isEmpty()**](https://www.geeksforgeeks.org/list-isempty-method-in-java-with-examples/) | This method is used with Java List Interface to check if the list is empty or not. It returns true if the list is empty, else false. |
| [**contains(element)**](https://www.geeksforgeeks.org/list-contains-method-in-java-with-examples/) | This method is used with List Interface in Java to check if the list contains the given element or not. It returns true if the list contains the element. |
| [**containsAll(Collection collection)**](https://www.geeksforgeeks.org/list-containsall-method-in-java-with-examples/) | This method is used with Java List Interface to check if the list contains all the collection of elements. |

**Linked list:**

Linked List is a part of the [Collection framework](https://www.geeksforgeeks.org/collections-in-java-2/) present in [java.util package](https://www.geeksforgeeks.org/java-util-package-java/). This class is an implementation of the [LinkedList data structure](https://www.geeksforgeeks.org/data-structures/linked-list/) which is a linear data structure where the elements are not stored in contiguous locations and every element is a separate object with a data part and address part. The elements are linked using pointers and addresses. Each element is known as a node.

Since a LinkedList acts as a dynamic array and we do not have to specify the size while creating it, the size of the list automatically increases when we dynamically add and remove items. And also, the elements are not stored in a continuous fashion. Therefore, there is no need to increase the size. Internally, the LinkedList is implemented using the [doubly linked list data structure](https://www.geeksforgeeks.org/doubly-linked-list/).

**Methods for Java LinkedList**

| **Method** | **Description** |
| --- | --- |
| [add(int index, E element)](https://www.geeksforgeeks.org/java-util-linkedlist-add-method-in-java/) | This method Inserts the specified element at the specified position in this list. |
| [add(E e)](https://www.geeksforgeeks.org/java-util-linkedlist-add-method-in-java/) | This method Appends the specified element to the end of this list. |
| [addAll(int index, Collection<E> c)](https://www.geeksforgeeks.org/java-util-linkedlist-addall-method-in-java/) | This method Inserts all of the elements in the specified collection into this list, starting at the specified position. |
| [addAll(Collection<E> c)](https://www.geeksforgeeks.org/java-util-linkedlist-addall-method-in-java/) | This method Appends all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection’s iterator. |
| [addFirst(E e)](https://www.geeksforgeeks.org/linkedlist-addfirst-method-in-java/) | This method Inserts the specified element at the beginning of this list. |
| [addLast(E e)](https://www.geeksforgeeks.org/linkedlist-addlast-method-in-java/) | This method Appends the specified element to the end of this list. |
| [clear()](https://www.geeksforgeeks.org/linkedlist-clear-method-in-java/) | This method removes all of the elements from this list. |
| [clone()](https://www.geeksforgeeks.org/linkedlist-clone-method-in-java/) | This method returns a shallow copy of this LinkedList. |
| [contains(Object o)](https://www.geeksforgeeks.org/linkedlist-contains-method-in-java/) | This method returns true if this list contains the specified element. |
| [descendingIterator()](https://www.geeksforgeeks.org/linkedlist-descendingiterator-method-in-java-with-examples/) | This method returns an iterator over the elements in this deque in reverse sequential order. |
| [element()](https://www.geeksforgeeks.org/linkedlist-element-method-in-java-with-examples/) | This method retrieves but does not remove, the head (first element) of this list. |
| [get(int index)](https://www.geeksforgeeks.org/linkedlist-get-method-in-java/) | This method returns the element at the specified position in this list. |
| [getFirst()](https://www.geeksforgeeks.org/java-util-linkedlist-get-getfirst-getlast-java/) | This method returns the first element in this list. |
| [getLast()](https://www.geeksforgeeks.org/linkedlist-getlast-method-in-java/) | This method returns the last element in this list. |
| [indexOf(Object o)](https://www.geeksforgeeks.org/linkedlist-indexof-method-in-java/) | This method returns the index of the first occurrence of the specified element in this list, or -1 if this list does not contain the element. |
| [lastIndexOf(Object o)](https://www.geeksforgeeks.org/linkedlist-lastindexof-method-in-java/) | This method returns the index of the last occurrence of the specified element in this list, or -1 if this list does not contain the element. |
| [listIterator(int index)](https://www.geeksforgeeks.org/linkedlist-listiterator-method-in-java/) | This method returns a list-iterator of the elements in this list (in proper sequence), starting at the specified position in the list. |
| [offer(E e)](https://www.geeksforgeeks.org/java-util-linkedlist-offer-offerfirst-offerlast-java/) | This method Adds the specified element as the tail (last element) of this list. |
| [offerFirst(E e)](https://www.geeksforgeeks.org/java-util-linkedlist-offer-offerfirst-offerlast-java/) | This method Inserts the specified element at the front of this list. |
| [offerLast(E e)](https://www.geeksforgeeks.org/java-util-linkedlist-offer-offerfirst-offerlast-java/) | This method Inserts the specified element at the end of this list. |
| [peek()](https://www.geeksforgeeks.org/java-util-linkedlist-peek-peekfirst-peeklast-java/) | This method retrieves but does not remove, the head (first element) of this list. |
| [peekFirst()](https://www.geeksforgeeks.org/java-util-linkedlist-peek-peekfirst-peeklast-java/) | This method retrieves, but does not remove, the first element of this list, or returns null if this list is empty. |
| [peekLast()](https://www.geeksforgeeks.org/java-util-linkedlist-peek-peekfirst-peeklast-java/) | This method retrieves, but does not remove, the last element of this list, or returns null if this list is empty. |
| [poll()](https://www.geeksforgeeks.org/java-util-linkedlist-poll-pollfirst-polllast-examples-java/) | This method retrieves and removes the head (first element) of this list. |
| [pollFirst()](https://www.geeksforgeeks.org/java-util-linkedlist-poll-pollfirst-polllast-examples-java/) | This method retrieves and removes the first element of this list, or returns null if this list is empty. |
| [pollLast()](https://www.geeksforgeeks.org/java-util-linkedlist-poll-pollfirst-polllast-examples-java/) | This method retrieves and removes the last element of this list, or returns null if this list is empty. |
| [pop()](https://www.geeksforgeeks.org/linkedlist-pop-method-in-java/) | This method Pops an element from the stack represented by this list. |
| [push(E e)](https://www.geeksforgeeks.org/linkedlist-push-method-in-java/) | This method pushes an element onto the stack represented by this list. |
| [remove()](https://www.geeksforgeeks.org/linkedlist-remove-method-in-java/) | This method retrieves and removes the head (first element) of this list. |
| [remove(int index)](https://www.geeksforgeeks.org/linkedlist-remove-method-in-java/) | This method removes the element at the specified position in this list. |
| [remove(Object o)](https://www.geeksforgeeks.org/linkedlist-remove-method-in-java/) | This method removes the first occurrence of the specified element from this list if it is present. |
| [removeFirst()](https://www.geeksforgeeks.org/linkedlist-removefirst-method-in-java/) | This method removes and returns the first element from this list. |
| [removeFirstOccurrence(Object o)](https://www.geeksforgeeks.org/linkedlist-removefirstoccurrence-method-in-java/) | This method removes the first occurrence of the specified element in this list (when traversing the list from head to tail). |
| [removeLast()](https://www.geeksforgeeks.org/linkedlist-removelast-method-in-java/) | This method removes and returns the last element from this list. |
| [removeLastOccurrence(Object o)](https://www.geeksforgeeks.org/linkedlist-removelastoccurrence-method-in-java-with-example/) | This method removes the last occurrence of the specified element in this list (when traversing the list from head to tail). |
| [set(int index, E element)](https://www.geeksforgeeks.org/linkedlist-set-method-in-java/) | This method replaces the element at the specified position in this list with the specified element. |
| [size()](https://www.geeksforgeeks.org/linkedlist-size-method-in-java/) | This method returns the number of elements in this list. |
| [spliterator()](https://www.geeksforgeeks.org/linkedlist-spliterator-method-in-java/) | This method creates a late-binding and fail-fast Spliterator over the elements in this list. |
| [toArray()](https://www.geeksforgeeks.org/linkedlist-toarray-method-in-java-with-example/) | This method returns an array containing all of the elements in this list in proper sequence (from first to last element). |
| [toArray(T[] a)](https://www.geeksforgeeks.org/linkedlist-toarray-method-in-java-with-example/) | This method returns an array containing all of the elements in this list in proper sequence (from first to last element); the runtime type of the returned array is that of the specified array. |
| [toString()](https://www.geeksforgeeks.org/object-tostring-method-in-java/) | This method returns a string containing all of the elements in this list in proper sequence (from first to the last element), each element is separated by commas and the String is enclosed in square brackets. |

Map:

In Java, Map Interface is present in [java.util](https://www.geeksforgeeks.org/java-util-package-java/) package represents a mapping between a key and a value. Java Map interface is not a subtype of the [Collection interface](https://www.geeksforgeeks.org/collections-in-java-2/). Therefore it behaves a bit differently from the rest of the collection types. A map contains unique keys.

Geeks, the brainstormer should have been why and when to use Maps.

Maps are perfect to use for key-value association mapping such as dictionaries. The maps are used to perform lookups by keys or when someone wants to retrieve and update elements by keys. Some common scenarios are as follows:

* A map of error codes and their descriptions.
* A map of zip codes and cities.
* A map of managers and employees. Each manager (key) is associated with a list of employees (value) he manages.
* A map of classes and students. Each class (key) is associated with a list of students (value).
* Map hm = new HashMap();   
  // Obj is the type of the object to be stored in Map

Methods in Java Map Interface

| Method | Action Performed |
| --- | --- |
| [clear()](https://www.geeksforgeeks.org/map-clear-method-in-java-with-example/) | This method is used in Java Map Interface to clear and remove all of the elements or mappings from a specified Map collection. |
| [containsKey(Object)](https://www.geeksforgeeks.org/map-containskey-method-in-java-with-examples/) | This method is used in Map Interface in Java to check whether a particular key is being mapped into the Map or not. It takes the key element as a parameter and returns True if that element is mapped in the map. |
| [containsValue(Object)](https://www.geeksforgeeks.org/map-containsvalue-method-in-java-with-examples/) | This method is used in Map Interface to check whether a particular value is being mapped by a single or more than one key in the Map. It takes the value as a parameter and returns True if that value is mapped by any of the keys in the map. |
| [entrySet()](https://www.geeksforgeeks.org/map-entryset-method-in-java-with-examples/) | This method is used in Map Interface in Java to create a set out of the same elements contained in the map. It basically returns a set view of the map or we can create a new set and store the map elements into them. |
| [equals(Object)](https://www.geeksforgeeks.org/map-equals-method-in-java-with-examples/) | This method is used in Java Map Interface to check for equality between two maps. It verifies whether the elements of one map passed as a parameter is equal to the elements of this map or not. |
| [get(Object)](https://www.geeksforgeeks.org/map-get-method-in-java-with-examples/) | This method is used to retrieve or fetch the value mapped by a particular key mentioned in the parameter. It returns NULL when the map contains no such mapping for the key. |
| [hashCode()](https://www.geeksforgeeks.org/map-hashcode-method-in-java-with-examples/) | This method is used in Map Interface to generate a hashCode for the given map containing keys and values. |
| [isEmpty()](https://www.geeksforgeeks.org/map-isempty-method-in-java-with-examples/) | This method is used to check if a map is having any entry for key and value pairs. If no mapping exists, then this returns true. |
| [keySet()](https://www.geeksforgeeks.org/map-keyset-method-in-java-with-examples/) | This method is used in Map Interface to return a Set view of the keys contained in this map. The set is backed by the map, so changes to the map are reflected in the set, and vice-versa. |
| [put(Object, Object)](https://www.geeksforgeeks.org/map-put-method-in-java-with-examples/) | This method is used in Java Map Interface to associate the specified value with the specified key in this map. |
| [putAll(Map)](https://www.geeksforgeeks.org/map-putall-method-in-java-with-examples/) | This method is used in Map Interface in Java to copy all of the mappings from the specified map to this map. |
| [remove(Object)](https://www.geeksforgeeks.org/map-remove-method-in-java-with-examples/) | This method is used in Map Interface to remove the mapping for a key from this map if it is present in the map. |
| [size()](https://www.geeksforgeeks.org/hashmap-size-method-in-java/) | This method is used to return the number of key/value pairs available in the map. |
| [values()](https://www.geeksforgeeks.org/hashmap-values-method-in-java/) | This method is used in Java Map Interface to create a collection out of the values of the map. It basically returns a Collection view of the values in the HashMap. |
| [getOrDefault(Object key, V defaultValue)](https://www.geeksforgeeks.org/hashmap-getordefaultkey-defaultvalue-method-in-java-with-examples/) | Returns the value to which the specified key is mapped, or defaultValue if this map contains no mapping for the key. |
| [merge(K key, V value, BiFunction<? super V,? super V,? extends V> remappingFunction)](https://www.geeksforgeeks.org/hashmap-mergekey-value-bifunction-method-in-java-with-examples/) | If the specified key is not already associated with a value or is associated with null, associate it with the given non-null value. |
| [putIfAbsent(K key, V value)](https://www.geeksforgeeks.org/hashmap-putifabsentkey-value-method-in-java-with-examples/) | If the specified key is not already associated with a value (or is mapped to null) associates it with the given value and returns null, else returns the current associate value. |

|  |  |
| --- | --- |
| **Class** | **Description** |
| [HashMap](https://www.javatpoint.com/java-hashmap) | HashMap is the implementation of Map, but it doesn't maintain any order. |
| [LinkedHashMap](https://www.javatpoint.com/java-linkedhashmap) | LinkedHashMap is the implementation of Map. It inherits HashMap class. It maintains insertion order. |
| [TreeMap](https://www.javatpoint.com/java-treemap) | TreeMap is the implementation of Map and SortedMap. It maintains ascending order. |

Java HashMap

In the [ArrayList](https://www.w3schools.com/java/java_arraylist.asp) chapter, you learned that Arrays store items as an ordered collection, and you have to access them with an index number (int type). A HashMap however, store items in "key/value" pairs, and you can access them by an index of another type (e.g. a String).

One object is used as a key (index) to another object (value). It can store different types: String keys and Integer values, or the same type, like: String keys and String values:

Create a HashMap object called capitalCities that will store String keys and String values:

import java.util.HashMap; // import the HashMap class

HashMap<String, String> capitalCities = new HashMap<String, String>();

Linked hashmap

The **LinkedHashMap** **Class** is just like [HashMap](https://www.geeksforgeeks.org/java-util-hashmap-in-java/) with an additional feature of maintaining an order of elements inserted into it. HashMap provided the advantage of quick insertion, search, and deletion but it never maintained the track and order of insertion, which the LinkedHashMap provides where the elements can be accessed in their insertion order.

**Features of a LinkedHashMap:**

* A LinkedHashMap contains values based on the key. It implements the Map interface and extends the HashMap class.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It is non-synchronized.
* It is the same as HashMap with an additional feature that it maintains insertion order. For example, when we run the code with a HashMap, we get a different order of elements.

**Declaration of LinkedHashMap:**

public class LinkedHashMap<K,​V> extends HashMap<K,​V> implements Map<K,​V>

Here, **K** is the key Object type and **V** is the value Object type

* **K:** The type of the keys in the map.
* **V:** The type of values mapped in the map.
* A **LinkedHashMap** is an extension of the **HashMap** class and it implements the **Map** interface. Therefore, the class is declared as:
* public class LinkedHashMap   
  extends HashMap   
  implements Map

n this class, the data is stored in the form of nodes. The implementation of the LinkedHashMap is very similar to a [doubly-linked list](https://www.geeksforgeeks.org/doubly-linked-list/). Therefore, each node of the LinkedHashMap is represented as:

![LinkedHashMap Node Representation inJava](data:image/png;base64,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)

* [**Hash:**](https://www.geeksforgeeks.org/hashing-set-1-introduction/) All the input keys are converted into a hash which is a shorter form of the key so that the search and insertion are faster.
* **Key:** Since this class extends HashMap, the data is stored in the form of a key-value pair. Therefore, this parameter is the key to the data.
* **Value:** For every key, there is a value associated with it. This parameter stores the value of the keys. Due to generics, this value can be of any form.
* **Next:** Since the LinkedHashMap stores the insertion order, this contains the address to the next node of the LinkedHashMap.
* **Previous:** This parameter contains the address to the previous node of the LinkedHashMap.

**1. LinkedHashMap():** This is used to construct a default LinkedHashMap constructor.

LinkedHashMap<K, V> lhm = new LinkedHashMap<K, V>();

**2. LinkedHashMap(int capacity):** It is used to initialize a particular LinkedHashMap with a specified capacity.

LinkedHashMap<K, V> lhm = new LinkedHashMap<K, V>(int capacity);

**3. LinkedHashMap(Map**<? extends **K**,​? extends **V**> map**):** It is used to initialize a particular LinkedHashMap with the elements of the specified map.

LinkedHashMap<K, V> lhm = new LinkedHashMap<K, V>(Map<? extends K,​? extends V> map);

**4. LinkedHashMap(int capacity, float fillRatio):** It is used to initialize both the capacity and fill ratio for a LinkedHashMap. A fillRatio also called as **loadFactor** is a metric that determines when to increase the size of the LinkedHashMap automatically. By default, this value is 0.75 which means that the size of the map is increased when the map is 75% full.

LinkedHashMap<K, V> lhm = new LinkedHashMap<K, V>(int capacity, float fillRatio);

**5. LinkedHashMap(int capacity, float fillRatio, boolean Order):** This constructor is also used to initialize both the capacity and fill ratio for a LinkedHashMap along with whether to follow the insertion order or not.

LinkedHashMap<K, V> lhm = new LinkedHashMap<K, V>(int capacity, float fillRatio, boolean Order);

Here, For the ***Order attribute***, true is passed for the last access order and false is passed for the insertion order.

**Methods of LinkedHashMap**

| **Method** | **Description** |
| --- | --- |
| containsValue​(Object value) | Returns true if this map maps one or more keys to the specified value. |
| entrySet() | Returns a Set view of the mappings contained in this map. |
| [get​(Object key)](https://www.geeksforgeeks.org/linkedhashmap-get-method-in-java/) | Returns the value to which the specified key is mapped, or null if this map contains no mapping for the key. |
| keySet() | Returns a Set view of the keys contained in this map. |
| [removeEldestEntry​(Map.Entry<K,​V> eldest)](https://www.geeksforgeeks.org/linkedhashmap-removeeldestentry-method-in-java/) | Returns true if this map should remove its eldest entry. |
| values() | Returns a Collection view of the values contained in this map. |

Set: ignore the duplicate value

The **Set Interface** is present in [java.util](https://www.geeksforgeeks.org/java-util-package-java/) package and extends the [Collection interface](https://www.geeksforgeeks.org/collections-in-java-2/). It is an unordered collection of objects in which duplicate values cannot be stored. It is an interface that implements the mathematical set. This interface contains the methods inherited from the Collection interface and adds a feature that restricts the insertion of the duplicate elements.

Hashset: ¬ It will print random order

LinkedHashset: ¬ Insertion order

Tress set-> Accedning order

Let us discuss methods present in the Set interface provided below in a tabular format below as follows:

| **Method** | **Description** |
| --- | --- |
| [add(element)](https://www.geeksforgeeks.org/set-add-method-in-java-with-examples/) | This method is used to add a specific element to the set. The function adds the element only if the specified element is not already present in the set else the function returns False if the element is already present in the Set. |
| [addAll(collection)](https://www.geeksforgeeks.org/set-addall-method-in-java-with-examples/) | This method is used to append all of the elements from the mentioned collection to the existing set. The elements are added randomly without following any specific order. |
| [clear()](https://www.geeksforgeeks.org/set-clear-method-in-java-with-examples/) | This method is used to remove all the elements from the set but not delete the set. The reference for the set still exists. |
| [contains(element)](https://www.geeksforgeeks.org/set-contains-method-in-java-with-examples/) | This method is used to check whether a specific element is present in the Set or not. |
| [containsAll(collection)](https://www.geeksforgeeks.org/set-containsall-method-in-java-with-examples/) | This method is used to check whether the set contains all the elements present in the given collection or not. This method returns true if the set contains all the elements and returns false if any of the elements are missing. |
| [hashCode()](https://www.geeksforgeeks.org/set-hashcode-method-in-java-with-examples/) | This method is used to get the hashCode value for this instance of the Set. It returns an integer value which is the hashCode value for this instance of the Set. |
| isEmpty() | This method is used to check whether the set is empty or not. |
| [iterator()](https://www.geeksforgeeks.org/set-iterator-method-in-java-with-examples/) | This method is used to return the [iterator](https://www.geeksforgeeks.org/iterators-in-java/) of the set. The elements from the set are returned in a random order. |
| [remove(element)](https://www.geeksforgeeks.org/set-remove-method-in-java-with-examples/) | This method is used to remove the given element from the set. This method returns True if the specified element is present in the Set otherwise it returns False. |
| [removeAll(collection)](https://www.geeksforgeeks.org/set-removeall-method-in-java-with-examples/) | This method is used to remove all the elements from the collection which are present in the set. This method returns true if this set changed as a result of the call. |
| [retainAll(collection)](https://www.geeksforgeeks.org/set-retainall-method-in-java-with-example/) | This method is used to retain all the elements from the set which are mentioned in the given collection. This method returns true if this set changed as a result of the call. |
| [size()](https://www.geeksforgeeks.org/set-size-method-in-java-with-example/) | This method is used to get the size of the set. This returns an integer value which signifies the number of elements. |
| [toArray()](https://www.geeksforgeeks.org/set-toarray-method-in-java-with-example/) | This method is used to form an array of the same elements as that of the Se |

Set<String> hash\_Set = **new** HashSet<String>();

**Operations on the Set Interface**

The set interface allows the users to perform the basic mathematical operation on the set. Let’s take two arrays to understand these basic operations. Let set1 = [1, 3, 2, 4, 8, 9, 0] and set2 = [1, 3, 7, 5, 4, 0, 7, 5]. Then the possible operations on the sets are:

**1. Intersection:** This operation returns all the common elements from the given two sets. For the above two sets, the intersection would be: **Linked set**

Intersection = [0, 1, 3, 4]

**2. Union:** This operation adds all the elements in one set with the other. For the above two sets, the union would be:

Union = [0, 1, 2, 3, 4, 5, 7, 8, 9]  - **Tree set**

**3. Difference:** This operation removes all the values present in one set from the other set. For the above two sets, the difference would be:

Difference = [2, 8, 9] - **Hashset**