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1. **Постановка задачи**

Задан прямоугольник с высотой n и шириной m, состоящий из нулей и единиц. Найдите в нем прямоугольник наибольшей площади, состоящий из одних нулей.

*Формат ввода*

В первой строке заданы 1 <= n <= 500 и 1 <= m <= 500. В последующих n строках записаны по m символов 0 или 1 - элементы прямоугольника.

*Формат вывода*

Необходимо вывести одно число – максимальную площадь прямоугольника из одних нулей.

1. **Описание**

Динамическое программирование - способ решения сложных задач путём разбиения их на более простые подзадачи. Он применим к задачам с оптимальной подструктурой, выглядящим как набор перекрывающихся подзадач, сложность которых чуть меньше исходной. В этом случае время вычислений, по сравнению с «наивными» методами, можно значительно сократить.

Ключевая идея в динамическом программировании достаточно проста. Как правило, чтобы решить поставленную задачу, требуется решить отдельные части задачи (подзадачи), после чего объединить решения подзадач в одно общее решение. Часто многие из этих подзадач одинаковы. Подход динамического программирования состоит в том, чтобы решить каждую подзадачу только один раз, сократив тем самым количество вычислений. Это особенно полезно в случаях, когда число повторяющихся подзадач экспоненциально велико.

Данная задача как раз решается с помощью динамического программирования. Но найти прямоугольник наибольшей площади в другом прямоугольнике нетривиальная задача. Пойти во все стороны, поддерживая какие-то значения, не получится (так получилось бы, если бы мы искали квадрат максимальной площади). Идея решения заключается в сведении этой задачи к другой задаче - нахождение максимальной площади прямоугольника в гистограмме. Для этого нам нужно пробежаться по нашему двумерному массиву, в котором мы храним исходный прямоугольник из нулей и единиц, по столбцам сверху вниз, насчитывая двумерный массив высот. Для каждого столбца делаем так: если мы увидели 0, тогда записываем 1 в массив высот и сохраняем это значение. Если дальше снова 0, тогда мы уже ставим 2 в массив высот, то есть прибавляем 1 к прошлому шагу и так далее. А если встретилась единица,

тогда заполняем эту позицию 0 в массиве высот и обнуляем наш счётчик (память), то есть когда мы встретим в следующий раз 0, то напишем 1 в массив высот.

Следующий шаг - решение задачи нахождения максимальной площади прямоугольника в гистограмме n раз, потому что каждая строка двумерного массива высот это гистограмма. Эта задача решается таким образом. Используя стек, добавляем туда каждый новый прямоугольник. Если высота следующего прямоугольника меньше, чем высота предыдущего, тогда достаем прямоугольники из стека, попутно считая

их общую площадь, пока не попадётся прямоугольник, у которого высота меньше или равна высоте текущего прямоугольника. Также нам нужно поддерживать максимум среди всех найденных площадей за всё время. Это и будет ответом на задачу.

Ещё доставать все прямоугольники нужно, если числа в строке массива высот закончились.

Сложность алгоритма составляет O(n ∗ m) по времени и памяти, так как мы n раз решаем линейную задачу.

1. **Исходный код**

#include <iostream>

#include <vector>

#include <stack>

using namespace std;

int main() {

int n, m;

cin >> n >> m;

int counter;

vector<vector<int>> matrix(n, vector<int>(m));

for(int i = 0; i < n; i++) {

string row;

cin >> row;

counter = 1;

for (int j = 0; j < m; j++) {

if (row[j] == '1') {

matrix[i][j] = -1;

counter = 1;

}

else {

matrix[i][j] = counter;

counter++;

}

}

}

int maxArea = 0;

int minEdge;

int columnEndFlag = 0;

int k = 0;

for (int i = 0; i < m; i++) {

for (int j = 0; j < n; j++) {

if (matrix[j][i] != -1) {

minEdge = 600;

counter = 0;

k = j;

columnEndFlag = 0;

while (matrix[k][i] != -1 && columnEndFlag != 1) {

counter++;

if (matrix[k][i] < minEdge) {

minEdge = matrix[k][i];

}

if (counter \* minEdge > maxArea) {

maxArea = counter \* minEdge;

}

if (k != n - 1) {

k++;

}

else {

columnEndFlag = 1;

}

}

}

}

}

cout << maxArea << endl;

return 0;

}

1. **Демонстрация работы программы**
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1. **Выводы**

Для выполнение данной лабораторной работ я применял методы динамического программирования. Этот способ решения помогает решать сложные задачи, которые иначе было бы трудоемко или даже невозможно решить другими методами. Динамическое программирование позволяет сохранять и использовать результаты промежуточных вычислений, что позволяет существенно сократить время выполнения алгоритмов.

Таким образом, изучение и применение динамического программирования является важным этапом в развитии навыков программирования и позволяет решать сложные задачи более эффективно и оптимально.