Kjell Coppin

Kjellcoppin@gmail.com

Design patterns in .net

Real world use of design patterns in .Net applications

|  |  |
| --- | --- |
| Bachelor | Applied Computer Science |
| Elective track Graduation | Software Engineer |
| Academic Year | 2023-2024 |
| Student | Kjell Coppin |
| Internal Coach | Sander Wallaert (Bestmix) |
| External Promoter | Guy Van Eeckhout (Howest) |

Availability For Consulation

Foreword

Table of Contents

[2 Introduction to design patterns 3](#_Toc165798504)

[2.1 Origin 3](#_Toc165798505)

[2.2 What is a design pattern 3](#_Toc165798506)

[2.3 Anti-patterns 3](#_Toc165798507)

[2.4 Goal of this paper 4](#_Toc165798508)

[3 Gang of Four patterns 5](#_Toc165798509)

[3.1 What is the Gang of Four? 5](#_Toc165798510)

[3.2 Creational patterns 5](#_Toc165798511)

[3.2.1 Abstract Factory 5](#_Toc165798512)

[3.2.2 Builder 6](#_Toc165798513)

[3.2.3 Factory Method 6](#_Toc165798514)

[3.2.4 Prototype 6](#_Toc165798515)

[3.2.5 Singleton 6](#_Toc165798516)

[3.3 Structural patterns 7](#_Toc165798517)

[3.3.1 Adapter 7](#_Toc165798518)

[3.3.2 Bridge 7](#_Toc165798519)

[3.3.3 Composite 7](#_Toc165798520)

[3.3.4 Decorator 7](#_Toc165798521)

[3.3.5 Façade 8](#_Toc165798522)

[3.3.6 Flyweight 8](#_Toc165798523)

[3.3.7 Proxy 8](#_Toc165798524)

[3.4 Behavioural patterns 9](#_Toc165798525)

[3.4.1 Chain of responsibility 9](#_Toc165798526)

[3.4.2 Command 9](#_Toc165798527)

[3.4.3 Interpreter 9](#_Toc165798528)

[3.4.4 Iterator 10](#_Toc165798529)

[3.4.5 Mediator 10](#_Toc165798530)

[3.4.6 Momento 10](#_Toc165798531)

[3.4.7 Observer 10](#_Toc165798532)

[3.4.8 State 11](#_Toc165798533)

[3.4.9 Strategy 11](#_Toc165798534)

[3.4.10 Template method 11](#_Toc165798535)

[3.4.11 Visitor 12](#_Toc165798536)

[4 A Closer look 13](#_Toc165798537)

[4.1 Builder 13](#_Toc165798538)

[4.1.1 When to use 13](#_Toc165798539)

[4.1.2 Example in C# 13](#_Toc165798540)

[4.2 Observer 15](#_Toc165798541)

[4.2.1 When to use 15](#_Toc165798542)

[4.2.2 Example in C# 15](#_Toc165798543)

[4.3 Singleton 16](#_Toc165798544)

[4.3.1 When to use 16](#_Toc165798545)

[4.3.2 Example in C# 17](#_Toc165798546)

[4.3.3 With asp.net core 18](#_Toc165798547)

[4.4 Strategy 18](#_Toc165798548)

[4.4.1 When to use 18](#_Toc165798549)

[4.4.2 Example in C# 18](#_Toc165798550)

[5 Bestmix analysis 20](#_Toc165798551)

[5.1 About Bestmix 20](#_Toc165798552)

[5.2 Examples of design patterns in bestmix 20](#_Toc165798553)

[5.2.1 Factory method pattern: filter clauses 20](#_Toc165798554)

[5.2.2 Observer pattern: validator 22](#_Toc165798555)

[5.3 Improvements with patterns 23](#_Toc165798556)

[5.3.1 Strategy pattern: import translations 23](#_Toc165798557)

[6 Sources 27](#_Toc165798558)

# Introduction to design patterns

## Origin

The inception of design patterns finds its origins in architecture, notably credited to Christopher Alexander. In his book 'A Pattern Language' published in 1977, Alexander introduced a novel language centred around entities known as patterns. These patterns are defined as solutions to recurring problems, offering universal applicability. Through cross-cultural studies, Alexander observed a finite set of reusable solutions employed across various cultures for similar architectural challenges. [11]

In 1995, software design patterns saw widespread recognition with the publication of 'Design Patterns: Elements of Reusable Object-Oriented Software' by Erich Gamma, Richard Helm, Ralph Johnson, and John Vlissides. This book, often cited as a cornerstone in software engineering, is commonly referred to as the 'Gang of Four' (GoF). [11]

To write this book they looked at several software development teams and drew similar conclusions for writing software as Alexander did for architecture. [11]

## What is a design pattern

Design patterns are design-level solutions to recurring problems encountered by software engineers, serving as a blueprint for tackling these issues rather than a specific code implementation. They are considered good practice due to their tried-and-tested designs, which enhance the readability and maintainability of the final code. Design patterns are predominantly used in object-oriented programming languages, such as c#. These patterns address different aspects of software design, from class instantiation and object composition to the structure of classes and their interactions. By leveraging design patterns, developers can avoid reinventing the wheel, saving time and effort, and ensuring a more robust and maintainable codebase [1][2].

## Anti-patterns

Anti-patterns in software development are solutions that may seem effective initially but lead to more problems over time due to their inability to scale or evolve. They are often mistaken for good practices because they seem logical or straightforward but can increase complexity, reduce maintainability, and decrease reliability. [13]

Examples of anti-patterns include:

* **Spaghetti Code**: Unstructured and tangled code with complex control flow and interdependencies, making it hard to understand, debug, and maintain.
* **God Object**: A single class that performs all tasks in a system, leading to tight coupling, low cohesion, and difficulty in maintenance and scalability.
* **Copy-Paste Programming:** Repeatedly copying and pasting code snippets instead of creating reusable components or functions, leading to code duplication and maintenance issues.
* **The Blob:** A single class or module with too many responsibilities and dependencies, violating the Single Responsibility Principle (SRP) and leading to code that is hard to understand and maintain.
* **The Swiss Army Knife:** Creating overly generic or multipurpose classes or functions that try to do too much, leading to complexity, poor performance, and difficulty in testing and debugging.

Avoiding anti-patterns involves being aware of common pitfalls, using proven design patterns and best practices, breaking down complex problems into smaller parts, and continuously reviewing code. Recognizing and avoiding anti-patterns can lead to more effective, efficient, and maintainable solutions.

## Goal of this paper

Goal of This Paper The goal of this paper is to get developers to think more about design patterns. It's all about showing them that by spending a bit more time on picking the right pattern and building their code around it, their code will be easier to keep up with and add to in the future.

To showcase the power of design pattern, I will take a look at a few real world Implementations. I will look at parts of the code from Bestmix Software. Where I currently have an internship.

# Gang of Four patterns

## What is the Gang of Four?

The Gang of Four (GoF) Design Patterns, introduced in the book "Design Patterns: Elements of Reusable Object-Oriented Software" by Erich Gamma, Richard Helm, Ralph Johnson, and John Vlissides, are a collection of 23 design patterns that address common software design problems. These patterns, categorized into Creational, Structural, and Behavioural patterns, provide solutions to recurring issues in software development, promoting code reusability, modularity, and flexibility. The GoF patterns have become a foundational resource for software engineers, offering a catalogue of proven solutions that enhance the quality and maintainability of software systems. Because this book has been so influential, it will be the main source for the research in this paper. [1] [3]

The following section means to give you an idea of the gang of four patterns, what their intent is and how they work. [1][2][5]

## Creational patterns

### Abstract Factory

**Intent:** Provide an interface for creating families of related or dependent objects without specifying their concrete classes.

**Summary**: Abstract factory interface is used by concrete factories to create certain concrete types of an abstract type
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In this example we have a car and a motorcycle, both implement the IVehicle interface. To create these vehicles we have a separate CarFactory and MotorcycleFactory, but since they both implement IVehicleFactory, We can use the IVehicleFactory and don’t need to think about what kind of vehicle we are dealing with. This is useful for example in a class with dependency injection. A vehicle factory is received in the constructor and we can create vehicles regardless of what vehicle. Another benefit is scalability. If tomorrow I want to add a boat which is also an IVehicle, as long as my boat factory implements the IVehicleFactory, The rest of my code will keep working.

### Builder

**Intent:** Separate the construction of a complex object from its representation so that the same construction process can create different representations.

**Summary:** A class can be so large and complex, that using a constructor to create it is very messy. For example the class has a lot of values that might or might not be implemented but creating sub classes for all of these values would be overkill. A builder allows you to build objects step by step and adding what is needed only.

### Factory Method

**Intent:** Define an interface for creating an object, but let subclasses decide which class to instantiate. Factory Method lets a class defer instantiation to subclasses.

**Summary:** The Factory Method design pattern provides an interface for creating objects in a superclass, allowing subclasses to alter the type of objects that will be created. It allows for the creation of objects without specifying the exact class of object that will be created, providing flexibility in object creation. This pattern is especially useful when a class can't anticipate the class of objects it must create.

### Prototype

**Intent:** Specify the kinds of objects to create using a prototypical instance, and create new objects by copying this prototype.

**Summary:** Creational design patterns enable you to duplicate existing objects without tying your code to specific classes. However, directly copying an object without knowledge of its exact type or private fields can be challenging. To ensure objects can be copied, they are designed to inherit an interface with a clone method, allowing them to return a duplicate of themselves.

### Singleton

**Intent:** Ensure a class only has one instance, and provide a global point of access to it.

**Summary:** Having only one instance of a class can be advantageous, such as ensuring a database is accessed through a single point. This is commonly achieved by having a static instance of the class within the class itself, and then accessing this instance through a static method.

## Structural patterns

### Adapter

**Intent:** Convert the interface of a class into another interface clients expect. Adapter lets classes work together that couldn't otherwise because of incompatible interfaces.

**Summary:** The Adapter Pattern allows incompatible interfaces to work together by creating a bridge between them. It involves a wrapper class, known as the "adapter," that converts the interface of one class into another interface that a client expects. This pattern enables classes with incompatible interfaces to work together without modifying their source code, promoting code reusability and flexibility in integrating different systems.

### Bridge

**Intent:** Decouple an abstraction from its implementation so that the two can vary independently.

**Summary:** Sometimes certain fields or logic within a class can be considered a separate entity, in which case it might be better to separate it into its own class and have the original class contain a reference to it. This way, the two classes can evolve separately while remaining connected. The Bridge Pattern achieves this by creating an abstraction (often an abstract class or interface) that contains a reference to the implementor (another class or interface), allowing them to vary independently.

### Composite

**Intent:** Compose objects into tree structures to represent part-whole hierarchies. Composite lets clients treat individual objects and compositions of objects uniformly.

**Summary:** To create a tree of objects, ensure they all share a common interface for their basic functionality. By allowing objects to "own" other objects, you can form a tree structure where compositions of objects and individual objects can be handled uniformly. This approach enables the manipulation of complex structures as if they were individual objects, simplifying interactions within the tree.

### Decorator

Also known as Wrapper

**Intent:** Attach additional responsibilities to an object dynamically. Decorators provide a flexible alternative to subclassing for extending functionality.

**Summary:** The Decorator or Wrapper Pattern works by dynamically adding new behaviors or responsibilities to objects without altering their existing structure. It involves creating a set of decorator classes that are used to wrap concrete components. These decorators implement the same interface as the components they wrap, allowing them to seamlessly substitute for the original objects. Each decorator can add new functionality before or after calling the original component's methods, creating a chain of decorators that can modify the behavior of the base component. This pattern promotes flexibility and extensibility, as new behaviors can be added by creating new decorators rather than modifying the original classes.

### Façade

**Intent:** Provide a unified interface to a set of interfaces in a subsystem. Facade defines a higher-level interface that makes the subsystem easier to use

**Summary:** The Facade Pattern provides a simplified interface to a complex system, acting as a single entry point for client interaction. It involves creating a facade class that delegates client requests to various components of the system, hiding their complexities. This pattern encapsulates the system's complexities behind a unified interface, making it easier for clients to use and reducing dependencies between the client code and subsystems. It promotes loose coupling and improves code readability by providing a high-level interface that shields clients from the system's implementation details.

### Flyweight

**Intent:** Flyweight is a structural design pattern that lets you fit more objects into the available amount of RAM by sharing common parts of state between multiple objects instead of keeping all of the data in each object.

**Summary:** When dealing with large numbers of objects, you need to minimise RAM usage. This is possible by separating extrinsic (unique) and intrinsic (shared) properties into different objects. This way the intrinsic objects can reuse the extrinsic ones and there is no need to save duplicates.

### Proxy

**Intent:** This pattern lets you provide a substitute or placeholder for another object. A proxy controls access to the original object, allowing you to perform something either before or after the request gets through to the original object.

**Summary:** The Proxy Pattern provides a surrogate or placeholder for another object to control access to it, this placeholder implements the same interface as the original object so the code using it can stay the same. It is used when you want to add a level of indirection to control access to an object, such as for lazy initialization, access control, logging, or caching.

## Behavioural patterns

### Chain of responsibility

**Intent:** Avoid coupling the sender of a request to its receiver by giving more than one object a chance to handle the request. Chain the receiving objects and pass the request along the chain until an object handles it.

**Summary:** Classes can often be owned by a parent class, and own a child class themselves, creating a chain of classes. With the Chain of Responsibility pattern, you create a linked list of handlers where each handler has a reference to the next handler in the chain. When a request is made, it is passed through the chain until a handler is found that can process it. This allows for dynamic and flexible handling of requests as any handler can either handle the request or pass it to the next handler in the chain, promoting loose coupling and easy addition of new handlers.

### Command

Also known as Action or Transaction

**Intent:** Encapsulate a request as an object, thereby letting you parameterize clients with different requests, queue or log requests, and support undoable operations.

**Summary:** The Command Pattern is usually implemented by creating a Command interface or abstract class that defines a method like execute(). Concrete command classes then implement this interface, each encapsulating a specific action. A client object holds a reference to a command, and when it needs the action to be executed, it calls the execute() method on the command. This decouples the sender of a request from the receiver, allowing for parameterization of clients with different commands, undoable operations, and queuing of requests.

### Interpreter

Will not discuss this pattern because it is too specific to certain applications.

### Iterator

**Intent:** Provide a way to access the elements of an aggregate object sequentially without exposing its underlying representation.

**Summary:** In more complicated structures like a tree, the traversal behavior of the Iterator Pattern is separated into an iterator object by defining an iterator interface. This interface typically includes methods like hasNext() and next(). Each node in the tree implements a method to create an iterator specific to its traversal logic (e.g., in-order, pre-order). The concrete iterator classes then implement these methods to navigate the tree according to the specified traversal logic. This abstraction allows the client to traverse complex tree structures without knowing the details of traversal, promoting flexibility and code reusability.

### Mediator

**Intent:** Define an object that encapsulates how a set of objects interact. Mediator promotes loose coupling by keeping objects from referring to each other explicitly, and it lets you vary their interaction independently.

**Summary:** When using the Mediator Pattern, requests or method calls between classes happen through a mediator class, which will encapsulate the communication logic. This pattern eliminates mutual dependencies between classes that use each other’s functionality. Each class only needs to know about the mediator, reducing direct dependencies and promoting loose coupling. The mediator coordinates the interactions between classes, acting as a central hub where objects can communicate without being directly aware of each other.

### Momento

Also known as snapshot

**Intent:** Memento is a behavioral design pattern that lets you save and restore the previous state of an object without revealing the details of its implementation.

**Summary:** This pattern is implemented by creating a snapshot object which saves the state of your originator object, with methods to get and set the state. Usually a caretaker object is also created, which has methods to create the snapshot and to restore the originator object back to the snapshot. This caretaker often implements the command pattern.

### Observer

Also known as publish-subscribe

**Intent**: Observer is a behavioral design pattern that lets you define a subscription mechanism to notify multiple objects about any events that happen to the object they’re observing.

**Summary:** The Observer Pattern works by establishing a one-to-many relationship between objects. When the state of one object (the subject) changes, all its dependents (observers) are notified and updated automatically. The pattern involves two main components: the Subject, which maintains a list of observers and notifies them of any state changes, and the Observer, which defines an interface that concrete observers implement to receive updates from the subject.

### State

**Intent:** Allow an object to alter its behavior when its internal state changes. The object will appear to change its class.

**Summary:** This pattern involves extracting the logic of a class into separate state objects. Each state object contains the original object and assumes its functionality, allowing for different state objects to modify the behavior of the original object. By delegating functionality to different state objects, the original object's behavior can change dynamically based on its current state.

### Strategy

**Intent:** Define a family of algorithms, encapsulate each one, and make them interchangeable. Strategy lets the algorithm vary independently from clients that use it.

**Summary:** In a class that performs an algorithm or logic that can be isolated, applying the Strategy Pattern involves isolating this logic into separate strategy objects. By doing so, the class can easily switch between different algorithms or logics by storing a selected strategy as a field and executing it when needed. This approach promotes flexibility and allows the class to adapt to varying requirements without altering its core implementation.

### Template method

**Intent:** Template Method is a behavioral design pattern that defines the skeleton of an algorithm in the superclass but lets subclasses override specific steps of the algorithm without changing its structure.

**Summary:** This pattern is implemented by splitting an algorithm into multiple methods or steps that are contained in an object. This object now can be extended by different implementations of the algorithms that can overwrite certain steps. This way none of the steps need to be duplicated within the code.

### Visitor

**Intent:** Visitor is a behavioral design pattern that lets you separate algorithms from the objects on which they operate.

**Summary:**  When you have an algorithm that needs to operate on different types of objects, you can separate the algorithm from the objects by creating a visitor object. This visitor object contains the algorithm's implementations for each type of object. Next, each type of object will have a method, usually called accept, that takes the visitor object as a parameter. This accept method allows the object to receive the visitor and lets the visitor perform its operations on the object.

# A Closer look

This chapter takes an in depth look at a few design patterns. Specifically talking about their implementation in C# and when to use them.

## Builder

The goal of the Builder pattern is to separate the construction of a complex object from its representation, allowing the same construction process to create different representations.

### When to use

This pattern should be applied in scenarios where objects need to be constructed in various, predefined configurations. It's particularly useful for complex objects with multiple setup options or when the construction process involves multiple steps.

### Example in C#

In this example we build motorcycles, these motorcycles can be dirtbikes or sports bikes. These types of motorcycles are built in a different ways so it is very fitting for the builder pattern.

public interface IMotorcycleBuilder

{

IMotorcycleBuilder SetEngine();

IMotorcycleBuilder SetWheels();

IMotorcycleBuilder SetHorn();

Motorcycle Build();

}

// Concrete Builder for DirtBike

public class DirtBikeBuilder : IMotorcycleBuilder

{

private Motorcycle \_motorcycle = new Motorcycle();

public IMotorcycleBuilder SetEngine()

{

\_motorcycle.Engine = "single";

return this;

}

public IMotorcycleBuilder SetWheels()

{

\_motorcycle.Wheels = 2;

return this;

}

public IMotorcycleBuilder SetHorn()

{

\_motorcycle.Horn = "tuut";

return this;

}

public Motorcycle Build()

{

return \_motorcycle;

}

}

// Concrete Builder for SportsBike

public class SportsBikeBuilder : IMotorcycleBuilder

{

private Motorcycle \_motorcycle = new Motorcycle();

public IMotorcycleBuilder SetEngine()

{

\_motorcycle.Engine = "inline-4";

return this;

}

public IMotorcycleBuilder SetWheels()

{

\_motorcycle.Wheels = 2;

return this;

}

public IMotorcycleBuilder SetHorn()

{

\_motorcycle.Horn = "bip";

return this;

}

public Motorcycle Build()

{

return \_motorcycle;

}

}

// Motorcycle Class

public class Motorcycle

{

public string Engine { get; set; }

public int Wheels { get; set; }

public string Horn { get; set; }

}

// Usage

IMotorcycleBuilder dirtBikeBuilder = new DirtBikeBuilder();

Motorcycle dirtbike = dirtBikeBuilder

.SetEngine()

.SetWheels()

.SetHorn()

.Build();

A benefit of this pattern is that we can leave out or add steps to the build process as we see fit. For example if our motorcycle doesn’t have a horn we can just build it like this.

Motorcycle dirtbike = dirtBikeBuilder

.SetEngine()

.SetWheels()

.Build();

## Singleton

The goal of this pattern is to ensure a class has only one instance and provides a global point of access to it, primarily to control access to shared resources like a database or a file, and to provide a global access point to that instance, offering a safer alternative to global variables. [5]

### When to use

When a resource is used throughout your application, and making it available everywhere you need it is challenging, then the singleton pattern can simplify your code. Another reason to use this pattern is when initialization of a resource is expansive, so you want to avoid it being initialized multiple times.

### Example in C#

#### Double Thread locking

For this example, we want to make sure their is only one instance of the dbContext, so that only one connection with the database is made. As in most programming languages, we will create a static getter method that checks if an instance of our class already exists. But to prevent that multiple threads access this method simultaneously and cause it to create multiple instances anyways, we will use double check locking. [6]

public class DbContext

{

private static DbContext? \_instance;

private static readonly object \_instanceLock = new object();

public static DbContext Instance {

get

{

if (\_instance == null)

{

lock (\_instanceLock)

{

if (\_instance == null)

{

\_instance = new DbContext();

}

}

}

return \_instance;

}

}

}

To optimize performance and resource usage, the double-checked locking pattern first checks if an instance exists without acquiring a lock, and if not, it locks the thread to ensure the instance is created only once, thereby avoiding unnecessary locking when the instance already exists. [7]

#### Lazy<T>

Another approach to implementing a thread-safe singleton in C# is using the Lazy<T> type, which was introduced in .NET 4.0. This type provides support for lazy initialization in a thread-safe manner, making it a simpler and more modern alternative to the double-checked locking pattern:

public class DbContext

{

private static readonly Lazy<DbContext> \_lazyInstance = new

Lazy<DbContext>(() => new DbContext());

public DbContext Instance

{

get

{

return \_lazyInstance.Value;

}

}

}

The Lazy<T> type handles the thread safety for you, ensuring that the singleton instance is created only once in a thread-safe manner [8]

### With asp.net core

If you are using the asp.net core framework, we can use the framework’s service registration method AddSingleton to add a singleton that can be used for automated dependency injection. [9]

public class Program

{

public static void Main(string[] args)

{

var builder = WebApplication.CreateBuilder(args);

...

builder.Services.AddSingleton<DbContext>();

var app = builder.Build();

...

app.Run();

}

}

Now this singleton can be accessed from anywhere in the project.

## Observer

The Observer pattern is a behavioral design pattern that establishes a one-to-many dependency between objects so that when one object (the subject) changes its state, all its dependents (observers) are notified and updated automatically.

This pattern is particularly useful in event-driven architectures and GUI components, allowing objects to communicate changes without being tightly coupled to each other. [10].

### When to use

You should consider implementing the Observer pattern when you encounter scenarios where changes in one object's state need to trigger actions in other parts of the system, but you want to keep these components loosely coupled. Signs that suggest the use of the Observer pattern include situations where multiple objects need to react to changes in a single object, or when you find yourself implementing custom event handling mechanisms to manage communication between objects.

### Example in C#

#### Delegate and Event

In C#, the Observer pattern is implemented using events and delegates, which are built-in language features. Events allow an object to notify other objects when something of interest occurs. Delegates are used to define the signature of the event handler method. This combination makes the Observer pattern both straightforward and idiomatic in C#. [10]

When you declare an event using the event keyword, the .NET runtime automatically manages a list of subscribers for that event. This list is updated whenever a method is subscribed to the event using the += operator and cleared when a method is unsubscribed using the -= operator.

In this example, phones are subscribers that subscribe to a notification server. The sendNotification function is implemented so that every subscribed phone gets the notification.

public class NotificationServer

{

public delegate void NotificationHandler(string notificationText);

public event NotificationHandler OnNotification;

public void SendNotification(string notificationText)

{

OnNotification?.Invoke(notificationText);

}

}

public class Phone

{

public void Subscribe(NotificationServer server)

{

server.OnNotification += ReceiveNotification;

}

private void ReceiveNotification(string notificationText)

{

Console.WriteLine($"New notification: ${notificationText}");

}

}

## Strategy

The goal of this pattern is to enable an object to dynamically change its behavior at runtime by encapsulating different algorithms or behaviors into separate classesI. t is based on the principle of composition over inheritance, defining a family of algorithms, encapsulating each one, and making them interchangeable. [12]

### When to use

This pattern should be applied in scenarios where you need to dynamically change the behaviour of an object based on its state. Or when you anticipate new behaviours to be added in the future.  
When your code tries to handle multiple states or types with the same code trough complicated if statements, this pattern could be useful.

### Example in C#

In this example, we have multiple compression algorithms, but we want to be able to use them interchangeably. To do this we make a strategy interface, which is implemented by both of the concrete interfaces.

// Strategy interface

public interface ICompression

{

void CompressFolder(string folderName);

}

// Concrete Strategy

public class RarCompression : ICompression

{

public void CompressFolder(string folderName)

{

Console.WriteLine($"{folderName} compressed using RAR.");

}

}

// Concrete Strategy

public class ZipCompression : ICompression

{

public void CompressFolder(string folderName)

{

Console.WriteLine($"{folderName} compressed using ZIP.");

}

}

// Context class

public class CompressionContext

{

private ICompression \_compression;

public CompressionContext(ICompression compression)

{

\_compression = compression;

}

public void SetCompression(ICompression compression)

{

\_compression = compression;

}

public void Compress(string folderName)

{

\_compression.CompressFolder(folderName);

}

}

This way our strategy context can use any of these strategies without knowing which one it’s given.

// Usage

CompressionContext context = new CompressionContext(new RarCompression());

context.Compress("Folder1");

context.SetCompression(new ZipCompression());

context.Compress("Folder2");

## Proxy

The Proxy pattern is a structural design pattern that provides a surrogate or placeholder for another object to control access to it. This pattern is particularly useful for controlling access to complex objects, adding a layer of security, or providing a simplified interface to a complex subsystem. [13][14]

### When to use

You should consider implementing the Proxy pattern when:

* You need to add a level of indirection to access to an object, such as logging, caching, or access control.
* You want to provide a simplified interface to a complex subsystem.
* You need to protect an object from misuse or unauthorized access.

Signs that suggest the use of the Proxy pattern include situations where direct access to an object would expose it to risks or complexities that you wish to manage or hide.

### Example in C#

In C#, the Proxy pattern can be implemented using interfaces and classes. Here's a simple example demonstrating a proxy for accessing a database:

// Interface for the service

public interface IDatabaseService

{

void WriteData(string data);

}

// Real service implementation

public class DatabaseService : IDatabaseService

{

public void WriteData(string data)

{

// Complex logic to write data to the database

Console.WriteLine($"Writing data: {data}");

}

}

// Proxy class

public class DatabaseProxy : IDatabaseService

{

private readonly IDatabaseService \_realService;

public DatabaseProxy(IDatabaseService realService)

{

\_realService = realService;

}

public void WriteData(string data)

{

// Add pre-processing logic

Console.WriteLine("Pre-processing data...");

// Call the real service

\_realService.WriteData(data);

// Add post-processing logic

Console.WriteLine("Post-processing data...");

}

}

In this example:

* IDatabaseService is the interface defining the operations that can be performed on the database.
* DatabaseService is the real implementation of the service, containing the actual logic to interact with the database.
* DatabaseProxy is the proxy class that implements the IDatabaseService interface. It wraps the DatabaseService and can add additional logic before and after calling the real service, such as logging, caching, or access control.

To use the proxy, you would typically inject the DatabaseProxy into your application instead of directly using the DatabaseService. This allows you to add additional behavior (like logging or caching) without modifying the clients that use the service.

public class Application

{

private readonly IDatabaseService \_databaseService;

public Application(IDatabaseService databaseService)

{

\_databaseService = databaseService;

}

public void ProcessData(string data)

{

\_databaseService.WriteData(data);

}

}

In this setup, Application uses the IDatabaseService interface, which could be either the DatabaseService directly or the DatabaseProxy depending on how you configure your application. This decouples the Application class from the specific implementation details of the database service, adhering to the Dependency Inversion Principle and making the system more flexible and maintainable.

# Bestmix analysis

In Bestmix’s production code, there are a lot of majestically applied design patterns which improve the code in many aspects, let’s look at these and see just how they affect the maintainability, scalability and readability . However like with any large application there are also badly applied patterns and anti-patterns to be found in certain places. We will find some specific examples of these as well and find out how a design pattern can improve them.

## About Bestmix

Adifo NV is a software development company specializing in providing solutions for the nutrition industries. Founded in 1974 by the De Lille family, it initially focused on developing software applications for payroll and invoicing, which evolved into the MILAS® ERP package. With the acquisition of BESTMIX®, Adifo expanded its offerings to include recipe management for the animal feed industry, later extending to the food industry in the late 1990s. As of 2017, Adifo is part of the Info Support International Group. Following a rebranding initiative in early 2022, all brands are consolidated under BESTMIX Software.

## Examples of design patterns in bestmix

### Factory method pattern: filter clauses

#### Context

Leg uit wat een clause en clauseviewmodel is en hoe deze functie het factory pattern toepast om het clauseviewmodel op te bouwen

#### Design pattern application

The Factory Method pattern was chosen to encapsulate the creation logic of different types of FilterClauseViewModel objects, enabling flexibility, extensibility, and decoupling from client code. Let’s break down what exactly the factory method pattern does here.

**Factory Method Declaration:** The CreateClause() method serves as the factory method. It is responsible for creating instances of FilterClauseViewModel subclasses based on different conditions.

**Object Creation:** Inside the CreateClause() method, different types of FilterClauseViewModel objects are created based on the input parameters or conditions.

public FilterClauseViewModel CreateClause()

{

var filterClauseViewModel = new FilterClauseViewModel(queryProperties);

return filterClauseViewModel;

}

**Conditional Logic:** The method uses conditional logic (in this case, a switch statement) to determine which subclass of FilterClauseViewModel to instantiate based on the input or conditions.

**Dynamic Object Creation:** The factory method dynamically creates objects of different subclasses of FilterClauseViewModel depending on the conditions specified in each case of the switch statement.

public async Task<FilterClauseViewModel> CreateClause(IFilterClause clause)

{

// create clause view model

var clauseViewModel = CreateClause();

// set Property And OperatorAndValueViewModel

switch (clause)

{

case null:

return null;

case EqualToFrameworkFormulaFilter { PropertyName: nameof(QueryProperty.Code) } f:

{

var operatorAndValue = CreateStringOperatorAndValue(...);

operatorAndValue.Operator = EqualToFrameworkFormulaFilterOperator...

clauseViewModel.Property = AdifoEnum.GetByName<QueryProperty>(f.PropertyName);

clauseViewModel.OperatorAndValue = operatorAndValue;

break;

}

case EqualToFrameworkFormulaFilter { PropertyName: nameof(QueryProperty.Folder) } f:

{

var operatorAndValue = CreateForeignKeyOperatorAndValue<ListFolder>(...);

clauseViewModel.Property = AdifoEnum.GetByName<QueryProperty>(f.PropertyName);

clauseViewModel.OperatorAndValue = operatorAndValue;

break;

}

case ...

}

}

**Encapsulation:** The creation of FilterClauseViewModel objects is encapsulated within the factory method. This encapsulation hides the details of object creation from the client code, promoting loose coupling and flexibility.

Overall, the factory method pattern allows for the creation of different types of related objects through a single interface (CreateClause() method), while delegating the actual object creation to subclasses or specific conditions.

### Observer pattern: validator

#### Context

In Bestmix there are many entities such as recipes, products, parameters and much more. These entities can be created and edited, which means they need to be validated as well. An entity with invalid data, such as empty mandatory fields should not be saved to the database. For this reason there is a validator class.

#### Design pattern application

First, the class defines an event and a delegate. The delegate specifies the signature of the event handler method, which will be called when the event is triggered.

public event EntityValidatedEventHandler EntityValidated;

public delegate void EntityValidatedEventHandler(object sender, T entity, string fieldPath);

* **Delegate:** is a delegate that takes three parameters: an object representing the sender of the event, a generic type T representing the entity being validated, and a string for the field path.
* **Event**: EntityValidated is an event of type EntityValidatedEventHandler. This event will be triggered after an entity is validated.

After the entity is validated, the EntityValidated event is invoked. This is done using the ?.Invoke syntax, which ensures that the event is only invoked if there are any subscribers.

public async Task Validate(T entity)

{

// validation logic ....

// notify subscribers

EntityValidated?.Invoke(this, entity, fieldPath: null);

}

* **Invocation:** The EntityValidated event is invoked with this as the sender, the validated entity, and null for the fieldPath. This indicates that the entire entity has been validated.

In the front-end code, each row subscribes to the EntityValidated event of a Validator instance. This is done by adding an event handler to the EntityValidated event using a lambda expression. Each row in this case is an entity in a grid that can be edited and thus needs to be validated.

protected List<IValidator<TDomain>> CreateValidators(IList<CopyMultipleRow<TDomain>> rows)

{

var validators = new List<IValidator<TDomain>>();

foreach (var row in rows)

{

var validator = new Validator<TDomain>(this).AddDefaultRules();

validators.Add(validator);

validator.Subscribe(row.Entity);

validator.EntityValidated += (sender, entity, fieldPath) => row.UpdateValidity();

}

return validators;

}

* **Subscription**: Each row subscribes to the EntityValidated event by adding an event handler. The event handler is defined using a lambda expression, which specifies that when the EntityValidated event is triggered, the UpdateValidity method should be called on the row. This effectively notifies the row that the entity it represents has been validated.

Now that the edited row gets notified of its validity, it can be blocked from being saved to the database.

## Improvements with patterns

### Strategy pattern: import translations

#### Context

In Bestmix, various entities such as libraries, parameters, and recipes contain multilingual data, necessitating translations for their text properties. These translations can be conveniently imported and exported as CSV files for editing.

The existing code serves as a backend method executor, responsible for updating entities with new translations received from the frontend and then persisting them in the database.

#### Problem

Initially, all entity translations followed a consistent logic due to their uniform multilingual data structure. However, accommodating a new entity type with a distinct data structure posed a challenge.

My first approach involved modifying the existing code by segregating imported entities into multiple lists, applying translations to each list separately, and then merging them back before database persistence.

public override async Task<FunctionResponse> Execute(FunctionArgument args)

{

// get old entities

var entities = await repo.GetByIds(importData.Entities.Keys);

// split regular entities and new "library field list" entities

List<IDomainObject> fieldListEntities = new();

if (importData.FieldTokenName == BestmixToken.Field\_TextContent.Name)

{

fieldListEntities = entities.Where(e => e is Library lib && lib.IsFieldList).ToList();

entities.RemoveAll(e => e is Library lib && lib.IsFieldList);

}

// save changes to regular entities

foreach (var entity in entities)

{

// get existing translations from the entity so that we can update them

var oldTranslations = ...

// update existing translations with imported translations

ApplyNewTranslations(oldTranslations, importData.Entities[entity.Id].Translations);

}

// save changes new "library field list" entities

foreach (Library entity in fieldListEntities)

{

// get existing translations from the entity so that we can update them

// logic for library entities

var oldTranslations = ...

// update existing translations with imported translations

ApplyNewFieldListTranslations(oldTranslations,

importData.Entities[entity.Id].FieldListTranslations);

}

// merge entities and libraray field list entities back into one list

entities.AddRange(fieldListEntities);

await repo.Save(entities, true, false,

EntityFieldMode.SpecifiedFields, specifiedFields.ToArray());

return FunctionResponse.Ok();

}

(this code is simplified to get the point across better)

While functional, this approach was not ideal, as adding a new entity type would necessitate further modifications, bloating the method.

#### Design pattern application

The Strategy Pattern emerged as an elegant solution, enabling the addition of new translation import strategies without altering existing code.

The logic was modularized into multiple ImportStrategies, all implementing the IImportStrategy interface. This interface defines a blueprint requiring only an Execute method.

interface IImportStrategy

{

public Task<FunctionResponse> Execute(ImportExportTranslationField importData, IEntityRepository repo,);

}

To prevent code duplication across strategies, ImportStrategies inherit from the BaseStrategy abstract class, housing shared functionality

.abstract class BaseImportStrategy : IImportStrategy

{

public abstract Task<FunctionResponse> Execute(...);

protected async Task SaveToDb(...)

{

// save to db logic

}

// other shared methods

}

The logic previously applied uniformly to all entities was now divided into separate strategies for libraries and other entities.

class DefaultImportStrategy : BaseImportStrategy

{

public async override Task<FunctionResponse> Execute(ImportExportTranslationField importData, IEntityRepository repo, AdifoDomainType domainType, ImportTranslations importTranslationsClass)

{ // default import logic }

}

class LibraryImportStrategy : BaseImportStrategy

{

public async override Task<FunctionResponse> Execute(...)

{ // default import logic }

// library specific helper methods

}

This modular structure facilitated the seamless addition of new entity-specific strategies, such as for parameters.

class ParameterImportStrategy : BaseImportStrategy

{

public async override Task<FunctionResponse> Execute(...)

{ // default import logic }

// Parameter specific helper methods

}

A GetImportStrategy method determined the appropriate strategy based on the entity type, abstracting the strategy selection process from the executor.

private IImportStrategy GetImportStrategy(AdifoDomainType type)

{

return type.Name switch

{

nameof(BestmixDomainType.Library) => new LibraryImportStrategy(),

nameof(BestmixDomainType.Parameter) => new ParameterImportStrategy(),

\_ => new DefaultImportStrategy(),

};

}

This implementation allowed the method executor to delegate work to the respective strategies without needing to know which strategy was being employed.

[ExecutesFunction(nameof(ApiFunction.ImportTranslations))]

public class ImportTranslations : BestmixFunctionExecutor<IDomainObject>

{

public override async Task<FunctionResponse> Execute(FunctionArgument args)

{

var importData = ...

var domainType = AdifoDomainType.GetByType(Entity.GetType());

var repo = GetRepository(domainType);

IImportStrategy strategy = GetImportStrategy(domainType);

return await strategy.Execute(importData, repo, domainType, this);

}

}
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