## Что такое Docker-Compose?

**Docker-compose** это как дирижёр оркестра, где ваш оркестр - это набор контейнеров, которыми нужно управлять. Каждый контейнер имеет отдельную задачу, как и музыкальные инструменты в разных частях песни.

*Docker Compose управляет контейнерами, запускает их вместе, в нужной последовательности, необходимой для вашего приложения.  
Его можно назвать дирижёром в мире Docker-а.*

Docker-compose организовывает совместных запуск контейнеров, как инструменты в групповой игре в определённых участках песни.

Каждый инструмент имеет конкретную задачу в группе оркестра. Труба создаёт основную мелодию песни; фортепиано, гитара дополняют основную мелодию; барабаны задают ритм; саксофоны добавляют больше гармонии и т.д.  
Каждый из инструментов имеет свою конкретную работу и задачу, как и наши контейнеры.

Docker-compose написан в формате YAML который по своей сути похож на JSON или XML. Но YAML имеет более удобный формат для его чтения, чем вышеперечисленные. В формате YAML имеют значения пробелы и табуляции, именно пробелами отделяются названия параметров от их значений.

Создадим новый файл docker-compose.yml, для рассмотрения синтаксиса Docker Compose:

version: '3'

services:

app:

build:

context: .

ports:

- 8080:80

Теперь, построчно разберёмся с заданными параметрами, и что они значат:  
**version**: какая версия docker-compose используется (3 версия - самая последняя на даный момент).  
**services**: контейнеры которые мы хотим запустить.  
**app**: имя сервиса, может быть любым, но желательно, чтобы оно описывало суть этого контейнера.  
**build**: шаги, описывающие процесс билдинга.  
**context**: где находится Dockerfile, из которого будем билдить образ для контейнера.  
**ports**: маппинг портов основной ОС к контейнеру.

Мы можем использовать этот файл для билдинга нашего предыдущего образа apache:

docker-compose build

После выполнения этой команды, Docker спарсит файл docker-compose и создаст описанные сервисы на основе инструкций во вкладке **build**.

А **context** говорит о том, из какой директории мы берём Dockerfile для создания образа сервиса (в текущем случае - это означает текущую директорию ., но могло быть и /php-cli, /nginx, и т.д.).

И теперь, запустим эти сервисы, которые создали:

docker-compose up

В результате чего, сервер должен был запуститься, и стать доступным по адресу [localhost:8080](http://localhost:8080/).

Теперь, отключитесь от консоли, нажав CTRL+C.

Когда контейнер под названием app запускается, docker-compose автоматически связывает указанные порты во вкладке ports. Вместо того, как мы делали ранее, выполняя -v 8080:80, docker-compose делает это за нас, получив информацию параметра ports. Docker-compose избавляет нас боли, связанной с указанием параметров в командной строке напрямую.

*С*docker-compose.yml*мы переносим все параметры, ранее записываемые в командной строке при запуске контейнера в конфигурационный YAML файл.*

В этом примере мы записали BUILD и RUN шаги для нашего сервиса в docker-compose.yml. И преимущество такого подхода ещё в том, что теперь для билдинга и для запуска этих сервисов нам нужно запомнить только 2 команды: docker-compose build и docker-compose up. При таком подходе не нужно помнить, какие аргументы нужно указывать, какие опции нужно задавать при запуске контейнера.

Теперь давайте сделаем нашу разработку немного легче. Сделаем, чтобы вместо постоянного перестроения образа при каждом изменении файлов, мы можем примонтировать нашу рабочую папку в контейнер.  
Для этого, удалите строку COPY . /var/www/html с Dockerfile - теперь все файлы будут прокинуты из основной ОС. Новый Dockerfile будет иметь вид:

FROM php:7.2-apache

WORKDIR /var/www/html

RUN apt-get update && apt-get install -y wget

EXPOSE 80

Ранее мы рассматривали, как примонтировать папку в контейнер, для этого мы запускали контейнер с аргументом -v <HOST\_DIRECTORY>:<CONTAINER\_DIRECTORY>.  
С Docker-compose мы можем указать напрямую в docker-compose.yml:

version: '3'

services:

app:

build:

context: .

ports:

- 8080:80

volumes:

- .:/var/www/html

Добавленная строка примонтирует текущую директорию основой операционной системы к директории /var/www/html контейнера.

*В отличие от указания путь в консоли, здесь можно указывать относительный путь (.), не обязательно указывать полный путь (C:\projects\docker-example\apache), как было ранее при ручном запуске контейнера.*

Теперь, выполните по очереди команды:

docker-compose stop

docker-compose rm

При удалении, вас спросят, действительно ли удалять, напишите y и нажмите кнопку enter. Эти команды остановят и удалят все контейнеры, описанные в файле docker-compose.yml (то же самое, как мы ранее запускали docker stop <CONTAINER\_ID> и docker rm <CONTAINER\_ID>)

Теперь перебилдим сервисы, потому что мы изменили Dockerfile:

docker-compose build

И заново запустим:

docker-compose up

И опять, по адресу [localhost:8080](http://localhost:8080/) поднимется наш сервер.

Вместо того, чтобы копировать каждый раз файлы в образ, мы просто примонтировали папку, содержащую исходный код приложения. И теперь, каждый раз не придётся делать ребилд образа, когда файлы изменяются, теперь изменения происходят в лайв режиме, и будут доступны без перестройки образа.

Чтобы в этом убедиться, изменим файл index.php, добавим в него скрипт нами любимой пирамиды:

**<?php**

$n = $i = $\_GET['count'] ?? 4;

echo '<pre>';

while ($i--) {

echo str\_repeat(' ', $i).str\_repeat('\* ', $n - $i)."\n";

}

echo '</pre>';

И теперь, если перейти по адресу [localhost:8080?count=10](http://localhost:8080/?count=10), то увидим, что пирамида выводится:![apache_index_count](data:image/png;base64,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)

Монтирование вашей локальной папки как Docker Volume это основной метод как разрабатывать приложения в контейнере.

Так же, как мы ранее выполняли команды внутри контейнера, указывая аргументы -it ... /bin/bash. Docker-compose так же предоставляет интерфейс по удобному выполнению команд внутри конкретного контейнера. Для этого нужно выполнить команду:

docker-compose exec {CONTAINER\_NAME} {COMMAND}

где, вместо {CONTAINER\_NAME} нужно записать имя контейнера, под которым он записан в сервисах;  
а вместо {COMMAND} - желаемую команду.

К примеру, эта команда может выглядеть так:

docker-compose exec php-cli php -v

Но, сделаем это на основе текущего Dockerfile:

docker-compose down # остановим контейнеры

docker-compose up -d # здесь используется опция -d которая сообщает, что контейнер должен висеть в режиме демона

docker-compose exec app apache2 -v

Пока что, в docker-compose.yml описан только один сервис, потому разворачиваем мы только один контейнер. Но реальный файл *docker-compose* выглядит больше. К примеру, для Laravel он такой:

version: '3'

services:

nginx:

build:

context: ./

dockerfile: docker/nginx.docker

volumes:

- ./:/var/www

ports:

- "8080:80"

depends\_on:

- php-fpm

php-fpm:

build:

context: ./

dockerfile: docker/php-fpm.docker

volumes:

- ./:/var/www

depends\_on:

- mysql

- redis

environment:

- "DB\_PORT=3306"

- "DB\_HOST=mysql"

- "REDIS\_PORT=6379"

- "REDIS\_HOST=redis"

php-cli:

build:

context: ./

dockerfile: docker/php-cli.docker

volumes:

- ./:/var/www

depends\_on:

- mysql

- redis

environment:

- "DB\_PORT=3306"

- "DB\_HOST=mysql"

- "REDIS\_PORT=6379"

- "REDIS\_HOST=redis"

tty: true

mysql:

image: mysql:5.7

volumes:

- ./storage/docker/mysql:/var/lib/mysql

environment:

- "MYSQL\_ROOT\_PASSWORD=secret"

- "MYSQL\_USER=app"

- "MYSQL\_PASSWORD=secret"

- "MYSQL\_DATABASE=app"

ports:

- "33061:3306"

redis:

image: redis:3.0

ports:

- "6379:6379"

И при выполнении одной только команды docker-compose up, поднимутся 5 сервисов. В сравнении с тем, что мы бы вручную выполняли 5 раз команду docker run .... Так что, использование docker-compose в этом случае - очевидно. Так что, теперь, ещё один шаг позадчи, теперь вы знаете, **что такое docker и docker compose**, и для чего нужен каждый из них.