1. Simulation for the newspaper seller’s problem

*In class, we discussed the optimization problem for the newspaper seller by  
simulation. Complete the computer program for the newspaper sellers to find the  
optimal number for maximum profit. Run your program to simulate the system for  
1000, 10000, and 100000 days.*

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Number of Newspapers | 40 | 50 | 60 | 70 | 80 | 90 | 100 | Optimal Number |
| 1000 days | -206.80 | 1,935.15 | 3,799.59 | 5,171.09 | 5,768.50 | 2,316.99 | 586.24 | 80 |
| 10000 days | 139.75 | 18,918.39 | 37,732.29 | 45,778.20 | 46,848.44 | 29,873.14 | 6,614.45 | 80 |
| 100000 days | -9,365.34 | 194,371.04 | 374,652.94 | 468,859.35 | 478,260.39 | 303,179.69 | 64,185.65 | 80 |

***2. Single server queue simulation***

*(a) Modify the program SingleServerQueue.java by adding the capability to compute the maximum delay, the proportion of jobs delayed and the number of jobs in the system at a specified time (known at compile time).*

At top of while loop:

if (295 < time && time < 305)  
 t = index;  
if (4995 < time && time < 5005)  
 y = index;  
  
arrival=*getArrival*(arrival);  
if(arrival<departure) {  
 delay = departure - arrival; // Delay in queue  
 if (curr < delay) { // If delay is larger than largest delay  
 curr = Math.*round*(delay); // Set largest delay to delay  
 }  
}

At print statements

System.*out*.println(" the maximum delay time: "+curr);  
System.*out*.println(" the proportion of jobs delayed: "  
 + (Math.*round*((*quotient*(*quotient*(sum.interarrival, index), *quotient*(sum.service, index))) \* 100.0) / 100.0));  
System.*out*.println(" the number of jobs at t=300: "+Math.*round*(t));  
System.*out*.println(" the number of jobs at t=5000: "+Math.*round*(y));

*(b) Run your program for 100000 jobs. What was the maximum delay experienced? What proportion of jobs was delayed? How many jobs were in the system at time t=300 and t=5000 respectively?*

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUwAAADVCAIAAACzEl43AAAAAXNSR0IArs4c6QAAMYdJREFUeF7tnU9sG0ee75uxfRrHOxeZzBN5iGPIAUJFtEMB48ROHkBmGQcU4o0dX8SnHCggG+cQCUoG0j5fMoehgY1gxbmsATFzCAXMeg5BIM+zOkNhB5ASI5BgiVEbO3YwGQfUKKQZARsl0fim96uuZqvVXU0W2d1kk/w1MDOadv351bfq19VdrN+nPE899ZSAFyqACrSvAo+0b9OwZagAKkAUQCfHcYAKtLkC6ORt3sHYPFQAnRzHACrQ5gqgk7d5B2PzUAEPc3V9Zyc8PDXY6/GoAu0UsqOXb1jUyx8Oh/qikWBpZmR6WVN4ODkeDXq9xfnJ1Ox6+b4TN83sDyev9OVG0su77dWljI9fiQjz1hWwKCBmRwXqUGDf4cOHjdk8no3bdw4cf/SLS6mP5ubmbt783n/64MrivToq0GbZ2ti4t7J44PiJnxZvb5Sd2R9PPvfXqx/+Tpy733PhhX+s3NuCLE7crGD8xoq4smHq4ZDx7sKmLQpYFBCzowJ1KFDldR2m9OR43ONZTsvT+A443/iVqampK+PJuH+H3IEEV+Aaj4fJP125kgzvkPv8Vygo5Jbk5PmCEAzRjE7cNJoEzQGToTmkRRrLjc2keSG5nHI8GfbTOzt+0EcRJAm3a2w7v0qYEhWoW4GKTh4c/OCDRLBcNnmHTwhiaoRcKVFIDMOYJv4/OjojeSNRbzE7OTIj9A0E6rMGiioKXp2fOHFTNc+zfuPy6Ci05u23M1LFZpJ/9EZiQpa0fTJTjCboM64/FhWg1XBlcoK3vnZjLlTAWQUqOrk0ox39Qn9fl7RKv5k9nvVVqauvXzWuOJ+ZvrG8Di6fvrHurMlOl27aTEmcJa8cnvX12WwpGCLPsqVcqWtwjLwJjEWFmT0LDU6bieWjApwKVHldV1/UOYuzkmxnx+8VitoFOfI+7MBNK0bq8pLvGPldYHJG6ooO+PF13UZxsSibFKjlJzSYtoIhOo7B90LBkvItbc2UVUnw0TeCQAjeFGhhTtzkNdO0mcHYADF0x+8fiIKleXk9Aj7PiSCwnqC95IUK/ETnlRzTOapA9Z/QdtYyo+llagSsSA0nIr0+z05hjbyfr3vgzsRYxFdeKi9k379s/roOy1xRn7KIDb/JqT+YxZNXor1Q5u4dqMuJm2ZSwjNreCqWK/+wZ2wm/QltUgq+E/Xt7BSkmUx6eZ0sUkz0CUKQCEJupuiPcHJpY0FpRtXN0S7EwlGBygqwnbzTVJPd1Ud/QbB+yQ++oDSZgoeg9dKwBFTAogK1vK5brMp92TU/ocEi+axtBvq8XimLHm6bnliQNQVwJremH+ZGBVyvQEfP5K7vHTQQFbBBAXRyG0TEIlABNyuATu7m3kHbUAEbFEAnt0FELAIVcLMC6ORu7h20DRWwQQF0chtExCJQATcrwI4nt2gxbOp8d8i/ObcbNG6xQDdnJ1tf3jv90PWNtWInxNj+5uL5WKy77j61Ujt/7wOV5PkzQ28OHatqJ+xKHJh47+L5M7FQ9+aCMlCZN/lrd21KG34nJ/0XK1wub32lTY2PJwspjMra7XemSq4dFkzDePrUDc3ksRMeWwkhA1uwwbH7+4XlZRI6ybzZWn3EtNaqk0OMxgeJXrVodaM7CO0tdfX2kp3eQHWi279ARNj7DX/A1veZzDREppopCCyGxGAQtsQX1rKZ6dm8EBiYGIN975RCBW8KCdjrvrMGGKnCwISuTMquCgrFeQhzB9iUV6K0KV2ZNGaW3oToN2leEiIRuuGc306tJTR+DvKORYRiUfD5dttuppKxIn7jmSmXhH5m23V2ylOWiZ79w1rlVRoXz4PbrJmG2pUOAnyAIEH43mBERn/BIDFTnt5fy7xdAdGljiUeJwfWh09UhmU8mSxMkxHCvNkGTm71dd2zsXJT2q+CooCiREXpOTX0q+1PJ3+bvrX55OBz++A+POMv+D5LXb0OPKm5hdIzF17Yvn13S0N606r5wyOlb69fvy6K97tPJ46VPv96/e4C4VHdSv0euFF/l9lUn1ya/u/AgLHMHz3frYjipv/cK73ba9mPr64dffmZElCldGUu3tsCk946+3Pm0tU/iJ/v63k1+osvRz/8c012AjcKWqMFWm3dW4Sqj2x/CuSsO5vHaNuZKjEr4jceEF2MZn79F2bbdXZ6PFtMPf/i8RhVUvul59Qebpdx9JsNBkPtMlzsWU928uPtk2/ALv9Ltx47d7S0sP282Qg51HPq2SMHH3w1V5nSVR57VeyEZI90n4r6voUx4A/Ho9HHt+/Anx7mzTZw8v2OtUGamV6CeWBnKSfJs3cgFOyNRqeiSoUwwwuB2XUTwEQgFEuMkZkcUheyIvw3YCpms8LEQGAZotz6Y0FJvOHxVCxT5liQmSidlus0lgnZS9kUnayWVqWoDMGpyU4T9YqSCHgJT77cdmYyi8aXy9Q3U77PvLnHCqaeTJWcGiFSbnl9PS5IWXhRk2ONKwgCCJ8REj1kW8BPHrgfE2NTURJPKRWVJjJvOtX8BpbrnJPrG5EvlApZ8hWk+Qd2n8EUl4gQqhK8z8Mb4AR5RMjXkliaiPlnxRCEk6Ty4Pc2lGnQmr9Mi93EX5GpIBYtMOjpVEV8dvILwldepVQyDUUJoIbX+9U8eYAwb1qvq+kl2PQTWpcPYBKUagioBHarCIwhRhEL1S+pSDyc4BlUxhyZzEWpKzZMpnEFIGOtzDwgrMo4l/5YRGG01VRm9ZZoUuhUqqkiliA1VW5MzNATElmviGcwME03F4QiNE2HVjUhjNlhsNJM8E8wnOjbHPNmtbJb4N+tLrzRJoJzJ+Q1Nmk+A4w3ZaGlkB1JrSoLPDJ5YhfGsFMoShKsqGnXdbRqqQXOz5ei0V51xUVHdyAdo3IsymXmySIdg2PBLJO8KagLb0FBhdIqbIyKduro9HSJcTVEFgLlRUHRRxe3ytQNnUoWjSdLjoZmMhkeTDvpUqhRT6NK00tkMU+F8GtXUpkDXNdMY+3Zf/+T711YOfUAYkQKwjLl/EjWC8u30MvQKKbynAtvZlQSY3Z6Z6dQkLKE/6E6vPFmCzhxNRPtcfJqtbTAvxNv78vpfghsAbvRRFSgmgKd7uTqrz5Vf9WrpiT+OyrgUgU63cld2i1oFipgnwI2LbzZZxCWhAqgAvYqgE5ur55YGirgOgXQyV3XJWgQKmCvAujk9uqJpaECrlMAndx1XYIGoQL2KoBObq+eWBoq4DoFrEahMRvUUdAI/i7lByfwp+SvnZmyMRWRmO3hi79+/TwhNNy/vbFlGmciH2Xz7uuE5bD/zoISpMif3aIa7ZrdBicnA+W1Q4vlIFNQCkILtdGX7apdre3yQBgqiTvdHeJG6WiZxpS11qVL37CKmHaCh/flMqmPrt95eOLsc/u0Q0WXvn94yPPJpavXxbmHp996pgTxn5CAP7tFldo1u9XNMB0LjdhlNsi0A7ppnDAQgGPB4i4Y8RKciAUYeUwQBbnPIl4YRypnRWqLHGI5KAZX3DusYhuYhBnSXtx6XPujyKqTQ40m+KcrkdLM5DRBlYz15ZTolNAqhK+QLEAmGQ6tmgeoQPxZIJ+H8BV/PJkQRIrpGQDKlIyUon+vpqYhFgWKYZYJTjXYJc1nxVkhNuwTIQ2jTPBMgAClSJxMOD4+GJQAO0MiXvjslMNgiW1UdvX/GitS+0UHLakAS9KlhOZEhRnYWg8DXdXTaLzZAOCsSH5UebOTog+i+eHExkIMGggxN2aCcMaNKIMEHoJFKHTaLCpJSZYIAjBGkEpZcZcdpDxDq2Wvffx3RA7n4sk7ABpRKAp9vp1wbAoeJzOpXF+XJJK4ZCOdwo6hpAdRMIkXNlTkDMvBA9iH0RtkKh7urxAFFPAJ2UxKjjIODwBHoAwf4MxuQ/PbsYjGra7LSID3R8rXKEyaJow3FV0Aad/OrO3KDpCDYMwP0zg5gxTcSbChTEOn8pcp5FdLXb6AD14YpK6+fl9XCdgDpsa37OipQZBqbVxfToNS4R1TpkAo6i2QjoWuFbx9Mi9Gc1XNXq3+Dv13m5ychxNgmZHgNmgE2JMreeHtsrhK6BPBUk55Ea2Ju8AjHWtwsokXFYZxvRUJ1lgO8G2VHB+PhwmkAWZygFwWykYaWQ6FkuALyP8Mc7p8VcjeoS5be7Nt+CaHSjsTGkFGLbBZ5S95learVUMlXlTgLlRFLFQAUTCJF2ZjoGpFzrEc4N0bELC9BLa7h9Jr/KSXf0Irpywjvc2y1z7aOzSHPU7eBuK1NDSipY1vg8Hj8iZ0upO3NDSipY13uWO0k3md7uTt1JfYFlSAqYBNC2+oLiqACrhVAXRyt/YM2oUK2KQAOrlNQmIxqIBbFUAnd2vPoF2ogE0KoJPbJCQWgwq4VQF0crf2DNqFCtikgA3x5EZLOhAaUbXJsLvrNxfPx2Ldm3O3tSHlNvXjnmIahIKAfWwXKeChKgqCAY1AFIQTXe/UT2gwpMaTYW3py+nR+fJxsA1rSXMrqtpkcvjuyIi9shiVpyLIMVtp5UxIx3QZSESLcPTsyMhkVhhMDFSoB+LrARpBU0ZjStgJ86ZjxnZ0wVY3w3QsNIKOGoptgHPUC2sZiK+i4e50Szb8q/HoJV2UuCZ7lh7/SPXcKWRJZLvmb+MgdQ8KQt5w7qNnRVa+mNQHREFUk83qv1t1cjKUgTQQK+iChOF8yfaHRmiYEwC3gOM5AQuzZM6xAK0M0Ag9GwPSqHQU3d8MP2cpT5NpK3IOBaE86eLjgN7Ye/K83lgm9QFREFbdly8/QiNSND50aVWiR6EDjKE3Gp2KKvrBSb1CYHa9TC/QqqrFNuRnRSkSqym7nDgGCBZ4EYC/C1mRFr4kShOx/hvySc8QOH/ZJOqer3/LqZxBQUDpBN3jzV5OswTSmMikPiAKorZOrDd141bX+dkDLQONYIluvZkw9CE6Pe7fIQ+R3FK9PVslH7+dFQqCl44YwLnSy5xGMqkPiILgVK/uZDY5OQ+QoO2gEVpsQ2AgJr8HwEScA3xN2G8KP9nTVSZ4idkslAElSmJVH+dRnjk6LKMg4uPjfbkUBezB14G/zHvRoSCY1AdEQdTtsXVktOGbHGrtXGjEnoW3wYgwr6AgExHCSNgpFCUJVtTygLOcGuwtw5jhPqAggH6l6qbiJWBNnPYiLGoASrHyh65ReUpc1VbkEAqCfk7TDw24dnbWYD2CruczUBAsaASiIOpw1/qy2OPk9dXtqlyu4i6oONoKYFNXqYfGuFmBTndyt3EXZPcei/rIlLizloFfu908etC2llCg0528JToJjUQFrChg08KbFRMwLyqACjipADq5k+pi2aiACxRAJ3dBJ6AJqICTCqCTO6kulo0KuEABdHIXdAKagAo4qQA6uZPqYtmogAsUcMTJgaBw5Uqywrl2Lmi4q00ggeINEbAxFfnD4XhynH9IkNZrmg97B+DG1NTUFeAWmB+W6OoebapxNpBhyA7H1w4trmyoDdlYEQ8cP/HTouMIlKZK52Dlnq17i+KKjQAZYx9R622viCnK1sbGvZVFziEBO3MvnNt+8PPBYnn8BAYuRh9cu3T1+txCqbv/nzY2thyUvh2LtroZpsOhEdoN2JIg5EygEXRLORx/Oj8jeaORoFfKvH3zsX97F3a2UT4EvPskemGvO9kBLgxPqX+rdJfdinYKklQqitOw9b0CnUI7Vl2Cl9DF0pt5EzQqVkgVo8OUwAHJtAH28WSyMK3cb0d/dKRNVmdyz8bKTWn/8Ue/uJT6aG5uDqYfambPqaFfbX86+dv0rc0nB5/bB/dhMrng+ywFz2O4FkrPXHhh+/bdrXKEg65xPzxS+vb69euieL/7dOJY6fOv1+8u3Dlw/NFbqd/D/Pb32+TvTy5N/3dgwFjmj57vVkRx03/uld7ttezHV9eOvvxMaeXelq7MxXtbYNJbZ3/OXLr6B/HzfT2vRn/x5eiHf67Jzv7Xhny3rqU+uj53f9+JF33Fudt/5zXpm9+nbxlb9BcPKCqCQtp5j+x1BUOz165CRXP3u2Mnha8W7x5itJ2pp1kf6SqCmomuz3qykx9vn3wDwmMu3Xrs3NHSwvbzZh13qOfUs0cOPvhqDt46qg7PnlPVX+5Ij/R99eEfv9MmfqT7VNT3LfSXPxyPRh/fvgN/Vq+uqj2dkwChEfVDI2CUQLxmdHBsKkECzqSZFMw8FZkTxfkMmYE9QjoNr8oeYTYrTAwEliFas5/Eld4weeQRkEUpe3mZBHXCoeg3Ll+G/w3EeeEWtY1mx/ASPGbIMsxC67SJ8xB5OzE2FSUnH0sdxg7kEa1qGuecXF+1TCnQQYLYz2MVGrG8TphnE8px9ISZUpqI+WfFEABTUnkY7zaUaVCIv0zicsvpy3IICUwyieiAf2m2puzGFlXtMDVBbRXxl2tNEAv1kKy+Lm/0nQ8olWdnYmBZ5sZ5VJXlwPXVvO4hYLHO9s9u0+o6D7rAMk0BJjFR6ooNk6e98rFqrUwt9aE/FvHS7uYuE760k7AILPMh8oXyWOHOTqdlfYuYQ042FFgxZOj7Abg0noz7+e1UiuTpI2bt1vASFXxIh5eAlECZBagrXNnC2kwKpnTZ23f89A9ID12P4be1PpasLrzR+joTGiFTSvsEIUj5EPC6TpEP8CYyrINGBCB+dBexUMi+r9IgYAQPT8VyZeKCkfpA8RJ7Ft7mM5THYqyoggPo+qhheAmwE34Ao8GzxOZCdjJFuLTUaQFru5Z5W0VlyC6tcC/USFuabKdQkLKZtPzNgldNCtjj5DVV6c7EroJGuFMitKpFFeh0J3cbNKJFhxGa7WYFOt3J3dw3aBsqYIsCNi282WILFoIKoAIOKIBO7oCoWCQq4CYF0Mnd1BtoCyrggALo5A6IikWiAm5SAJ3cTb2BtqACDiiATu6AqFgkKuAmBaxGoTHbArs93x3yb851RDw5DdX+ZezMoYUq7SUp3zv90CZZmiKyjZUCSeL5M0NvDh2rOk7kAyfeu3j+TCzUvVkWmT+7m9ytObbYMJMTbkcyrDV/OT063znRQj6vUCT/UWO/zXpSPqkXdnDWEybpEpFt7Nn15eUb6cs84yQwkIC4V7KjPSUK/QEqL3/25jiWm2q1uhmmw6ER0JUEaZCTgn2Fyif4arEQ6sGAYxGhWBR8Pp96BCJzbDghMjyZmbXv7ocvrNHAWDDJv+dcxz6KczBDVjB3pJuNeR6SRAVoBE92N7lbc2yx+rreydAI+hp59olHjzx95KD36Vhov7h4z6wbjSgIQDwB2eLI9qfA27izeYyiNZjZnRCZWTsJDnnroAhkD1EEsMexty7ANwhgMChaQ2Z4nBnsFdZM2BgUWWE7SaICNIIHRNEcx3JTrc7Fk0sz00sQbLSzlJOiJCK8Ik1BL0kgFEuMBenJuIWsCP8NUZlGxAI/oUE2QF+mzGKoHxoh8xtGCzCTF0tBQax6zDCr34vyEeSefFmlGseGJZEFwVB7f19XOZYTWgcBrrF+oeDbVSk/K0qRWOXeBFFG5DDwGttimhyhERaVtOGbnNMCGXLwPo0WhmsUyGbyq6DxUqERkOztzNpuAoBGBGN+mD8BGgFnfpMobstlGqqvoUyZIpro9UWj8J93rozHOaVwLhm/8RZtaFhF8vMd0Bwkznz0croolAg0Aq9aFLDJyXmABLXQFASpSLAwfvDnoNoct0Ej6EwOeINsdg2eX/DUqkX52tPaLrLRBNJHIb+MPYaPEXjRyS0JWrRGYCCm9EcDSRIIjah9rOzJYXXhjRbWmdAI2ROAG0HX3RRiBPvdpAxCoP9Kl9lWQxOEhUAIraJPPpO88oHk9oqskBgMtXMsvA1GhHl4opkhKzgX3vhJEkxohFl2i/7QltntcfI2kKY+aAT56TtWyApRn0j4LW2gAzah/RTodCdHaET7jWlskU6BTndyHBCoQNsrYNPCW9vrhA1EBVpWAXTylu06NBwV4FMAnZxPJ0yFCrSsAujkLdt1aDgqwKcAOjmfTpgKFWhZBdDJW7br0HBUgE8Bq1FozFpsRAvwtaKZqToKGuG00PwoCLOUJDRw+OLF18/HYt2bd25v4CHHgmCDk9NRvqgJk4SwSu3x2k6PjCaX33P6tMfjOfzzHz//urIlHgjvhGjSeqERnSDy1sbGvZVFnsHDTCl7eEzIfQIHuYsgNXq4PCKtboZxgmcAZmkoBdnMNESckRMDye7uQhZ2TWsBDIUBsgMcssDh1TOZaRLWIm8UDwrF+RnJG40EvdKMfJygrkzlzD0ZhwBcF2leEiKRoDQD7BYzHILJa0tLQiOIYnAs9CCJ54XoGikICIn5mVJkECQYmV7qH/4g0UvVJt0hHzmoFRm6gDMlFY1zQztNzI+C0KWEFg0L09rjE5s8AbijeqtOTjpe3r+t46JA/ECkNDM5vST0D4/15cBzSDxDaFU5jpM8cUOr08rplkYpIP4skM+DH8I5vQk5VFsmNMQok4T+vZqazgdIMcwyySjskuazcKR9bNgnQhpGmWB5QsjIh2yG4+MwapW4Cz47ZTPIo4far7pEhZ7VDUowMirMgHTwAKIqmeW1XWRtgfLjT8jKj0LVQhp7k6aBKCxB+FM2zMlhtMS8QldQfmrP4BGoymhCaESHQiMIMCMHB4CTJ1QeAvUHCQqCefHTPiqktJ0kwTTV5w0G4U1kcgRe6PzxeHgnXx9Rzx0TsG1WNG51nR8zgNCIuruXX2RIyVlLTWVyckE4q64jWXFeBA+XM3p9CvSxjmLaKotNTm47zwChEcZhZq/IhWJXXz+tJNAf69qtrgt8g+A64Hud3jTlQ/CnJN/kU1NTyTDBUdRxcWZfEucFGXoBX1I+b7GADBlZaxu+yaEUe3kG2gLn50sAV1rLvE1XU6DzhqdiOfnrkY4VI7oAPtQnxiKUDwcXzC2UvqYaqS2TLj4pC29BAT5BmWXSVTrj1brQCNLMPQtv5fUOrSDllUgmH2KPdBVTQl2cC2/8JAnzlMkELLaSb/JKGI86HjStm8UeJ2/d9quWdzg0gn9Buw36utOa0OlOjtAIjQLKD2ad5gNt395Od/K272BsICpg08IbCokKoAJuVQCd3K09g3ahAjYpgE5uk5BYDCrgVgXQyd3aM2gXKmCTAujkNgmJxaACblUAndytPYN2oQI2KeDIT2hqHCKGB9TXTTv+8HBisFeOb1vLvJ9eJjv2+C8SYTbmpVFl/LnsSmmsXXMk0x6TnLDTiTJ1ytBY5l51z+VahoYPqgG58Le6z9JMVdh/GQ16vUU4L0uJxSyfBrU2I4da2tUdUI4NTm4SBZmkYaE22tqwopgtaljtdLjEhAwNoa1wNdfOWmu3d1NdrbXb2H1qEC6UuSdiNz4Ogcs8J1iTkNgCiXvXhvFSfYCPwFkIf4usOrkT0AgSi04ABkE4FRjOBlQDg43oAjM+hDoTkuxSqShOw0FlxuxwB1AJxaLg85GK4KEKycxa5ARzgnm6oG5XttlhqWZ2aokacuy9gtAoCl5BmpG6BiPy9MEUhDlumHwIztq1BRpj6RO9YB6c97g7GVDjaS6Iz6eznFH5mmo3iszsd1op5x57tV3kcVw+6xL+5vRPYyi+WjVhn9g9O1p1ct3DTG28FWgEHZfg5ukb5C0onEz6xOlZgZcPQZLC0zCbubFMURMyF8IkOxPbwJwlHGBOECqDKI9jLRJDmckrHpOquAEL10H/SetRyhvspOhLjAWlyVQhRqpdDfEzPJiDssJcypy0eW7CSyw9OlKd6+QBpieImI06Rttl9IVRZDNcR61Orm3U7ixCZqZK4THaXBpt/YF+X6ivL9gFATbk3Fj+ubpySpdCI4DdJM4uwfHzYP1STpgIBVaFYG80OhVVmgMTrxCYXVfeZ4vzGTJXe4R0Gv49EA+Wspfl71j5CPHL8L9wzyR7URKXIEF+KSfJhCOzKxCKgY/Q4LZCViT1AHchWz9zQujv65JEGt8Gdq5KXbF+YdmUDWOtx6Xc8vp6XJCygNKSA0z5URDWKq4t93KadJbs4aJKcTIqX0OhpiKz+70muAU85oC8caP8TVrOK8dKTgz7l6bNgheN9isvXMWiJElZEULia1uFqSxI41bX+dkDTIubm92UY2Gw1aKdNQxfa0ldaye8nMcE8HBllPMrb02PunL7IKS1YMwJj+yiIFSaMcp54HEARcBXlceznB4dHclIXZHI4Fii7sB7ZjNscnJ7eQbE0mBsQEEakGfxat4cXWD0M5gUo3E/4RPAm148OZ6M+2vITssztsjAsciTegYAUQDJ+2MRL81oilgw2ElSEsIBsXPHT3BM8EpR68WjPLNMfjupHDqShJlKtdq/Nz18bMdkIB/chvfYsCyOwCKIsPvIWHuNInPSKWg9ysiU/4YeTI6Px8N++NsfjgNHVPV+Y5mrkuCjozsQgsGtWg2jqDQzMjIpqTwPa3IquW34JoeS7IVG0NVLUQoCIVS78MbPh9iz8DavLFMbs8O3u1wFrP2IPkqDLf8comuRto12MieAkZiIwE9lsNxCvzjMfp4x62ydnfrssHj173/yvQuLWbtI1pGsF0iswOGAlVyl9p0CvCYCFdeUjcEiSRj73Vg7+YEo37/nByd5gZN5E5q/Z9GxvCbHpH1w1k4kNYis+UlP3+/83+TKKC3/AEb8vPzDpwoOpr3GLDMODE9YdywvLtKU8uoJzBY2Ey/scXJbnjdqIdqfKOwt2bnS6mNOOGcPlowKqAq40cnVx7lKfXJthyFzwrVdg4a52smxe1ABVMBGBWxaeLPRIiwKFUAFbFUAndxWObEwVMB9CqCTu69P0CJUwFYF0MltlRMLQwXcpwA6ufv6BC1CBWxVAJ3cVjmxMFTAfQo48ju5G6ARDYAHaHuzapPNwAlODIkGt13bBOOurzr28OloCk5I1FFl7jt8+LDFBpMh9dqhxZUNtZyNFfHA8RM/Ld7eaB40wrN1b1FcaZgBVZsM5szNzdkri1F52gUNbrt2/AxcHPo5e+3qR9fvPDzxxtlucfGeIPyvE8dLqUtXofk3pf3Hj/6kHSq6sQeRBs/99eqHvxPn7vdceOEfK/e2LA5OzE7Gw1NPPWVFCNuhEZUgB+FkYpAEexbWsnSjNa1d3nye65OJPHSTHCc4oRCbGoTjrEeml/qHSTmF7EiqAButIbrAiFhgqqThGUAAUR+F4RjpFGpeXUy1GQ4BLIFwYqV18t/G2jnBCXVAI/j3b1cYOcy9yVrEAjMvM3DdyvjEvKCA1Zncs7FCHs+PfnEp9RE8qmHupLL2nBr61fank79N39p8cvC5fXAfpp0Lvs9SV69DsrmF0jMXXti+fXfLMNV7PBu37xw4/qwnO/nx9sk3AHJw6dZj546WFu9t/fBI6dvr16+L4v3u04lj5A7ULu0PPfuLv/1p8b9+9h/3/Ok/0ss/Qu0wr2qnTbMyr//nH+jU+t13Kzdvfu8/fXDl8z+b1c5wM3/8rbM/Zy5dlU06M9grrM3d/ntgoEIze07tecFhtuj77lDpkzQ0Dlqn/m2s3Ux5zrYvbD9vZuehnlPPHjn44Ks5eBGq20kCA0MnH3wGfaQt4flXj/31Pyu936n6QOO7T50+tNDMl8G62+62jM4tvEkz00sw2RIYQxcJrZUpBe/AIdVwffDBO5FgMFThjHgZcgBBhgRyUL4IPEDO/k60V70JkfqTUjAxMdGXy1QBHrLKZPcHX0oZGqFEbuVnRUkuq6ZmMlu0BPF3gI+QY5KiQhbiqGwYNIYWVbCTwA9GRlRmQx21w1t3wpvV0c4oYqFFsX91iOCeLM45ub6NFikFFeABELpfKgldfT4am93ci7+ZZi0CmA2NhycPkXpCzLkE4LeTqzhNIogMBerDZRlguucyQSwwy1dpCrXWjumNCtjk5DzogtooBazOYsEDYEiROTx9OVOMJoYVzkQtPW2CQ+AoQguNCAzEgjRLTc00wSHMZksAzYgFZTJV5YtHeWYJ5nbWBE7Qlg2eGR+H7kip1AftY1eLWKC5+GkK1VTAf6+kgNVvcigb1nIfHnv1X19/7aWThx98eS395x9h3evsE97e4wfmFrYHJt446Xsi1v29uLJ8+373y4mLr58/E4uFjvt/eZ/1TU4WbH7zyhPevtB+6cHhs6+cPjD3zcHXzv6L/5sPbvnO/fr18y+dPPK3L+8/Hf2X7u9vlk5M/OtJ3+HeRzfnSkfPvfj0EyTXwt2e4al3Xz9z5shB79NnSF371/7x/Dtgkb5MKOH33zx57o2h888+sf3llw96I/+n+2Dg7P9mpjR+oELD7z88nfj10Hmo6+c/fbkTBWtF+Ko3NPMHAcAJe0w6cGfh6/WvH554VdciWgt8b/8y9ubj0if/72uyxGB2GZWXl9m42u7fTE9/we6O+r/JA8+fe7H3ib4zL8nX47948Lc55aMaDHs5tv35H8lSg9ocY0Vb91Z6zkxdfP3MS0e+uZZeMi7ZoDfXoYDV1fU6qsQsVRWg8NbVVA0kwKplYoKOVQCd3F1dL7s3AVGBWSqLyl0mojWtpgA6eav1GNqLCtSogE0LbzXWislRAVSgYQqgkzdMaqwIFWiOAujkzdEda0UFGqYAOnnDpMaKUIHmKIBO3hzdsVZUoGEKoJM3TGqsCBVojgI27HgzGg473t4d8m+Wdzs1p2UO1Erit987/dD5dhH0wsV3YWsg7Bvr/l5a2agUVg1qn9lXKWIMDqt489QBObTb6lW1Z2Gn6m8uno/Fup3o/aq18zfPHw4/f2bozaFjVe2EnQv9wxdhY2Is1L15//bGlryFgXWTv/YGp7TByd0JjbCiY9NhDIHnh44+uEbDcit7ODQTYksrx4TeXdgkUbR2OHlT2BhqV1atnb/TtzY27q0s8jA8wMMhOCIlYzDOPrePEi+YN/lrb3BKq5thbIdGQPth5okI8zOlYKJ398BDFX4wPyN5o5Ggl8AeIG7ReJwdMzt5+pqcLgiICG2ZFCChdoPmCMQrcG6gDKgg9dIEzMP0xiIEOuHzEePhcL8KsaLG7LT5dMcbKd+EGEGrhsPx6HnpWqvYzWQfIBkeTgzS4xYhTjYnEy+Y469hbAwmb4NZO9hpHW6hY3hU9j1iRl9OF13HvNlgH65anVUnV0ZbrKBrPPG00szk9BI89Mb6cqPpZTL4Qqs0Pols3oT/Y3KMJvVncPP0DRKuGE4mfSI58VP++8pglzSfFWeF2DDcnfWR80/lkyXpfm9gs5AqDdnJMZqGlHRM68oEC4n/GFpEpdQOC+25lmrtUCYUGBVmQBAYAbTtzG4wy06HL7SEM6JblqsvRx959EBYc0HgLOeBRELIkEePEsC3DO0Nk07SPLy0BhM1SA4iMgSKwyOMsHQCpAPNelPnPFBpIJ+n2RMQhSqPAagdDC13K/l7VmCUmQ8MGGunHdcwJ1cOGy1Kk5poAubNqv7WlATOLbxZg0YU58VZJcxyKSdo+BJFcsTv8jqc2U5GmBy+SA/chZPf4bzwPhpsasxulpKm1pbJ3w+mZRZpjKgKzGAXWckkfiP2pjQtU6J6etbXSRyrzOuAYNOuwTFC4RiDh5LpNN4wNgaTY8GsnbbZOtyCU2WI8L88OjqZFbSxzMybnAU2OJlzTq5viHOUggZL1jbVwYMSxi5AYCZngFIxUBNyg783+dkY/GU2pQvWl9MwiYT3gkmYN5tiXoVKbXJyHnRBTTQFAaAJCgHCCBvYbQ8pM0RHJ7wwa0gqhuymKU3E4W0Rs3a+Xq7VJJ5SqwlCXtej8PaThxf75JVk2E+kyxcqFd04NgZrhLBrl+2tG25RobW6MmFQJcfH42E/qS6chMUWkIp5k6dzmpXGhm9yMB2+r5RFsvkMvEUrsFQCP12lgZN0+Wp3TWinUJQkSlw1tlz5sJSC70Q1C2+adSbIUsi+Tz/tallnig8nInSdibyfr5NFO3XtSlumsUV6eHh5RY258CabDetzok/TdmYHm60FAnaWpueJNoUxNzwVU7+ozVYigYS3R0/y9d4nCEEiyE5Bmqm0BLB36WsQlkUJTFZdyCz3Zl5eDdk1vqySOjzm50vRaK/22HlYuwFWp0qDY44QZu3UyaFF9R1ir1vdnJRXHJhlGkny8qjbXbOcyUzD52OzHJinXnucnKcm/jRMmm/DsvNX5JKUFuVqYiuQjdEY8d3o5OpT1uJDur7sjdHdei3qa0jVedh6XbaXgGwM2yWtUKAbnbyR7ce6UIG2V8Cmhbe21wkbiAq0rALo5C3bdWg4KsCnADo5n06YChVoWQXQyVu269BwVIBPAXRyPp0wFSrQsgqgk7ds16HhqACfAjbEkxsrsjG4n68Ve1LZyEjgqd21gAce462kMQMnwP62oaFz547DSVC7R1Mzb1qqvczV0LIcoEBjRWoH6VJaqb218trg5G6DRtjISODpS9cCHrTGm2EwjA3kT8kEJ0Aw6XN/vfrh78S5+z0XXvjHinw+OfMmj7YV0gxcHPo5e+2qzHJ442w35d4wK2KmtFh7a2W3uhnGCWgE7Ek2chdI1HeQgCIo1AFoCiOpAuyUBuRDUfAKEgRSDUa8RYA0KKHje7dqyyOAbHWGP2DvOt1vbAaiYHZhCwIesjQ6wKyPGB4eTjKBGZXHtBacoEaSazfbMm+qPWJxYyJPRdT+1t3/a/GZYnUmh/M3b0r7jz/6xaXUR8AqAhARNajn1NCvtj+d/G361uaTg8/tg/vgJBd8n1Gk0dxC6ZkLL2yzTjWFvFv3Fjf9545sfwpl3tk8RrOr6J/vvlu5efN7wjOC80PvHDj+rCc7+fH2yTcgzuHSrcfOHS0t3jt44vwrR//2aerqR3N37nefTfTcX7h7aMBY+4+e71ZEEep6pXd7Lfvx1bWjLz9TopOP7iLj462DIlgvimD8sbcuHFog53XeWxSl/aFHv/i/qY/EChA1OH50ETLOzRHLX/IVZUocu0yh22g8HAXa/9qQ79Y1gBDN3d934kWlBGbf//BI6dvr18HO+92nE8dAjS2zPjJmZ6ak2DZ6UCm94OhYKJa4DYHevfmi98G1qzfoCaQ9p078tEha5/FsdJ86TVVi3oTE9R+fqjE9MDB08sFn1B6zimhybUqLbtNa2Z1beLMGjRD4uAsgtpRbXodwNCk7m9dIr2ckMIEE5fQc0IgWATyQoRyKJQgIYuqd6C7EysqgpGwG7aUGjVkEJ1inPhDUjDer2lOhmfwprWjlzrzOObm+vc1FAjS3dut9zwl4MCM0WDGAhlhrr/E4ia9WLyY4AZblvEJRB41j3qzbNlhjiwFMikXX0lVUIWXdtbdQRpucnBexEKOUgnqvLl8AXhGB5Qaf4pUvBRqhMhII6yhoofYWATwQUaQiWW4gcIi9IvH0ERV1b0rmTG4GTliVBB+FfQRCwKag5TFvwv26qQ9Qe3x8vC+XopA5+Oan4BBjRWYp6x2BLZnP6sIbbbS90Ai6QmbkLsACEng3zA/SvCREIk+tLd7pPQWIAgBISEFYqpsfyXph3aj4PzuHH87rGAlgJANyAJDAMvAUEqggCmZPtgrgwYzQoOujCqOVM6UZOCEOHEvA2hayKomB+CHrZt3UBx3tQwur1VVUIWVL+mtdRtvj5HVV3YmZOnaBtxM72zVtRidvRFe0NOChEQJhHU4qgE7upLpYNirgAgVsWnhzQUvQBFQAFWAqgE6OAwMVaHMF0MnbvIOxeagAOjmOAVSgzRVAJ2/zDsbmoQLo5DgGUIE2V8CRn9DUsFCz864dFZWeTw7n+Dhai1q4uvEL7qxl3k8vk42WZhcoA0cEVziTuMHGW5FIDd2FQrSbBWHDXDTopVG/6jFY/DetmCRzLBLkxK5yNDGUxr7JOudIPfKBZDc/rd2KhU3JazXUlIgI8YavHVosB5nCHTUsFMIMG98qhEYYNedHQfCnhEDRI9/8xyU5dphGesLFD41wgiTB5FgwbzJJEoGBi9EH10iLFkrd/f+0scEIOm78eLZeo9WZHKERcJwj7QbYrW32+qDdQa3daF3LaY27J+xJgpAzn2c0xwM6C42AmTwhZHRhnvzQCEdJElqOheokzJvajcbwuuETU3ASJmSJJ5OFadMz2607XiNLsDqTIzSiY6ERMJP/c/SfgSERi4X8mwsrG7VBIxwiSRg5FsrL5l64hepjWpLEI92nor5v4a3EH45Ho49v3yHEjUZ6o0N17XeoXIh4nJleIuyhpZwkQ5dkbEN0KqpUCMf0CYFZgntgXxQa4cmXs5vaKUMj4hQaoZxoDmllaATgSdbXZ7OliVBgFc7oNa1dhkaQz8d02qwaAo0Q6RcmFLoqdcX6heVla+KxylyCRhuMv7G+DqGu0cGxqYRyzHCFxQ4CjRgL+mRTC1nRmokkNwk1Za1vqPfJ2ckTw/6laeZB1LUaUC62Tu+SORY3yKQ93K+GmjNv0o8LwpxIK6MwT8bK2FSUHG4tFWs13L3pG7e63lxsQ3Nrt97/boZGwFMPPII8yDUXPzTCXpIENYHJsdDdNJIkPLLKwMAZvZwuCqVVLWrIehc2rwSbnJwHSGAR20A0QmiEkC9UGyxNgEbEAadJ7eKHRjhBkkiOj8fDhFoDM3lENokJtzAjScB9Ki4sNwTLL27V5G6Bf7e68EabiNAIEGFnLTPKQhHp5rfhqVhuRFnRMS680Z/QdMQLeXGoT4AvDp/yul7hR7gWgkbYS5IgXcD8Ycxw04wkodBKCgUpm6n8U2gLeLbGRHucvLXa3ERrERrRRPE7tmp08kZ0PUIjGqEy1mGiADo5Dg1UoM0VsGnhrc1VwuahAi2sADp5C3cemo4K8CiATs6jEqZBBVpYAXTyFu48NB0V4FEAnZxHJUyDCrSwAujkLdx5aDoqwKMAOjmPSpgGFWhhBdDJW7jz0HRUgEcBdHIelTANKtDCCvx/W+lyZZjkPxIAAAAASUVORK5CYII=)

*(c) Discuss the logic for your program modification.*

Maximum delay

* At top of while loop check if job is delayed
* If current tasks’ wait time is larger than stored maximum delay time
  + Replace stored wait time with current tasks’ wait time

Proportion of jobs delayed

* λ: mean rate of arrival = sum of interarrival / index
* µ: mean service rate = sum of service time / index
* ρ = λ/µ utilization of the server
  + Print ρ

Number of jobs at t=300 and t=5000

* Create variable to store the current time of the system
* For every iteration of the while loop add the duration of the job to the current time
* If the current time is equal to a t=300 or t=5000
  + Return/print index (number of jobs)

***3. A single-server machine shop simulation***

*(a) Modify the program SingleServerMachineShop1.java to output the number of failures for each machine and the number of machines at the Service Station at a specified time (known at compile time).*

Change nextFailure(…)

public static double nextFailure(double[] failure, myInt m)  
{  
 double t= failure[0];  
 int f = 0;  
 m.setInt(0);  
 for(int i=1; i<*M*; i++)  
 if(failure [i]<t)  
 {  
 f++;  
 t=failure[i];  
 m.setInt(i);  
 }  
 System.*out*.println("Machine failures: "+f);  
 return t;  
}

Top of while loop

if(intarrive < 0.1){  
 t++;  
}  
  
if (995 < spec && spec < 1005)  
 sum.f = String.*valueOf*(t);  
if (4995 < spec && spec < 5005)  
 sum.fff = String.*valueOf*(t);  
  
arrival =*nextFailure*(failure, m);  
if(arrival<departure) {  
 delay = departure - arrival;  
 t--;  
}

*(b) Run your program for 100000 machine failures. Output the number of failures for each machine and the number of machines at the Service Station at time t=1000 and t=5000 respectively.*

*(c) Further modify your program from (a) to stop the simulation at a specified time (defined in the program as a constant, for example, the simulation will stop at time t=100000, instead of a number of machine failures).*

*(d) Run your program for 100000 time unit. Output the number of failures for each machine and the number of machines at the Service Station at time t=2000 and t=10000 respectively.*

*(e)Discuss the logic for your program modifications.*