Лабораторная работа №20 «Шаблоны классов в С++»

Задание: МНОЖЕСТВО с элементами типа int. Реализовать операции: [] – доступа по индексу; () – определение размера вектора; - – разность множеств. Money для работы с денежными суммами. Число должно быть представлено двумя полями: типа long для рублей и типа int для копеек. Дробная часть числа при выводе на экран должна быть отделена от целой части запятой

Цель работы: написать программу, которая демострирует работоспособность класса Plenty и взаимодействие этого класса с классом Money.

#include <iostream>

#include <ctime>

#include <vector>

#include <algorithm>

template<typename T> //Инстанцирования класса Plenty для работы с различными типами данных

class Plenty

{

private:

size\_t size;

std::vector<T> plenty;

public:

Plenty(size\_t size = 0)

{// Конструктор без параметров

this->size = size;

}

void insert(T number)

{// Функция для размещения чисел в множестве

if (size == 0)

{

plenty.push\_back(number);

size++;

}

if (coincidence(number) != false)

{

plenty.push\_back(number);

size++;

if (size > 1)

sort(plenty.begin(), plenty.end()); // Сортировка в порядке возрастания

}

}

~Plenty() {} // Деструктор

bool coincidence(T& number)

{// Функция для отслеживания: существует ли данное число в множестве

for (int i = 0; i < size; i++)

{

if (plenty[i] == number)

return false;

}

}

T Get\_size()

{// Геттер для поля size

return size;

}

const T& operator [] (int& index)

{// Перегрузка оператора []

return plenty[index];

}

const T& operator - (Plenty& other)

{// Перегрузка оператора -

size\_t other\_object\_size = other.Get\_size();

int in = 0;

int jn = 0;

int \_size = size;

if (size > other\_object\_size)

jn = size - other\_object\_size;

else if (size < other.Get\_size())

{

in = other\_object\_size - size;

\_size = other\_object\_size;

}

for (int i = 0; i < \_size - in; i++)

{

int count = 0;

for (int j = 0; j < \_size - jn; j++)

{

if (plenty[i] != other[j])

count++;

}

if (count == \_size - jn)

std::cout << plenty[i] << ' ';

}

return 0;

}

void print()

{// Вывод

for (auto x : plenty)

{

std::cout << x << ' ';

}

}

};

template<typename T>

class Money : public Plenty <T>

{

private:

long rubles;

int pennies;

public:

Money()

{// Конструктор без параметров

rubles = 1 + rand() % 1000;

pennies = rand() % 100;

}

~Money() {} // Деструктор

T Get\_rubles()

{// Геттер поля rubles

return rubles;

}

void print()

{// Функция вывода полей класса Money

std::cout << rubles << "," << pennies;

}

};

int main()

{

srand(time(NULL));

setlocale(LC\_ALL, "rus");

// 1. Создаем первый объект типа Plenty, инициализируем и выводим на экран

Plenty <int> plenty\_first;

std::cout << "Первое множество: ";

for (int i = 0; i < 2 + rand() % 8; i++)

{

plenty\_first.insert(rand() % 20);

}

plenty\_first.print();

std::cout << "\nSize: " << plenty\_first.Get\_size() << std::endl << std::endl; // Debug

// 2. Создаем второй объект типа Plenty, инициализируем и выводим на экран

Plenty <int> plenty\_second;

std::cout << "Второе множество: ";

for (int i = 0; i < 2 + rand() % 8; i++)

{

plenty\_second.insert(rand() % 20);

}

plenty\_second.print();

std::cout << "\nSize: " << plenty\_second.Get\_size() << std::endl;

// 3. Демонстрация работоспособности операции "-"(разности множеств)

std::cout << "\nРазность множества plenty\_first к plenty\_second: ";

plenty\_first - plenty\_second;

std::cout << std::endl;

// 4. Демонстрация перегрузки операции []

int n = rand() % plenty\_first.Get\_size();

std::cout << "\nplenty\_first[" << n << "]: " << plenty\_first[n] << std::endl << std::endl;

// 5.Демонстрация выполнения операция для контейнера, содержащий элементы пользовательского класса

std::cout << "Демонстрация выполнения операция для контейнера, содержащий элементы пользовательского класса: \n";

//5.1 Cоздаем 4 объекта типа Money и инициализируем

Money <int> money\_1;

Money <int> money\_\_1;

Money <int> money\_2;

Money <int> money\_\_2;

//5.2 Создаем объект plenty\_third типа Plenty и инициализируем его

Plenty <int> plenty\_third;

plenty\_third.insert(money\_1.Get\_rubles());

plenty\_third.insert(money\_\_1.Get\_rubles());

std::cout << "plenty\_third: ";

plenty\_third.print();

//5.3 Создаем объект plenty\_four типа Plenty и инициализируем его

Plenty <int> plenty\_four;

plenty\_four.insert(money\_2.Get\_rubles());

plenty\_four.insert(money\_\_2.Get\_rubles());

std::cout << "\nplenty\_four: ";

plenty\_four.print();

//5.4 Демонстриурем операцию "-"

std::cout << "\nРазность: ";

plenty\_third - plenty\_four;

std::cout << std::endl << "Демонстрация корректного вывода через запятую: ";

money\_1.print();

std::cout << std::endl;

return 0;

}

Рисунок 1. Результат выполнения

![](data:image/png;base64,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)

Постановка задачи:

1.Определить шаблон класса-контейнера (см. лабораторную работу №23).

Код с определением класса указан выше. Для инстанцирования данного класса используется template<typename T>, по указанию из 10 варианта данный класс работает с типом int тип для работы с классом задается при создании множества, например в 128 стр Plenty <int> plenty\_first; Этот класс имеет динамический массив vector и поле size с типом size\_t предназначенным для работы с размерами контейнеров.

2.Реализовать конструкторы, деструктор, операции ввода-вывода, операцию присваивания.

В классе используется один деструктор и один конструктор, который инициализирует поле size, вектор инициализируется в функции insert

3.Перегрузить операции, указанные в варианте.

const T& operator [] (int& index)

{// Перегрузка оператора []

return plenty[index];

} Перегрузка операции получения значения элемента по индексу.

const T& operator - (Plenty& other)

{// Перегрузка оператора -

size\_t other\_object\_size = other.Get\_size();

int in = 0;

int jn = 0;

int \_size = size;

if (size > other\_object\_size)

jn = size - other\_object\_size;

else if (size < other.Get\_size())

{

in = other\_object\_size - size;

\_size = other\_object\_size;

}

for (int i = 0; i < \_size - in; i++)

{

int count = 0;

for (int j = 0; j < \_size - jn; j++)

{

if (plenty[i] != other[j])

count++;

}

if (count == \_size - jn)

std::cout << plenty[i] << ' ';

}

return 0;

} Перегрузка операции разности множеств “-“

4.Инстанцировать шаблон для стандартных типов данных (int, float, double).

Смотреть в 1-ом пункте Постановка задачи.

5.Написать тестирующую программу, иллюстрирующую выполнение операций для контейнера, содержащего элементы стандартных типов данных.

Код указан выше.

6.Реализовать пользовательский класс (см. лабораторную работу №22).

Класс Money наследует методы класса Plenty и так-же инстанцируется с помощью template<typename T> Класс Money имеет два поля 1 – long rubles для работы с рублями, 2 – int pennies для работы с копейками. Вывод данного класса осуществляется через метод print()

7.Перегрузить для пользовательского класса операции ввода-вывода.

Перегрузка данных операций в данном видео программы не предусмотрена, потому что все инициализируется с помощью ДСЧ.

8.Перегрузить операции необходимые для выполнения операций контейнерного класса.

Данный класс наследует перегруженные операции базового класса.

9.Инстанцировать шаблон для пользовательского класса.

Смотреть в 6 пункте Постановка задачи.

10.Написать тестирующую программу, иллюстрирующую выполнение операций для контейнера, содержащего элементы пользовательского класса.

Код указан выше.

Содержание отчета

1.Постановка задачи (общая и конкретного варианта).

Описана в пункте Задание.

2.Описание параметризированного класса-контейнера.

Описано в Постановка задачи.

3.Определение компонентных функций.

Код указан выше.

4.Описание пользовательского класса и его компонентных функций

Описано в Постановка задачи.

5.Функция main().

Код указан выше.

6.Объяснение результатов работы программы.

Программа демонстрирует создание нескольких объектов класса множества и взаимодействие между ними, а также взаимодействие между классом Множество и классом Money.

Вывод по работе:

В ходе выполнения работы были получены навыки по созданию классов, а также знания о спецификаторах доступа, полях и методов, селекторах и модификаторах.