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# Цель работы

Изучить общий метод нахождения решения задачи — поиск с возвратом на примере задачи о разбиении столешницы размером *N\*N* на минимальное количество квадратов.

# Задание

У Вовы много квадратных обрезков доски. Их стороны (размер) изменяются от 1 до N-1, и у него есть неограниченное число обрезков любого размера. Но ему очень хочется получить большую столешницу - квадрат размера N. Он может получить ее, собрав из уже имеющихся обрезков(квадратов).

Например, столешница размера 7\*7 может быть построена из 9 обрезков.

![](data:image/png;base64,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)

Рисунок 1 – Пример разбиения столешницы

Внутри столешницы не должно быть пустот, обрезки не должны выходить за пределы столешницы и не должны перекрываться. Кроме того, Вова хочет использовать минимально возможное число обрезков.

**Входные данные**

Размер столешницы - одно целое число N (2 ≤ N ≤ 20).

**Выходные данные**

Одно число K, задающее минимальное количество обрезков(квадратов), из которых можно построить столешницу(квадрат) заданного размера N. Далее должны идти Kстрок, каждая из которых должна содержать три целых числа x, y и w, задающие координаты левого верхнего угла (1 ≤ x, y ≤ N) и длину стороны соответствующего обрезка (квадрата).

**Индивидуализация для лабораторной работы (2и):**

Итеративный бэктрекинг. Исследование времени выполнения от размера квадрата.

**Пример входных данных**

7

**Соответствующие выходные данные**
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1 1 2

1 3 2

3 1 1

4 1 1

3 2 2

5 1 3

4 4 4

1 5 3

3 4 1

## Основные теоретические положения

Поиск с возвратом (backtracking) — это общий метод поиска решений задач, которые требуют полного перебора всех возможных вариантов из некоторого множества. Решение строится постепенно, начиная с частичного решения. Если на каком-то шаге расширить текущее решение не удается (например, оно не удовлетворяет ограничениям задачи), то происходит возврат к предыдущему шагу, и из более короткого частичного решения продолжается поиск.

Алгоритм поиска с возвратом позволяет найти всевозможные решения задачи, если они существуют, и является полезным в случаях, когда решение невозможно найти простым перебором всех вариантов сразу. Вместо этого, с помощью откатов, можно исключать неверные варианты и сосредотачиваться на тех, которые могут привести к решению.

## Выполнение работы

**Описание методов и структур данных**

Для хранения частичных решений использовалась очередь (как список). В реализованном классе Board (файл Board.py) определены следующие методы:

\_\_init\_\_(self, size: int) -> None - конструктор класса. В качестве аргумента принимает число n, оно определяет длину стороны конструируемого стола.

size(self) -> int – возвращает размер доски

board(self) -> list[list[int]] – возвращает доску

square\_list(self) -> list[list[int]] - возвращает список квадратов.

count\_square(self) -> int - возвращает количество квадратов.

\_\_deepcopy\_\_(self, memodict: dict = None) -> 'Board' - создает копию объекта. (глубокое копирование при использовании функции deepcopy из библиотеки copy)

is\_fill(self) -> bool - проверяет, заполнена ли доска.

get\_empty\_cell(self) -> tuple[int, int] - возвращает пустую ячейку.

check\_possible\_square(self, x: int, y: int, side: int) -> bool - проверяет, можно ли добавить квадрат на доску.

add\_square(self, x: int, y: int, side: int) -> None - добавляет квадрат на доску.

place\_squares\_for\_even\_size(self) -> None - размещает квадраты на доске для четного размера.

place\_squares\_for\_prime\_size(self) -> None - размещает квадраты на доске для простого размера.

print\_board(self) -> None – печатает доску

В файле backtracking.py находятся функции для выполнения итеративного бэктрекинга и оптимизации.

is\_prime(n: int) -> bool - проверяет, является ли число простым.

get\_divisors(n: int) -> tuple[int, int] - возвращает делители числа.

scale\_board(board: Board, mult: int) -> Board - масштабирует доску.

backtracking\_fill\_board(board: Board) -> Board - возвращает доску с заполненными квадратами.

backtracking\_algorithm(board: Board) -> list[list[int]] - реализует алгоритм поиска с возвратом.

silent\_ backtracking(n: int) – заглушает промежуточные выводы функций, чтобы не влиять на подсчёт времени выполнения.

В файле main.py есть две функции:

main() -> None – основное задание

time\_check() -> None – проверка на время в зависимости от размера квадрата

**Применённые оптимизации**

1) В случае, если размер стола N - простое число, заранее можно расставить один квадрат размером N // 2 + 1 и два смежных ему квадрата N // 2. Пример квадратов со сторонами 5,7:

![](data:image/png;base64,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)

Рисунок 1 – Принцип размещения трёх квадратов 7 и 5

2) Новый квадрат всегда устанавливается в максимально верхнюю левую клетку, чтобы сократить кол-во одинаковых расстановок, но с разным порядком размещения квадратов.

3) Так как алгоритм при нахождении ответа в первую очередь расставляет самые большие квадраты, то расстановка, которую мы примем за итоговую будет найдена первой. Это позволяет нам не просчитывать все возможные варианты, а прекратить выполнение алгоритма при нахождении первой расстановки, полностью заполняющей поле.

4) Если сторона квадрата чётное число, то минимальное разбиение всегда будет равно 4.

5) Если N - составное число, то число квадратов в оптимальном разбиении не превосходит аналогичного минимального для какого-либо из множителей числа. Нужно найти минимальный делитель числа, применить к нему алгоритм, затем умножить размер и координаты на оставшийся делитель для получения разбиения для размера N.

**Оценка сложности алгоритма.**

По времени:

В худшем случае алгоритм экспоненциальный (для простых чисел) O().

Для чётных чисел примерно O(1), потому что заранее известно кол-во квадратов и их положение, всё зависит от размера доски.

Для составного числа - O(T(small\_div), т.к. время сводиться алгоритму над меньшим числом и к масштабированию, и зависит он от минимального делителя.

По памяти:

O(n^2) – т.к. необходимо хранить доску размером n \* n.

Рисунок 1 – график зависимости времени от размера квадрата (логарифмическая шкала)

По результату графика, можно сделать вывод, что время выполнения алгоритма сильно (экспоненциально) возрастает при возрастании минимального делителя стороны полотна (т.е. большее простое число).

# Тестирование

Таблица 1 – Тестирование алгоритма

|  |  |  |  |
| --- | --- | --- | --- |
| № п/п | Входные данные | Выходные данные | Комментарии |
| 1 | 4 | 4  1 1 2  3 1 2  1 3 2  3 3 2 | Верно, оптимизация для чётных чисел. |
| 2 | 7 | 9  1 1 4  1 5 3  5 1 3  4 5 2  4 7 1  5 4 1  5 7 1  6 4 2  6 6 2 | Верно, оптимизация для простых чисел. |
| 3 | 11 | 11  1 1 6  1 7 5  7 1 5  6 7 3  6 10 2  7 6 1  8 6 1  8 10 1  8 11 1  9 6 3  9 9 3 | Верно, оптимизация для простых чисел. |
| 4 | 15 | 6  1 1 10  1 11 5  11 1 5  6 11 5  11 6 5  11 11 5 | Верно, оптимизация для составных чисел. |
| 5 | 19 | 13  1 1 10  1 11 9  11 1 9  10 11 3  10 14 6  11 10 1  12 10 1  13 10 4  16 14 1  16 15 1  16 16 4  17 10 3  17 13 3 | Верно, оптимизация для простых чисел. |

# Выводы

В ходе выполнения лабораторной работы было разработано решение задачи разбиения квадрата при помощи поиска с возвратом, а также проведено исследование зависимости времени работы алгоритма от размера квадрата.

ПРИЛОЖЕНИЕ А  
ИСХОДНЫЙ КОД ПРОГРАММЫ

Название файла: main.py

"""

Главный файл программы. Содержит функции для проверки времени выполнения алгоритма.

Вар. 2и. Итеративный бэктрекинг. Исследование времени выполнения от

размера квадрата.

"""

import timeit

from modules.board import Board

from modules.backtracking import backtracking\_algorithm, silent\_backtracking

def time\_check() -> None:

"""

Эта функция проверяет время выполнения алгоритма поиска с возвратом.

:return:

"""

n\_sizes: list[int] = list(range(2, 21))

result\_time: float = 0.0

n: int

for n in n\_sizes:

exec\_time: float = timeit.timeit(lambda: silent\_backtracking(n), number=1)

result\_time += exec\_time

print(f"Время выполнения для доски размером {n}\*{n}:\t{exec\_time:.6f} сек.".replace(".", ",", 1))

print(f"\nОбщее время выполнения: {result\_time:.6f} сек.")

def main() -> None:

"""

Главная функция.

:return:

"""

# ввод размера доски

while True:

try:

n: int = int(input())

if not 2 <= n <= 60:

print("Ошибка: размер доски должен быть натуральным целым числом в диапазоне от [2, 20].")

continue

break

except ValueError:

print("Ошибка: введено не целое натуральное число в диапазоне от [2, 20].")

# алгоритм бэктрекинга вернёт список квадратов (x, y, w)

result: list[list[int]] = backtracking\_algorithm(Board(n))

# преобразуем координаты (они от 1 до N)

result: list[list[int]] = [[comp[0] + 1, comp[1] + 1, comp[2]] for comp in result]

print()

# выведем кол-во квадратов

print(len(result))

# вывод квадратов

for square in result:

print(\*square)

if \_\_name\_\_ == "\_\_main\_\_":

# главная функция

main()

# проверка времени выполнения алгоритма в зависимости от размера квадратов

# (раскомментировать при необходимости)

# time\_check()

Название файла: board.py

"""

Этот модуль содержит класс Board, который представляет доску n\*n размером.

"""

class Board:

"""

Этот класс представляет доску n\*n размером.

"""

def \_\_init\_\_(self, size: int) -> None:

"""

Эта функция инициализирует доску.

:param size:

"""

self.\_\_size: int = size

self.\_\_board: list[list[int]] = [[0 for \_ in range(size)] for \_ in range(size)]

self.\_\_square\_list: list[list[int]] = []

self.\_\_count\_square: int = 0

@property

def size(self) -> int:

"""

Эта функция возвращает размер доски.

:return:

"""

return self.\_\_size

@property

def board(self) -> list[list[int]]:

"""

Эта функция возвращает доску.

:return:

"""

return self.\_\_board

@property

def square\_list(self) -> list[list[int]]:

"""

Эта функция возвращает список квадратов.

:return:

"""

return self.\_\_square\_list

@property

def count\_square(self) -> int:

"""

Эта функция возвращает количество квадратов.

:return:

"""

return self.\_\_count\_square

def \_\_deepcopy\_\_(self, memodict: dict = None) -> 'Board':

"""

Эта функция создает копию объекта. (глубокое копирование)

:param memodict:

:return:

"""

new\_board: Board = Board(self.\_\_size)

new\_board.\_\_board: list[list[int]] = [row[:] for row in self.\_\_board]

new\_board.\_\_square\_list: list[list[int]] = [square[:] for square in self.\_\_square\_list]

new\_board.\_\_count\_square: int = self.\_\_count\_square

return new\_board

def is\_fill(self) -> bool:

"""

Эта функция проверяет, заполнена ли доска.

:return:

"""

row: list[int]

for row in self.\_\_board:

if 0 in row:

return False

return True

def get\_empty\_cell(self) -> tuple[int, int]:

"""

Эта функция возвращает пустую ячейку.

:return:

"""

for row in range(len(self.\_\_board)):

for col in range(len(self.\_\_board[row])):

if self.\_\_board[row][col] == 0:

return row, col

return -1, -1

def check\_possible\_square(self, x: int, y: int, side: int) -> bool:

"""

Эта функция проверяет, можно ли добавить квадрат на доску.

:param x:

:param y:

:param side:

:return:

"""

if (x + side > self.\_\_size) or (y + side > self.\_\_size) or side <= 0 or x < 0 or y < 0:

return False

for i in range(x, x + side):

for j in range(y, y + side):

if self.\_\_board[i][j] != 0:

return False

return True

def add\_square(self, x: int, y: int, side: int) -> None:

"""

Эта функция добавляет квадрат на доску.

:param x:

:param y:

:param side:

:return:

"""

for i in range(x, x + side):

for j in range(y, y + side):

self.\_\_board[i][j] = self.\_\_count\_square + 1

self.\_\_square\_list.append([x, y, side])

self.\_\_count\_square += 1

def place\_squares\_for\_even\_size(self) -> None:

"""

Эта функция размещает квадраты на доске для четного размера.

:return:

"""

self.add\_square(0, 0, self.\_\_size // 2)

self.add\_square(self.\_\_size // 2, 0, self.\_\_size // 2)

self.add\_square(0, self.\_\_size // 2, self.\_\_size // 2)

self.add\_square(self.\_\_size // 2, self.\_\_size // 2, self.\_\_size // 2)

def place\_squares\_for\_prime\_size(self) -> None:

"""

Эта функция размещает квадраты на доске для простого размера.

:return:

"""

self.add\_square(0, 0, self.\_\_size // 2 + 1,)

self.add\_square(0, self.\_\_size // 2 + 1, self.\_\_size // 2)

self.add\_square(self.\_\_size // 2 + 1, 0, self.\_\_size // 2)

def render\_board(self) -> None:

"""

Эта функция отображает доску.

:return:

"""

row: list[int]

for row in self.\_\_board:

print(\*row, sep="\t")

Название файла: backtracking.py

"""

Этот модуль содержит функции для алгоритма поиска с возвратом.

"""

from copy import deepcopy

import sys

import io

from modules.board import Board

def is\_prime(n: int) -> bool:

"""

Эта функция проверяет, является ли число простым.

:param n:

:return:

"""

if n < 2:

return False

for i in range(2, int(n \*\* 0.5) + 1):

if n % i == 0:

return False

return True

def get\_divisors(n: int) -> tuple[int, int]:

"""

Эта функция возвращает делители числа.

:param n:

:return:

"""

for i in range(2, int(n \*\* 0.5) + 1):

if n % i == 0:

return i, n // i

return 1, n

def scale\_board(board: Board, mult: int) -> Board:

"""

Эта функция масштабирует доску.

:param board:

:param mult:

:return:

"""

print(f"Масштабируем доску {board.size}x{board.size} в {mult} раз")

new\_board: Board = Board(board.size \* mult)

for square in board.square\_list:

new\_board.add\_square(square[0] \* mult, square[1] \* mult, square[2] \* mult)

print(f"Новый размер доски: {new\_board.size}x{new\_board.size}")

return new\_board

def backtracking\_fill\_board(board: Board) -> Board:

"""

Эта функция возвращает доску с заполненными квадратами.

:param board:

:return:

"""

iter\_queue: list[Board] = [board]

count\_steps: int = 0

while iter\_queue:

count\_steps += 1

current\_board: Board = iter\_queue.pop(0)

print(f"\nШаг {count\_steps}. Текущая доска:")

current\_board.render\_board()

if current\_board.is\_fill():

print(f"Найдено полное заполнение за {count\_steps} шагов!")

return current\_board

empty\_x, empty\_y = current\_board.get\_empty\_cell()

print(f"Пытаемся заполнить ячейку ({empty\_x}, {empty\_y})")

for i in range(current\_board.size, 0, -1):

if current\_board.check\_possible\_square(empty\_x, empty\_y, i):

print(f"Пробуем квадрат размером {i}x{i} в позиции ({empty\_x}, {empty\_y})")

new\_board: Board = deepcopy(current\_board)

new\_board.add\_square(empty\_x, empty\_y, i)

new\_board.render\_board()

if new\_board.is\_fill():

print(f"Полное заполнение достигнуто на шаге {count\_steps}!")

return new\_board

iter\_queue.append(new\_board)

return board

def backtracking\_algorithm(board: Board) -> list[list[int]]:

"""

Эта функция реализует алгоритм поиска с возвратом.

:param board:

:return:

"""

if board.size % 2 == 0:

print("Чётный размер - расставляем 4 квадрата")

board.place\_squares\_for\_even\_size()

board.render\_board()

return board.square\_list

if is\_prime(board.size):

print(f"Простой размер {board.size} - расставляем 3 квадрата")

board.place\_squares\_for\_prime\_size()

print("\nЗапуск поиска с возвратом для заполнения оставшихся клеток")

board = backtracking\_fill\_board(board)

board.render\_board()

return board.square\_list

small\_div, big\_div = get\_divisors(board.size)

print(f"Составной размер {board.size} = {small\_div} \* {big\_div}")

small\_board: Board = Board(small\_div)

if is\_prime(small\_div):

print(f"Внутренний размер {small\_div} простой - расставляем 3 квадрата")

small\_board.place\_squares\_for\_prime\_size()

small\_board: Board = backtracking\_fill\_board(small\_board)

print(f"\nМасштабирование результата в {big\_div} раз")

board = scale\_board(small\_board, big\_div)

board.render\_board()

return board.square\_list

def silent\_backtracking(n: int) -> None:

"""

Обертка для подавления вывода алгоритма.

:param n:

:return:

"""

original\_stdout: sys = sys.stdout

sys.stdout = io.StringIO() # Перенаправляем вывод в буфер

backtracking\_algorithm(Board(n))

sys.stdout.close()

sys.stdout = original\_stdout # Восстанавливаем вывод