Министерство образования и науки Российской Федерации

Федеральное государственное автономное образовательное учреждение высшего образования «Нижегородский государственный университет

им. Н.И. Лобачевского»

**Институт информационных технологий математики и механики**

**Кафедра математического обеспечения и суперкомпьютерных технологий**

**Название работы**

**Транслятор арифметических выражений**

**Выполнил**:студент группы 0823-1

Косоруков Дмитрий Олегович

Подпись

**Научный руководитель**:

Подпись

Нижний Новгород

2016

Оглавление

[Оглавление 2](#_Toc451370556)

[**Введение** 3](#_Toc451370557)

[**Постановка задачи** 4](#_Toc451370558)

[**Исходные данные** 4](#_Toc451370559)

[**Результат** 4](#_Toc451370560)

[**Руководство пользователя** 5](#_Toc451370561)

[**Руководство программиста** 6](#_Toc451370562)

[**Заключение** 8](#_Toc451370564)

[**Список литературы** 8](#_Toc451370565)

[**Приложение** 9](#_Toc451370566)

**Введение**

Для вычисления значения выражения в определённых точках необходимо преобразовать строку в понятной машине структуру, которая будет вычислена.

Наиболее простым способом вычисления выражения является вычисление по польской записи. Следовательно, основной задачей является разбор на лексемы и преобразование в польскую запись.

**Постановка задачи**

Требуется разработать транслятор арифметических выражений

**Исходные данные**

На вход программе поступает строка задающее арифметическое выражение
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Программа запрашивает значение переменной.
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**Результат**

После вычисления выражения выводит его результат.

![G:\Лобач\АиСД\3 Горячкина неболшой реврайт\3.jpg](data:image/jpeg;base64,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)

**Руководство пользователя**

Для выполнения работы необходимо запустить файл Arihm.exe. Далее ввести строку представляющую нужное выражение. Эта трока может содержать целые числа, операции +, -, \*, /, скобки и имена переменных состоящих из прописной буквы латинского алфавита (a-z). Если в выражении присутствует хотя бы одна переменная, то затем нужно будет ввести значение этой(-их) переменной(-ых). После этого на экране будет выведен ответ. В случае некорректности выражения возникнет ошибка.

**Руководство программиста**

В программе реализован класс арифметических выражений со следующим интерфейсом.

class Arithm

{

protected:

string Str;

TList<Lexeme> Lex, Pol;

Variable var[27];

public:

Arithm(); // конструктор

~Arithm(); // деструктор

void Enter(string inps); // ввод строки

bool Translate(); // расчленение на лексемы

double Compute(); // вычисление выражение

};

Поля класса:

Str – строка с арифметическим выражением

Lex – прямая очередь лексем

Pol – очередь лексем в польской записи

var – массив структур соответствующих переменным

Для того чтобы разбить строку на лексемы необходима структура Lexseme:

struct Lexeme

{

char type; // тип лексеммы

double data; // значение, если число

};

type - определяет :

'('=1 , ')'=2 , '+'=3 , '-'=4 , '\*'=5 , '/'=6

число=0 , переменная='имя переменной', где a<'имя переменной'<z

data – значение, если лексема является числом

Для присутствующих переменных необходим массив структур var:

variable var[27];

struct Variable

{

bool name; // флаг есть ли переменная с именем var[i]

double data; // для ввода ее значения

};

Arithm();

В конструкторе происходит инициализация массива переменных. По умолчанию переменных нет.

void Enter(string inps)

Функция ввода копирует введенную строку inps в поле класса Str

bool Translate();

Осуществляет проверку выражения на корректность и разбор на лексемы, возвращает true если выражение корректно и false в противном случае. В процессе разбора заполняет очередь Lex

double Compute();

Функция осуществляет перевод лексем в польскую запись, в результате заполняется очередь Pol, вычисляет результат и возвращает его.

**Заключение**

В рамках лабораторной работы разработан транслятор арифметических выражений, в котором реализована возможность вводы целых чисел, переменных и операций +, -,\*, /.

**Список литературы**

* Тетрадь

[https://basegroup.ru/community/glossary/mult-vector](https://ru.wikipedia.org/wiki/Ряд_Тейлора)

**Приложение**

#ifndef \_\_ARITHM\_H\_\_

#define \_\_ARITHM\_H\_\_

#include "tlist.h"

#include <iostream>

#include <string>

using namespace std;

// type:

// '('=1 , ')'=2 , '+'=3 , '-'=4 , '\*'=5 , '/'=6

// число=0 , переменная='имя переменной', где a<'имя переменной'<z

struct Lexeme

{

char type; // тип лексеммы

double data; // значение, если число

};

struct Variable

{

bool name; // флаг есть ли переменная с именем var[i]

double data; // для ввода ее значения

};

class Arithm

{

protected:

string Str;

TList<Lexeme> Lex, Pol;

Variable var[27];

public:

Arithm();

~Arithm();

void Enter(string strin); // ввод строки

bool Translate(); // расчленение на лексемы

double Compute(); // вычисление выражение

};

Arithm::Arithm()

{

for(int i=0;i<27;i++) var[i].name=false;

}

Arithm::~Arithm() {}

void Arithm::Enter(string inps)

{

Str=inps;

}

bool Arithm::Translate()

{

int i=0; // индекс считываемого символа

int state=0; // состояние ожидания или ошибка

int k=0; // кол-во левых скобок - кол-во правых скобок

Lexeme num;

char c=Str[0];

while((i<Str.size())&&(state!=2))

{

if(state==0) // ожидание откр скобки или чтение числа

{

if(c=='(')

{

num.type=1;

Lex.Put(num);

k++;

if(i<Str.size()-1) c=Str[++i]; // считывание следующего элемента

}

else

if(c=='-') // чтение отрицательного числа

{

i++;

if(i<Str.size()) c=Str[i];

if((c>='0')&&(c<='9'))

{

num.type=0;

num.data=-(c-48);

i++;

while (i<Str.size())

{

c=Str[i];

if((Str[i]>='0')&&(Str[i]<='9')) // наматываем число

{

num.data\*=10;

num.data+=c-48;

i++;

}

else break;

}

Lex.Put(num);

state=1;

}

else

if(c=='(')

{

num.type=0;

num.data=0;

Lex.Put(num);

num.type=4;

Lex.Put(num);

}

else state=2;

} // посчитали отрицательное число

else

if(c=='+') // считаем положительное число с +

{

i++;

if(i<Str.size()) c=Str[i];

if((c>='0')&&(c<='9'))

{

num.type=0;

num.data=c-48;

i++;

while (i<Str.size())

{

c=Str[i];

if((Str[i]>='0')&&(Str[i]<='9')) // наматываем число

{

num.data\*=10;

num.data+=c-48;

i++;

}

else break;

}

Lex.Put(num);

state=1;

}

else state=2;

} // посчитали положительное число с +

else

if((c>='0')&&(c<='9')) // считаем положительное число

{

num.type=0;

num.data=c-48;

i++;

while(i<Str.size())

{

c=Str[i];

if((Str[i]>='0')&&(Str[i]<='9')) // наматываем число

{

num.data\*=10;

num.data+=c-48;

i++;

}

else break;

}

Lex.Put(num);

state=1;

} // посчитали положительное число

else

if((c>='a')||(c<='z')) // записываем переменную

{

num.type=c;

Lex.Put(num);

i++;

if(i<Str.size()) c=Str[i];

state=1;

}

else state=2;

}

else

if(state==1) // ожидание закр скобки или операции

{

if(c==')')

{

if(k>0)

{

k--;

num.type=2;

Lex.Put(num);

i++;

if(i<Str.size()) c=Str[i];

}

else state=2;

}

else

if((c=='+')||(c=='-')||(c=='\*')||(c=='/'))

{

switch(c){

case '+':

num.type=3; break;

case '-':

num.type=4; break;

case '\*':

num.type=5; break;

case '/':

num.type=6; break;

}

state=0;

i++;

Lex.Put(num);

if(i<Str.size()) c=Str[i];

}

else state=2;

}

}

return (k==0 && state!=2); // возвращаем нет ли ошибок

}

double Arithm::Compute()

{

Lexeme temp;

if(Translate())

{

TStack<Lexeme> op;

while(!Lex.IsEmpty())

{

temp=Lex.Get();

if(temp.type==0) Pol.Put(temp); // если число

else

if((temp.type>='a')&&(temp.type<='z')) // если переменная

{

var[temp.type-97].name=true;

Pol.Put(temp);

}

else

if(temp.type==1) op.Push(temp); // если открывающаяся скобка

else

if(temp.type==2) // если закрывающаяся скобка

{

while(op.Top().type!=1) Pol.Put(op.Pop());

op.Pop();

}

else // если операция

{

while(!op.IsEmpty() &&(op.Top().type>=temp.type))

{

Pol.Put(op.Pop());

}

op.Push(temp);

}

}

while(!op.IsEmpty()) // извлечение операций

{

Pol.Put(op.Pop());

}

}

else throw "not correct";

for(int i=0;i<27;i++) // инициализируем переменные

if(var[i].name)

{

char c='a'+i;

cout<<"Enter "<<c<<'\n';

cin>>var[i].data;

}

TStack<double> exe;

while(!Pol.IsEmpty()) // вычисление

{

double a,b;

temp=Pol.Get();

if(temp.type==0) exe.Push(temp.data); // если число

else

if((temp.type>='a')&&(temp.type<='z')) exe.Push(var[temp.type-97].data); // если переменная

else // если операция

{

b=exe.Pop();

a=exe.Pop();

switch(temp.type)

{

case 3:

{

exe.Push(a+b);

}

break;

case 4:

{

exe.Push(a-b);

}

break;

case 5:

{

exe.Push(a\*b);

}

break;

case 6:

{

exe.Push(a/b);

}

break;

}

}

}

return exe.Pop();

}

double ArithmCompute(string str)

{

Arithm A;

A.Enter(str);

return A.Compute();

}

#endif