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# Bevezető

A mai világban körülvesznek bennünket a szoftveres rendszerek, találkozunk velük hivatalos ügyek intézésekor (banki ügyintézés, Ügyfélkapu stb.), de hétköznapjainkban, akár szórakoztató jelleggel (okostelefon, televízió stb.) is. Előfordulhat, hogy találkoztunk már olyannal, hogy nem megfelelően működik valami ilyen alapokon nyugvó rendszer. Ez azon felül, hogy bosszantó tud lenni, veszélyes is lehet, ellophatják a pénzünket a bankszámláról, vagy akár személyi sérülés is előfordulhat, pl. egy önvezető autó esetén.

## Tesztelés célja

Célunk, hogy minél kevesebb hiba legyen a szoftverünkben. Ezt úgy érhetjük el, hogy a fejlesztés során különböző teszteket készítünk és az általuk felfedett problémákat még kibocsátás előtt kijavítjuk. Ha egy adott kódban a jól megírt tesztek kevés hibát találnak, vagy nem is találnak, akkor az növelheti a vélt megbízhatóságát, ugyanakkor még tesztelés segítségével sem könnyű minden hibát felfedezni. A tesztelés mennyisége a szoftver céljától nagymértékben függhet.

## Elvégzendő feladatok

A félévre kitűzött feladatom volt megismerkedni tesztelési módszertanokkal. Ilyenek voltak a tesztek manuális implementációja, tesztek izolációja és tesztgenerálás eszköz segítségével. Ezek megvalósításához az alábbi eszközökkel dolgoztam: JUnit keretrendszer, Mockito, Randoop.

# Unit tesztelés

## Algorithms projekt

A munka elkezdéséhez szükségem volt egy kész projektre, amivel tudok dolgozni. Az én választásom az Algorithms nevű, nyíltforráskód projektre esett. Ez megtalálható GitHub-on[[1]](#footnote-1), ott fork-oltam, fejlesztéshez pedig az IntelliJ IDEA-t használtam.

A projekt 89 osztályt tartalmazott, ezek egyszerű problémák megoldására készültek (pl. adatszerkezetek, matematikai műveletek, rendezések, string műveletek stb.), így általában csak néhány rövidebb függvényt tartalmaznak.

## Meglévő tesztek vizsgálata

Két osztály kivételével az összeshez volt írva teszt. A tesztosztályok jó felépítésűek voltak, minden osztályhoz csak egy tesztosztály tartozott és viszont. Ugyan nem voltak kommentezve a tesztek, de a függvények nevéből könnyen kitalálható volt, mi az adott teszt célja.

## Saját tesztek készítése

Először is részletesebben megismerkedtem a tesztek felépítésével. Szükség lehet olyan kódrészletre, pl. osztályok példányosítása, ami minden teszt előtt vagy után le kell, hogy fusson. A Before és az After rész arra szolgál, hogy az ilyen részt elég legyen egyszer megírni és minden teszt előtt, illetve után meghívni automatikusan. Léteznek ezeknek másik változataik is (BeforeClass, AfterClass), ezek csak egyszer, az osztályban tartalmazott összes teszt előtt vagy után futnak le, olyankor lehet rájuk szükség, mikor valami számításigényes feladatot akarunk használni és sok tesztünk van.

Magamtól írtam teszteket a Factorial, a DivideUsingSubstraction és a SquerRoot osztályokhoz. A korábbi tesztosztályokat példaként felhasználva ez viszonylag könnyedén ment. Miután megismerkedtem a kódfedettség mérésének lehetőségeivel, lefuttatam egy eszközt a már meglévő, majd később a saját tesztjeimmel kiegészített tesztkészletre is. A lefedettség magas volt, de sikerült még így is javítani rajta. Számomra érdekesnek tűnt, hogy tudom ellenőrizni, mi került a konzolkimenetre, így kipróbáltam azt is. A MoveZeroesInArrayTest-hez és a GoThroughMatrixInSpiralTest-hez adtam még hozzá egy új tesztesetet.

Az 1. táblázat mutatja, mekkora volt a kódlefedettség, mielőtt írtam (Előtte sor) és miután írtam új teszteket (Utána sor).

1. táblázat. Kódlefedettség a projekten

|  |  |  |  |
| --- | --- | --- | --- |
|  | Lefedett osztályok | Lefedett metódusok | Lefedett sorok |
| Előtte | 97% (87/89) | 97% (270/277) | 97% (1676/1713) |
| Utána | 98% (88/89) | 98% (272/277) | 98% (1693/1713) |

# Függőségek kezelése

A függőség alatt modulok közötti kapcsolatot értünk. A külső függőségek problémát okozhatnak teszteléskor, ugyanis a tesztelt osztályunk viselkedése függ másik osztályétól is, ilyenkor nem várt viselkedést tapasztalhatunk.

Erre megoldás, ha modellezzük a tesztelendő modul környezetét, vagyis biztosan az fog történni, amit mi szeretnénk. Ezt mock objektumok segítségével tehetjük meg, így megadhatóvá válik a függvények visszatérési értéke és ellenőrizhetjük az átadott argumentumainkat.

## Spaceship projekt

A projekt, amivel korábban dolgoztam, nem felet meg az elvégzendő feladathoz egyszerűsége miatt. Az új projektem egy MSc-s labor anyagaként szolgál, GitHub-on[[2]](#footnote-2) elérhető. Ez a projekt egy űrhajót modellez, ami képes torpedók kilövésére, két különböző tárolóból. Át kellett alakítanom az űrhajó osztályt, ugyanis az általam modellezendő osztály privát attribútuma volt annak. Megoldás lehet, ha írunk Getter és Setter függvényeket, vagy ha protectedre állítjuk az attribútumot privát helyett. Én a másodikat választottam és egy TestShip osztályt hoztam létre, amely az eredeti űrhajóból származott, azonban egy Setter segítségével megadhattuk, milyen torpedó tárolókat használjon.

## Mockito

A Mockito[[3]](#footnote-3) egy nyíltforráskódú projekt, a segítségével izolációs teszteket lehet készíteni. Forráskódja megtalálható GitHub-on.

A Mockito-t több módon is próbáltam hozzáadni a projektemhez, elsőre nem sikerült működésre bírnom. Ennek oka, hogy először olyan verziót próbáltam használni, amely nem tartalmaz minden függőségeket. Ennek megfelelően letöltöttem a program azon verzióját, amely az összes függést tartalmazza. Ezzel már sikerült működtetni a keretrendszert.

Mockito segítségével be tudtam állítani, mi legyen egy-egy függvény kívánt visszatérési értéke, ha meghívásra kerülnek. Ezt a when(mockolt osztály.függvény).thenReturn(kívánt visszatérési érték); alakban tudtam megtenni.

# Unit tesztek generálása

Unit tesztek automatikus generálásának az a lényege, hogy módszer segítségével a tesztelt program alapján teszteket generálunk. Az automatikus generálás előnye, hogy rávilágíthat olyan hibákra, amiket mi nem feltétlen vettünk volna észre, ugyanakkor nem biztos, hogy minden általunk kívánt funkció tesztelésre kerül.

## Randoop

A Randoop[[4]](#footnote-4) egy nyíltforráskódú projekt, forráskódja megtalálható GitHub-on. A Unit tesztek visszajelzéses tesztgenerálás segítségével készülnek, azaz véletlenszerűen készít metódus, illetve konstruktor hívás szekvenciákat a tesztelés alatt lévő osztályhoz. Ezeket végrehajtva ellenőrzéseket készít, amik a program aktuális kimenetét rögzítik. Az ellenőrzésekből és a kódszekvenciákból készülnek a tesztek. A végeredmény véleményem szerint nehezen átlátható, olvasható.

### Telepítés és futtatás

A kiadott leírás[[5]](#footnote-5) segítségével próbáltam telepíteni és futtatni a Randoop-ot. A telepítés nem volt nehéz, lényegében csak ki kellett csomagolni a fájlt, amit letöltöttem. A futtatással több gondom is volt. Először a Linuxos leírást kellett átalakítanom Windows környezethez, vagyis az elérési utakat ";" kell, hogy elválassza és nem ":". A ";" miatt a parancssor két utasításnak értelmezte, amit beírtam, ezt javítottam idézőjelek használatával. A másik problémát az jelentette, hogy csak úgy lehet tesztgenerálást futtatni, ha az eredeti csomag struktúrában vannak a tesztelendő osztályok. A futtatáshoz hozzá kellett adnom a Path-hoz a jdk-t. A tesztek készítéshez a tesztelendő osztályok lefordított változatára van szükség, így egy python kód segítségével kilistáztam a mappaszerkezetet, amiben ezek megtalálhatóak voltak.

Az alábbi paranccsal futtattam a Randoop-ot:

java -ea -classpath "path1;path2" randoop.main.Main gentests

A path1 és path2 a helye a randoop-all-3.1.5.jar fájlnak és annak a mappának, ahol a lefordított tesztelendő osztályok találhatóak. Fontos paraméter a --classlist=, ez után adható meg a tesztelendő osztályok nevét tartalmazó fájl neve és kiterjesztése, pl. classes.txt. A --testclass= paraméter után megadhatunk egy osztály nevet, amihez a teszteket generálja a Randoop, pl. java.util.TreeSet. Általam használt paraméter még a --timelimit=, itt adhatjuk meg, mennyi ideig generálja a teszteket másodpercben mérve, pl. 60.

### A tesztelt projekt

Tesztek készítésekor a korábban már leírt Algoritms projektet használtam. A projekt összes osztályához generáltattam teszteket. A generált teszteket hozzáadtam a projekthez.

### Felfedezett hibák

A generált tesztek, amik kivételt dobtak, külön osztályba lettek elmentve. Sikerült három darab NullPointerExceptionre is fényt deríteni a tesztek segítségével.

1. ábra. Kódrészlet a projektből. A legalsó sorban keletkezett hiba

![](data:image/png;base64,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)

Az 1. ábrán látszik az egyik létrejöttének a helye. A getPathTo visszatérési értéke nincs  
megfelelően leellenőrizve, ezért keletkezik hiba a Math.min hívása során.

Érdekesség, hogy a generált tesztek között volt, ami a Randoop szerint sikeresen lefutott, azonban, ha én próbáltam futtatni, StackOverflow Exception keletkezett.

### Tesztgenerálás alapértelmezett futási idővel

Kezdetben azt gondoltam időparaméter nélkül, addig készít teszteket a Randoop, amíg el nem ér egy adott lefedettségi szintet. Többszöri futtatás után rájöttem, hogy az időparaméter értéke alapértelmezetten száz másodperc. Arra voltam kíváncsi, mennyire különböznek egymástól a tesztek a véletlen tesztgenerálás miatt.

2. táblázat. Tesztgenerálás során kapott eredmény tulajdonságai

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | Generált tesztek | Hibát adó tesztek | Osztály lefedettség | Metódus lefedettség | Sor lefedettség |
| Generálás 1 | 112 | 1 | 67 | 145 | 667 |
| Generálás 2 | 112 | 1 | 69 | 152 | 692 |
| Generálás 3 | 114 | 1 | 69 | 154 | 727 |
| Generálás 4 | 113 | 1 | 69 | 152 | 693 |
| Generálás 5 | 112 | 1 | 67 | 145 | 667 |
| Átlag | 112,6 | 1 | 68,2 | 149,6 | 689,2 |
| Szórás |  |  | 1,095445 | 4,27785 | 24,68198 |

3. táblázat. A vizsgált projekt tulajdonságai

|  |  |  |
| --- | --- | --- |
| Osztályok száma | Metódusok száma | Sorok száma |
| 89 | 277 | 1713 |

A 2. táblázat adatainak az elvi maximuma szerepel a 3. táblázatban. A második táblázatból az olvasható ki, egy-egy futtatás után a generált tesztek hogyan néztek ki, és mekkora lefedettséget értek el a kódon. Az utolsó két sor számított adatokat tartalmaz, az átlagos eredményeket és lefedettségnél pedig a szórást. A kapott eredmények miatt én úgy vélem, erre a projektre nincs nagy különbség az adott idő alatt generált tesztekre, ugyanis csak 4% eltérés van sorlefedettségben a minimális és a maximális értékek között.

### Tesztgenerálás változó futási idővel

Érdekes volt megvizsgálni, hogy a generálási idő mennyire befolyásolja a teszteket, illetve mennyig ideig van értelme egyáltalán futtatni a generálást. Ehhez végeztem méréseket.

2. ábra Sorlefedettség változása a tesztgenerálás futási idejének függvényében

4. táblázat. Változó idő alatt generált tesztek tulajdonságai

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Tesztgenerálási idő (mp) | Generált tesztek | Hibát adó tesztek | Osztály lefedettség | Metódus lefedettség | Sor lefedettség |
| 5 | 18 | 0 | 20% | 1% | 1% |
| 10 | 54 | 0 | 51% | 19% | 12% |
| 30 | 70 | 0 | 61% | 31% | 21% |
| 60 | 96 | 1 | 71% | 45% | 31% |
| 100 | 144 | 2 | 88% | 64% | 49% |
| 180 | 182 | 4 | 91% | 75% | 59% |
| 600 | 368 | 6 | 96% | 88% | 73% |
| 1800 | 788 | 10 | 97% | 92% | 80% |
| 3600 | 2161 | 17 | 96% | 92% | 84% |

A 4. táblázatban különböző idő alatt generált tesztekről találhatóak meg adatok, mint a generálás futási ideje, generált tesztek száma, hibát adó tesztek száma, különböző lefedettségi értékek. Az 2. ábra a 4. táblázat első és utolsó oszlopának felhasználásával készült. Megfigyelhető, hogy kisebb generálási időknél sokat nyerhetünk kódlefedettségben az idő növelésével. Ez a 600 másodpercig generált tesztekig látszik, onnantól kevésbé lesz hatékony az idő növelése. A 3600 másodperces generálást egy erősebb számítógépen végeztem, látszik is abból, hogy a tesztek száma majdnem háromszorosa a fele akkora idő alatt generáltak számának. Erre a projektre viszont így is csupán kis mértékű növekedést sikerült elérni.

# Összegzés

A félév során sikeresen készítettem teszteket egy nyíltforráskódú projekthez, izolációt valósítottam meg egy másik projekten és teszteket generáltattam eszköz segítségével, amiket utána elemeztem is. Későbbiekben érdemes lehet kipróbálni a Randoopot más projekteken is és megvizsgálni, hogy a további paraméterei hogyan befolyásolják az eszköz viselkedését.
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