**NAM:** kowshika I R

**REG NO.** 231501080

**EX NO 15** PROGRAM TO PERFORM SORTING

Quick sort

#include <stdio.h>

#define size 8 // Define the correct size based on the number of elements

int a[size] = {40, 20, 70, 14, 60, 61, 97, 30}; // Initialize array correctly

void quick(int a[], int l, int r)

{

int i, j, t, p;

if (l < r)

{

p = l;

i = l;

j = r;

while (i < j)

{

while (a[i] <a[p])

i++;

while (a[j] > a[p])

j--;

if (i < j)

{

t = a[i];

a[i] = a[j];

a[j] = t;

}

}

t = a[p];

a[p] = a[j];

a[j] = t;

quick(a, l, j - 1);

quick(a, j + 1, r);

}

}

int main()

{

quick(a, 0, size - 1);

printf("Sorted array: ");

for (int i = 0; i < size; i++)

{

printf("%d ", a[i]);

}

printf("\n");

return 0;

}

Merge sort

#include <stdio.h>

#define SIZE 7

int arr[SIZE] = {99, 0, 12, 58, 69, 77, 2};

void mer(int arr[], int left, int centre, int right) {

int n1 = centre - left + 1;

int n2 = right - centre;

int a[n1], b[n2];

for (int i = 0; i < n1; i++)

a[i] = arr[left + i];

for (int j = 0; j < n2; j++)

b[j] = arr[centre + 1 + j];

int aptr = 0, bptr = 0, cptr = left;

while (aptr < n1 && bptr < n2) {

if (a[aptr] <= b[bptr]) {

arr[cptr] = a[aptr];

aptr++;

} else {

arr[cptr] = b[bptr];

bptr++;

}

cptr++;

}

while (aptr < n1) {

arr[cptr] = a[aptr];

aptr++;

cptr++;

}

while (bptr < n2) {

arr[cptr] = b[bptr];

bptr++;

cptr++;

}

}

void merge(int arr[], int left, int right) {

if (left < right) {

int centre = (left+right) / 2;

merge(arr, left, centre);

merge(arr, centre + 1, right);

mer(arr, left, centre, right);

}

}

int main() {

merge(arr, 0, SIZE - 1);

for (int i = 0; i < SIZE; i++) {

printf("%d ", arr[i]);

}

return 0;

}

OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJEAAABVCAIAAADGw5HWAAAAAXNSR0IArs4c6QAAAANzQklUCAgI2+FP4AAABfxJREFUeJztnaGSqzwUx8935z5Fh+nM2vMADLOmqiquAoNAR7WuAh1Rt1XoiBoEDoVa02F4gNg702F4jk8ABbpQ0hZ6e3fPT5U0HNKEc0hC8i8AQRAEQRAEQRDfkf/ah8jF1jJmsxnkaZiABQfXV+V3TMR2tq6PfyqvVQ9MSMGwPEAUUnK8egLxN2j4GXK5Bdf1O3IxEW9MAMjD+v6q0iAP1+7JOR8sXR+Qie3GnAEA5Gm483wFgFzuV7M8TcE0ZwCQpx+uF10vHePCXpW5w8Dzo+al83AdgGOvzFllqi+9205RoOo3nY+WnTXQXw9l3YltdYEcjKS7GseHietuhfzS71opTEjBio9ciDofMiH4OX9ceTLT8mLE2nxcma+OYykFQwRAds7Wk95jp/WTkcvWFXrL1F0PZYBCJmLJNczcz++uxLMLAaQfy35nUP4ukw76ngLgtpHsyvvXMs1VHDcypgygsJIGXqQAAKJjZs+HSocLZ7sv/TWHrP1lHu6qmz1S19P77ESHRDrML3zRsZLDfd6h/CCTm/1qAwB5nn7spnWyRpv9yeD9DUABRN4yAgAm5PxwPXqpQ2I4DDwQVha4RQ2pU5aHYwQHJvZW9rEuGhm5dMa3o/wAJMfIB25D9QPuIPLc4n5FXDj7LY+mjI2/6o/KTwybs9rrB90Aih9tc24bSd260TGzJNcJM1fBuZFnn38UACDjjjWbxE50SCyHc8dKBm7PK3BZRXyl4AR5drrXkhYdff3iWQqQpx87L1KtUFnSipjI5d4I2iG02QnJ8yzYeREUD/niZOh7mF+UpjwlT8MgszYrCNeury7LU5WmL73PTpWPiXgD154BjXyd9cClMDLDrDpdZbUREzLU+Xo1OvsgP4WG4xj881VGyQRBEARBEAQxCq0xNSJ7W7zblgnJxVCXCbmp5sWLafpr9Nnpt3+bnWJCo5ip1ytQNagGGJhCbV9ja69ms6GRPwCX8aoxuzKUfQq+jDHruRlELvVmv7vsDKRr2ynm0csvv8yyd6A7Zd88QwjeeF1wlab1r7P+o6M1pvZdt/yk1GcC987VjoaqCzQNyB3j6Gl5IwCA73rnz4t6snwqfg1naYJ8+8hk6pggl3Ecx7YRaAUicxMXNF7F9/JmGDAXUjt/o1BWdpy6em5pM+Riq1lDT0D57nK5XidgD8ci5bvLil1mOwNxEufGzFwZyXq5XC7dw3yhG+xw8YQm024z5EI6p8PgaoAno5R/SMBa3HLKKTM03jLlYXVzqpNhLbQa7TlNptVmyIV04OB6kbrncT4+dZ8IkDmr2dD7Ki6bfRbbHMqv/F0Iq6rbxd6N5FMntjypydp9/csXROWCnGZHGUCjs9xtpz/9VjuAyJ3zmhmd11XNNTYaYwNovAHUfh+GXDqnVwtEBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQBEEQfwHk5c6CWAohJ9ba6oKJOJ5a42simIj/gs4IcimqqyLjj7TZAyvEmfg32+xpXO4/M+ANQSkAFfluvYy5sXY6DwO3FFLs1ks8rxWP4w0ANNeKd+k6ttPz9CMYLjXpOjavwYSstl3x8y7H1tZFbG+77NFR7PSzHl3HpjwrMiE1YuOP1nW88DNVidoBMrHf8mKPRWvrooqOmVygr6qUPh3FS/p0Hdm7kRyqM1V0SOztUKl/tq5j795cFR3TzftZK3MESNdxJF3H5v4zJmJZ6zfi3EiPEVS6jo3YqLcfy5gX27e4kHEREnt0HaNjZjl1bBwUavzxuo7N/WdMxDZUEs9tjefOPkivXiJc9Crq/Vsduo7qMncAm4159ZlPuo5ED6+q6/ij9Rv7IF1HgiAIgiAI4hvQ/k+EF9M5nF4Hchxdypv1JMfkNXUOJ9OBHEuX8mY9ycd4bEz92jqHg4ylSzm5nmSbLxpl30jn8AZG0KW8UU/yAdpt9r10DnUZR5fyFj3Jx+jXAvz3dQ51GFmX8g49ydtptdk30zkcLMdYupS36kk+SO//n72CzuG0OpDj6VLeridJEARBEARBEJPzP0sSOJwO0bZMAAAAAElFTkSuQmCC)