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1.

Смотрим содержание marks.svg

C:\Users\Игорь\Desktop\lab03\bin\Debug>type marks.svg

<?xml version='1.0' encoding='UTF-8'?>

<svg width='400' height='300' viewBox='0 0 400 300' xmlns='http://www.w3.org/2000/svg'>

</svg>

2.

svg\_text(double left, double baseline, string text) {

cout << "<text x='" << left << "' y='" << baseline << "'>" << text << "</text>";

}

void

show\_histogram\_svg(const vector<size\_t>& bins) {

svg\_begin(400, 300);

svg\_text(20, 20, to\_string(bins[0]));

svg\_end();

}

После запуска в консоли за записи результатов в marks.svg с помощью команды lab01.exe <marks.txt 2>NUL >marks.svg открываем файл и в браузере отображается цифра 2 на заданных нами координатах.

3.

Пишем функцию для прямоугольника

**void svg\_rect(double x, double y, double width, double height) {**

**cout << "<rect x='" << x << "' y='" << y << "' width='" << width << "' height='" << height << "' />";**

**}**

Проверяем её добавляя строчку (\*\*)

**void**

**show\_histogram\_svg(const vector<size\_t>& bins) {**

**svg\_begin(400, 300);**

**int i=1;**

**svg\_text(20, 20, to\_string(bins[0]));**

**svg\_rect(50, 0, bins[0]\*10, 30);** (\*\*)

**svg\_end();**

**}**

Получаем следующий результат и убеждаемся, что всё работает.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAAoCAIAAADmAupWAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsUBkTUP4gAAAVNJREFUaEPtmDEOgjAUhltP4eDiAdxlNfECGk1k9RpORlav4FScOIEJo7B7AAdJ4BaVGDXqQJ7vlcYXX+f+5fv7QdOgrbXq94bWGg3V3KiDXpdpUAozFQfGFsPgrWI6UQwzFQfGFsPgrXpMzKL6lnAbUf512H+AaLiK5+movtpYW8aTVcCh840WOzJjLs9saWZKrY/Ytd5yFPPNADTDwzDsPdm6/QGF01OWVvgNsjqf1GYceALHPsZd4SJNlFkOsSC+cs4KZ7tkug27vrjRz3FTuNpP03Hy8j2jedoPOjhUs80kLh2s87IEpXebp3TNlUf6MEoW93e52kdxQaFtP0sxU182PgFnxolrSu/mRlr+aVE2l0HWzSnNoOgDUQozkoVCFcOobWMUEsOMZKFQ/87wj960UPJAob8zLIVB7wXjSWKYsTwQuhgGbRPjSWKYsTwQ+hW3/zXe2mlJ5gAAAABJRU5ErkJggg==)

4.

const auto IMAGE\_WIDTH = 400;

const auto IMAGE\_HEIGHT = 300;

const auto TEXT\_LEFT = 20;

const auto TEXT\_BASELINE = 20;

const auto TEXT\_WIDTH = 50;

const auto BIN\_HEIGHT = 30;

const auto BLOCK\_WIDTH = 10;

Заменяем «магические константы» и проверяем работу программы. Всё работает так же.

5.

void

show\_histogram\_svg(const vector<size\_t>& bins, size\_t bin\_count) {

const auto IMAGE\_WIDTH = 400;

const auto IMAGE\_HEIGHT = 300;

const auto TEXT\_LEFT = 20;

const auto TEXT\_BASELINE = 20;

const auto TEXT\_WIDTH = 50;

const auto BIN\_HEIGHT = 30;

const auto BLOCK\_WIDTH = 10;

svg\_begin(IMAGE\_WIDTH, IMAGE\_HEIGHT);

double top=0;

for (size\_t i=0; i < bin\_count; i++)

{

const double bin\_width = BLOCK\_WIDTH \* bins[i];

svg\_text(TEXT\_LEFT, top+TEXT\_BASELINE, to\_string(bins[i]));

cout << endl;

svg\_rect(TEXT\_WIDTH, top, bin\_width, BIN\_HEIGHT);

cout << endl;

top+=BIN\_HEIGHT;

}

svg\_end();

}

Вписав этот цикл получаем уже готовую гистограмму

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJgAAABaCAIAAADLgAjJAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsQBiC4+owAAA/ZJREFUeF7tnT9r20AYh0/9FCpkMXTtkinpGMgXqEnBXjNmK96aLq61mW6eM1mGgukHKHiMPGXJWvAQgfUt1LObuGppy929f04KP813v/fV80SOc9FxSV3XpgVXkiTBXbTkFoL7Z5n4giUFIdEJQGR0BTwNQCQPx+gpEBldAU8DEMnDMXoKREZXwNMARPJwjJ4CkdEV8DQQILLI7F/v+ytb8zSBFDoBX5FV/m51ZpdS6nqbv70+hUu6AqaEvRTnq5jPHw6Dt/MLY8a3zpP/N5ByNywNdD3E84k8GQ6PDszT3msKf8zlJOAp8rfS1ebeTM5POdtBVigBgshytTTzy5PQypjHSiBcZHGz7H8epqzdICyYQKDIatFfnS8bvy+DG8BEHgJBItfZlZl9wIcqjwKeFH+R6yz5drYcPH6mVossL3laQQqJgNffT3YR4M9iF/OtV8Q/BlPugaN+5zOSlrzwgnd2KD/Kdq7/RyuxIKbLEIBIGa7qqRCpjlymIETKcFVPhUh15DIFIVKGq3oqRKojlykIkTJc1VMhUh25TMHnsLIjQ2aX2pJlL5cbxBPpQqkDYyCyA5JcWoRIF0odGAORHZDk0iJEulDqwBiI7IAklxYh0oVSB8ZAZAckubQYJLLM+08bspJPhUsZjJEmECKyuNmMDi8rfcSWAWlHTvn+Ist89eoS9pzoag7yfQ/wdvzY3aTwnSq1rU4OF+cdCmft1oVDrmKyw8e0ObK1a9MhZCLNofz3w+5Bf2OKmmXvAOW9VtEnUi6cN5ki0titPC+/j2qO7zsQSfTq/2WnUTDtHRPLYzoXAZLIanOHHctcJog5BJFlfvW1jx3LRAFc0z1FNtd03pvZF+xY5hJBzSF92aEWb8zHlx0iTM8nklgN08UIQKQYWt1giNTlLVYNIsXQ6gZDpC5vsWoQKYZWNxgidXmLVYNIMbS6wRCpy1us2vNf2Wntf615neKJ5OUZLQ0io6HnLQyRvDyjpUFkNPS8hSGSl2e0NIiMhp63METy8oyWBpHR0PMWDhCJs7F4FfCk+Yq0FptnY2XYVMfjgZziuURXVtVR+nTWh5U67T3wHBoh9/IVluj+9kPyy6Ix5eZuPMLRH+RniSfA96P1qap9wdW+18qx64PnPpASsAuscWjEhOfQwbqWExFwg12cEvJEpoOlvdW9zuvpopJzgGR3AiEif6ang9nuIFBc7SAQLtKqtAeBHvdwXl0rTBJElvn0HudHtsKibcJTpD3h7HBhN1ZbJO768FwQEGsdCwJEtJ5PJLEaposRgEgxtLrBEKnLW6waRIqh1Q2GSF3eYtUgUgytbjBE6vIWqwaRYmh1gyFSl7dYtR+xMWrP8ZlIQwAAAABJRU5ErkJggg==)

6.

void svg\_rect(double x, double y, double width, double height, string stroke = "black", string fill = "black")

Вводим дополнительные параметры для изменения цветов гистограммы

Редактируем функцию

void svg\_rect(double x, double y, double width, double height, string stroke = "black", string fill = "black") {

cout << "<rect x='" << x << "' y='" << y << "' width='" << width << "' height='" << height << "' stroke='" << stroke << "' fill='" << fill << "' />";

}

svg\_rect(TEXT\_WIDTH, top, bin\_width, BIN\_HEIGHT);

Можно оставить так, но чтобы поменять цвет нужно дополнить вызов

svg\_rect(TEXT\_WIDTH, top, bin\_width, BIN\_HEIGHT, "green", "#0000CD");

Теперь гистограмма стала цветной

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKEAAABbCAIAAACUOnKeAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsMBx2+oZAAABD9JREFUeF7tnU9LG1EUxWek2+4jtWCg225cGaUoFveloQXjppClu2I3NYrYpJuKO9e2C0doiX4AIVhKm6zc+AHiYkqz77YwfcloTCkk973HMO/MnLe+93nu+c2fOMyd60dR5KW09r5+eL/70/iPv919sLP0xjg9P4l+6ozvXVQM7P6zHJCx0LcpYRzDcB0gY1x2UuVkLHUKN46McdlJlZOx1CncODLGZSdVTsZSp3Dj5IzbDf9mNTq49eZRuZBxL3jZWlGPS6LoV/C8VvKJGehgkTHutLyDrdKgrMLa4fELr3beBioy51JljOcrlZmhUYXi45ybBla+jPE/RfW6V159NT6ruQAc0GcctprecXUeoDZKjB3QZtw+apYPKgX6h+OAHuPeSbm12hy5N+MUmmOlOow7jQ3vcItXabTDRcy40/DPV5prNxfp3kkjCNFqzateEWN1ifZLNW9n4fZJlz99Vly5+28qr+aB1C1iXFhrDp5xjazP/NkFQtjgdzVMZRR664DoPKZd0A6QMTQ+kXgyFtkEHUTG0PhE4slYZBN0EBlD4xOJJ2ORTdBBafY7Pf307NvFb2P7nizfX5pdNE4fn5ilbrmUGX//OJsQJJttM9YtlybjuDfVrG/RBuH43Ox1RPJ+nNzR4srOZOwKieR0kHFy3rqyMxm7QiI5HWScnLeu7EzGrpBITgcZJ+etKzvrMA6D8vCFrnfsd3IF4UQdGozbR93N4Rtd2+yFmeitKwFixmHQelQlWFe46eiQMm4frdcq0+pSzc5jHXudiJUyLm0PLtPtumow93kzdoKdVISU8c1+81tR9KO+s8CzWWqwA3GajPuKS1X1uQh+R8ABeEIJBoy9QnFOuDvDXHDAhHGve8nvCLgAT6hBn3EYbJyV+R0Bob8uhMkYjz7heu0dsqHNBXRiDTLGM5W7xkUCFpvrSKCMsSNiKcPIATI2sg0qiYyhcBmJJWMj26CSyBgKl5FYMjayDSqJjKFwGYklYyPboJLS7Hey7Fuc6PPUteFHmNnTNtFbaYBinFzf4uKra5vOVfamSimOj0uubzF7vYc2jvN+bOMeRi4ZY3CyUUnGNu5h5JIxBicblWRs4x5GLhljcLJRScY27mHkyhlz3iIG0f9VChkrwKPzFhvsTAUCLmMcFqvRcN7iZt277HJgCA5kGeOZwt3QrrB7ubfJEU84iHXntKkXrdX71WwwByKsNTOkPwHo4frpl/Vpn/djJMiya/WgongCkJpx7Xm1/ZMeUpX51qrBODYqnnHNBeSANmNFWc24nitycioMZX3GYbB/xfnHMICVUBljNVBzuNi3iMS3r1XGuP8ZkNvFvsVsMkarinpHHZCdx/QM2QEyRqYn007GMp+Qo8gYmZ5MOxnLfEKOImNkejLtZCzzCTkqzb7FuN8pIfcy1nto41LKjG2kT8zNUu/hxGLHBPwFnRYnnjOqDMQAAAAASUVORK5CYII=)

7.

Разделяем программу на модули, создаём файл histogram.h, переносим в него функцию find\_minmax и подключаем к main.cpp.

Убеждаемся, что программа работает.

8.

Создаём source файл histogram.cpp переносим в него функцию find\_minmax, оставляя в заголовочном только её объявление. Убеждаемся, что всё работает.

9.

Создаём test.cpp, пишем код, проверяем и убеждаемся, что она завершается без ошибок.

Меняем

assert(min == 1);

assert(max == 3);

на

assert(min == 3);

assert(max == 4);

Чтобы увидеть, что будет при провале проверки.

Выдаёт следующий результат.

Assertion failed: min == 3, file C:\Users\╚уюЁ№\Desktop\lab03\Lab03\test.cpp, line 10

То есть программа завершается при нахождении первой же ошибки.

10.

Весь код

#include <iostream>

#include <vector>

#include <string>

#include "histogram.h"

using namespace std;

void find\_minmax(const vector<double>& numbers, size\_t count, double& min, double& max) {

min = numbers[0];

max = numbers[0];

for (int i=0; i < count; i++)

{

if (numbers[i] < min)

{

min = numbers[i];

}

if (numbers[i] > max)

{

max = numbers[i];

}

}

}

vector<double>

input\_numbers(size\_t count) {

vector<double> result(count);

for (size\_t i = 0; i < count; i++)

{

cin >> result[i];

}

return result;

}

vector<size\_t>

make\_histogram(const vector<double> numbers, size\_t number\_count, size\_t bin\_count) {

double min, max;

find\_minmax(numbers, number\_count, min, max);

vector<size\_t> bins(bin\_count);

for (int i = 0; i < number\_count; i++)

{

size\_t bin = (size\_t)((numbers[i] - min) / (max - min) \* bin\_count);

if (bin == bin\_count)

{

bin--;

}

bins[bin]++;

}

return bins;

}

void

show\_histogram\_text(vector<size\_t> bins, const vector<double> numbers, size\_t number\_count, size\_t bin\_count) {

const size\_t SCREEN\_WIDTH = 80;

const size\_t MAX\_ASTERISK = SCREEN\_WIDTH - 4 - 1;

size\_t max\_count = 0;

for (int i=0; i < bin\_count; i++)

{

if (bins[i] > max\_count)

{

max\_count = bins[i];

}

}

const bool scaling\_needed = max\_count > MAX\_ASTERISK;

for (int i=0; i < bin\_count; i++)

{

if (bins[i] < 100)

{

cout << ' ';

}

if (bins[i] < 10)

{

cout << ' ';

}

cout << bins[i] << "|";

size\_t height = bins[i];

if (scaling\_needed)

{

const double scaling\_factor = (double)MAX\_ASTERISK / max\_count;

height = (size\_t)(bins[i] \* scaling\_factor);

}

for (size\_t i = 0; i < height; i++)

{

cout << '\*';

}

cout << '\n';

}

}

void

svg\_begin(double width, double height) {

cout << "<?xml version='1.0' encoding='UTF-8'?>\n";

cout << "<svg ";

cout << "width='" << width << "' ";

cout << "height='" << height << "' ";

cout << "viewBox='0 0 " << width << " " << height << "' ";

cout << "xmlns='http://www.w3.org/2000/svg'>\n";

}

void

svg\_end() {

cout << "</svg>\n";

}

void svg\_rect(double x, double y, double width, double height, string stroke, string fill) {

cout << "<rect x='" << x << "' y='" << y << "' width='" << width << "' height='" << height << "' stroke='" << stroke << "' fill='" << fill << "' />";

}

void

svg\_text(double left, double baseline, string text) {

cout << "<text x='" << left << "' y='" << baseline << "'>" << text << "</text>";

}

double sred\_visota(vector<size\_t> bins, size\_t bin\_count) // изменения к Д/З вариваент 7. Добавлена функция sred\_visota

{

double sred\_visota;

for(int i=0; i < bin\_count; i++){

sred\_visota=sred\_visota+bins[i];

}

return sred\_visota/bin\_count;

}

void

show\_histogram\_svg(const vector<size\_t>& bins, size\_t bin\_count) {

const auto IMAGE\_WIDTH = 400;

const auto IMAGE\_HEIGHT = 300;

const auto TEXT\_LEFT = 20;

const auto TEXT\_BASELINE = 20;

const auto TEXT\_WIDTH = 50;

const auto BIN\_HEIGHT = 30;

const auto BLOCK\_WIDTH = 10;

svg\_begin(IMAGE\_WIDTH, IMAGE\_HEIGHT);

double top=0;

for (size\_t i=0; i < bin\_count; i++)

{

const double bin\_width = BLOCK\_WIDTH \* bins[i];

svg\_text(TEXT\_LEFT, top+TEXT\_BASELINE, to\_string(bins[i]));

cout << endl;

if (bins[i] > sred\_visota(bins, bin\_count)) // изменения к Д/З вариваент 7. добавлено if

{

svg\_rect(TEXT\_WIDTH, top, bin\_width, BIN\_HEIGHT, "black", "red");

cout << endl;

}

else

{

svg\_rect(TEXT\_WIDTH, top, bin\_width, BIN\_HEIGHT, "black", "green");

cout << endl;

}

top+=BIN\_HEIGHT;

}

svg\_end();

}

int main()

{

// Ввод данных

size\_t number\_count;

cerr << "Enter number count: ";

cin >> number\_count;

const auto numbers = input\_numbers(number\_count);

size\_t bin\_count;

cerr << "Enter column count: ";

cin >> bin\_count;

// Вывод данных

const auto bins = make\_histogram(numbers, number\_count, bin\_count);

// show\_histogram\_text(bins, numbers, number\_count, bin\_count);

show\_histogram\_svg(bins, bin\_count);

return 0;

}