1. **`**[**Прототипное наследование**](https://learn.javascript.ru/prototype-inheritance)

В программировании часто возникает необходимость что-то расширить. Например, есть объект user со своими свойствами и методами, надо создать объекты admin и guest как его слегка изменённые варианты. Хотелось бы повторно использовать то, что есть у объекта user, не копировать/переопределять его методы, а просто создать новый объект на его основе.

*Прототипное наследование* — это возможность языка, которая помогает в этом.

**Свойство** [**[[Prototype]]**](https://learn.javascript.ru/prototype-inheritance#prototype)

В JavaScript объекты имеют специальное скрытое свойство [[Prototype]] (так оно названо в спецификации), которое либо равно null, либо ссылается на другой объект. Этот объект называется «прототип».

Если при чтении свойство из object отсутствует, JavaScript автоматически берет его из прототипа. В программировании такой механизм называется *прототипным наследованием*. Многие возможности языка и техники программирования основываются на нем.

Свойство [[Prototype]] является внутренним и скрытым, но есть много способов задать его. Одним из них является использование \_\_proto\_\_, например так:

let animal = {

  eats: true

};

let rabbit = {

  jumps: true

};

rabbit.\_\_proto\_\_ = animal;

 Свойство \_\_proto\_\_ – не то же самое, что [[Prototype]]. Это геттер/сеттер для него. Он существует по историческим причинам, в современном языке его заменяют функции Object.getPrototypeOf/Object.setPrototypeOf, которые также получают/устанавливают прототип. По спецификации \_\_proto\_\_ должен поддерживаться только браузерами, но по факту все среды, включая серверную, поддерживают его.

В примере ниже осуществляется поиск свойства в rabbit, а оно отсутствует, и JavaScript автоматически берет его из animal:

let animal = {

  eats: true

};

let rabbit = {

  jumps: true

};

rabbit.\_\_proto\_\_ = animal; // (\*)

alert( rabbit.eats ); // true (\*\*)

alert( rabbit.jumps ); // true

Здесь строка (\*) устанавливает animal как прототип для rabbit. Затем, когда alert пытается прочитать свойство rabbit.eats (\*\*), его нет в rabbit, поэтому JavaScript следует по ссылке [[Prototype]] и находит её в animal (смотрите снизу вверх):
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Здесь можно сказать, что animal является прототипом rabbit или rabbit прототипно наследует от animal. Так что если у animal много полезных свойств и методов, то они автоматически становятся доступными у rabbit. Такие свойства называются *унаследованными*. Например, есть метод в animal, он может быть вызван на rabbit:

let animal = {

  eats: true,

  walk() {

    alert("Animal walk");

  }

};

let rabbit = {

  jumps: true,

  \_\_proto\_\_: animal

};

rabbit.walk(); // Animal walk

Метод автоматически берётся из прототипа:
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Цепочка прототипов может быть длиннее:

let animal = {

  eats: true,

  walk() {

    alert("Animal walk");

  }

};

let rabbit = {

  jumps: true,

  \_\_proto\_\_: animal

};

let longEar = {

  earLength: 10,

  \_\_proto\_\_: rabbit

};

longEar.walk(); // Animal walk

alert(longEar.jumps); // true (для rabbit)
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Есть только два ограничения:

1. Ссылки не могут идти по кругу. JavaScript выдаст ошибку, если попытаться назначить \_\_proto\_\_ по кругу.
2. Значение \_\_proto\_\_ может быть объектом или null. Другие типы игнорируются.

Это вполне очевидно, но все же: может быть только один [[Prototype]]. Объект не может наследовать от двух других.

Прототип используется только для чтения свойств. Операции записи/удаления работают напрямую с объектом. В приведённом ниже примере присваивается rabbit собственный метод walk:

let animal = {

  eats: true,

  walk() {

    /\* ... \*/

  }

};

let rabbit = {

  \_\_proto\_\_: animal

};

rabbit.walk = function() {

  alert("Rabbit! Bounce-bounce!");

};

rabbit.walk(); // Rabbit! Bounce-bounce!

Теперь вызов rabbit.walk() находит метод непосредственно в объекте и выполняет его, не используя прототип:
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Свойства-акссессоры – исключение, так как запись в него обрабатывается функцией-сеттером. То есть, это, фактически, вызов функции. По этой причине admin.fullName работает корректно в приведённом ниже коде:

let user = {

  name: "John",

  surname: "Smith",

  set fullName(value) {

    [this.name, this.surname] = value.split(" ");

  },

  get fullName() {

    return `${this.name} ${this.surname}`;

  }

};

let admin = {

  \_\_proto\_\_: user,

  isAdmin: true

};

alert(admin.fullName); // John Smith (\*)

// срабатывает сеттер!

admin.fullName = "Alice Cooper"; // (\*\*)

Здесь в строке (\*) свойство admin.fullName имеет геттер в прототипе user, поэтому вызывается он. В строке (\*\*) свойство также имеет сеттер в прототипе, который и будет вызван.

[**Значение «this»**](https://learn.javascript.ru/prototype-inheritance#znachenie-this)

Прототипы никак не влияют на this. Неважно, где находится метод: в объекте или его прототипе. При вызове метода this – всегда объект перед точкой. Таким образом, вызов сеттера admin.fullName в качестве this использует admin, а не user.

Это на самом деле очень важная деталь, потому что может быть большой объект со множеством методов, от которого можно наследовать. Затем наследущие объекты могут вызывать его методы, но они будут изменять состояние этих объектов, а не большого. Например, здесь animal представляет собой «хранилище методов», и rabbit использует его. Вызов rabbit.sleep() устанавливает this.isSleeping для объекта rabbit:

let animal = {

  walk() {

    if (!this.isSleeping) {

      alert(`I walk`);

    }

  },

  sleep() {

    this.isSleeping = true;

  }

};

let rabbit = {

  name: "White Rabbit",

  \_\_proto\_\_: animal

};

rabbit.sleep();

alert(rabbit.isSleeping); // true

alert(animal.isSleeping); // undefined (нет такого свойства в прототипе)

Картинка с результатом:
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Если бы были другие объекты, такие как bird, snake и т.д., унаследованные от animal, они также получили бы доступ к методам animal. Но this при вызове каждого метода будет соответствовать объекту, на котором происходит вызов (перед точкой), а не animal. Поэтому, когда записываются данные в this, они сохраняются в этих объектах. В результате методы являются общими, а состояние объекта — нет.

[**Цикл for…in**](https://learn.javascript.ru/prototype-inheritance#tsikl-for-in)

Цикл for..in проходит не только по собственным, но и по унаследованным свойствам объекта. Например:

let animal = {

  eats: true

};

let rabbit = {

  jumps: true,

  \_\_proto\_\_: animal

};

alert(Object.keys(rabbit)); // jumps

for(let prop in rabbit) alert(prop); // jumps, then eats

Если унаследованные свойства не нужны, то можно отфильтровать их при помощи встроенного метода [obj.hasOwnProperty(key)](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/Object/hasOwnProperty): он возвращает true, если у obj есть собственное, не унаследованное, свойство с именем key. Пример такой фильтрации:

let animal = {

  eats: true

};

let rabbit = {

  jumps: true,

  \_\_proto\_\_: animal

};

for(let prop in rabbit) {

  let isOwn = rabbit.hasOwnProperty(prop);

  if (isOwn) {

    alert(`Our: ${prop}`); // Our: jumps

  } else {

    alert(`Inherited: ${prop}`); // Inherited: eats

  }

}

В этом примере цепочка наследования выглядит так: rabbit наследует от animal, который наследует от Object.prototype (так как animal – литеральный объект {...}, это по умолчанию), а затем null на самом верху:
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Стоит отметить следующее: метод rabbit.hasOwnProperty явно не определен. Если посмотреть на цепочку прототипов, то видно, что он берётся из Object.prototype.hasOwnProperty. То есть, он унаследован, но не появляется в цикле for..in, в отличие от eats и jumps. Дело в том, что это свойство не перечислимо. То есть, у него внутренний флаг enumerable стоит false, как и у других свойств Object.prototype. Поэтому оно и не появляется в цикле.

Почти все методы, получающие ключи/значения, такие как Object.keys, Object.values и другие – игнорируют унаследованные свойства. Они учитывают только свойства самого объекта, не его прототипа.

1. [**F.prototype**](https://learn.javascript.ru/function-prototype)

Как известно, новые объекты могут быть созданы с помощью функции-конструктора, new F(). Если в F.prototype содержится объект, оператор new устанавливает его в качестве [[Prototype]] для нового объекта.

JavaScript использовал прототипное наследование с момента своего появления. Это одна из основных особенностей языка.

Но раньше, прямого доступа к прототипу объекта не было. Надёжно работало только свойство "prototype" функции-конструктора. Поэтому оно используется во многих скриптах. Обратите внимание, что F.prototype означает обычное свойство с именем "prototype" для F. Это ещё не «прототип объекта», а обычное свойство F с таким именем. Приведём пример:

let animal = {

  eats: true

};

function Rabbit(name) {

  this.name = name;

}

Rabbit.prototype = animal;

let rabbit = new Rabbit("White Rabbit"); //  rabbit.\_\_proto\_\_ == animal

alert( rabbit.eats ); // true

Установка Rabbit.prototype = animal буквально говорит интерпретатору следующее: "При создании объекта через new Rabbit() запиши ему animal в [[Prototype]]". Результат будет выглядеть так:
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На изображении: "prototype" – горизонтальная стрелка, обозначающая обычное свойство для "F", а [[Prototype]]– вертикальная, обозначающая наследование rabbit от animal.

F.prototype используется только при вызове new F() и присваивается в качестве свойства [[Prototype]]нового объекта. После этого F.prototype и новый объект ничего не связывает. После создания F.prototype может измениться, и новые объекты, созданные с помощью new F(), будут иметь другой объект в качестве [[Prototype]], но уже существующие объекты сохранят старый.

У каждой функции по умолчанию уже есть свойство "prototype". По умолчанию "prototype" – объект с единственным свойством constructor, которое ссылается на функцию-конструктор. Вот такой:

function Rabbit() {}

/\* прототип по умолчанию

Rabbit.prototype = { constructor: Rabbit };

\*/
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Проверим это:

function Rabbit() {}

// по умолчанию:

// Rabbit.prototype = { constructor: Rabbit }

alert( Rabbit.prototype.constructor == Rabbit ); // true

Соответственно, если ничего не меняется, то свойство constructor будет доступно всем кроликам через [[Prototype]]:

function Rabbit() {}

// по умолчанию:

// Rabbit.prototype = { constructor: Rabbit }

let rabbit = new Rabbit(); // наследует от {constructor: Rabbit}

alert(rabbit.constructor == Rabbit); // true (свойство получено из прототипа)
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Можно использовать свойство constructor существующего объекта для создания нового. Пример:

function Rabbit(name) {

  this.name = name;

  alert(name);

}

let rabbit = new Rabbit("White Rabbit");

let rabbit2 = new rabbit.constructor("Black Rabbit");

Это удобно, когда есть объект, но неизвестно какой конструктор использовался для его создания (например, он был взят из сторонней библиотеки), а необходимо создать ещё один такой объект.

Самое важное о свойстве "constructor" это то, что JavaScript сам по себе не гарантирует правильное значение свойства "constructor". Оно является свойством по умолчанию в "prototype" у функций, но что будет с ним позже – зависит только от разработчика. В частности, если заменить прототип по умолчанию на другой объект, свойства "constructor" в нём не будет. Например:

function Rabbit() {}

Rabbit.prototype = {

  jumps: true

};

let rabbit = new Rabbit();

alert(rabbit.constructor === Rabbit); // false

Таким образом, чтобы сохранить верное свойство "constructor", надо добавлять/удалять/изменять свойства у прототипа по умолчанию вместо того, чтобы перезаписывать его целиком. В примере ниже Rabbit.prototype не перезаписывается полностью, а добавляется к нему свойство. Прототип по умолчанию сохраняется, и сохраняется доступ к Rabbit.prototype.constructor.

function Rabbit() {}

Rabbit.prototype.jumps = true

Или можно заново создать свойство constructor:

Rabbit.prototype = {

  jumps: true,

  constructor: Rabbit

};

1. [**Встроенные прототипы**](https://learn.javascript.ru/native-prototypes)

Свойство "prototype" широко используется в внутри самого языка JavaScript. Все встроенные функции-конструкторы используют его.

[**Object.prototype**](https://learn.javascript.ru/native-prototypes#object-prototype)

Выведем пустой объект:

let obj = {};

alert( obj ); // "[object Object]" ?

В рассматриваемом примере нету кода, который генерирует строку "[object Object]". Понятно, что это встроенный метод toString, но явно не видно, где он объявлен,  ведь obj  пуст. Дело в том, что краткая нотация obj = {} это то же самое, что и obj = new Object(), где Object – встроенная функция-конструктор для объектов с собственным свойством prototype, который ссылается на огромный объект с методом toString и другими. Вот что происходит:
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Когда вызывается new Object() (или создаётся объект с помощью литерала {...}), свойство [[Prototype]] этого объекта устанавливается на Object.prototype по правилам, которые рассматривались в предыдущем вопросе:

![https://lh7-rt.googleusercontent.com/docsz/AD_4nXcJQFcsiJYOVbQQd4I9rmYJcbXyYk2VNX97jRootAwjBhXksvHhiwMCauTrrmVaFgbTJl8w2H0hPRJTKnFzJQ0sjelU340xkJtyIUIKY7u9kCSdDghExL3DGmjBqp8YcsOpv0tVMcJX3LQutVIQNabhTJleCCWSO9Uyszc6tQ?key=Or3gUOqeUv8H5I8Hhh9vsi_S](data:image/png;base64,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)

Таким образом, когда вызывается obj.toString(), метод берётся из Object.prototype. Можно проверить это так:

let obj = {};

alert(obj.\_\_proto\_\_ === Object.prototype); // true

// obj.toString === obj.\_\_proto\_\_.toString == Object.prototype.toString

Обратим внимание, что выше Object.prototype по цепочке прототипов больше нет [[Prototype]]:

alert(Object.prototype.\_\_proto\_\_); // null

Другие встроенные объекты, такие как Array, Date, Function и другие, также хранят свои методы в прототипах. Например, при создании массива [1, 2, 3] внутренне используется конструктор массива Array. Поэтому прототипом массива становится Array.prototype, предоставляя ему свои методы. Это позволяет эффективно использовать память.

Согласно спецификации, наверху иерархии встроенных прототипов находится Object.prototype. Поэтому иногда говорят, что «всё наследует от объектов».

Вот более полная картина (для 3 встроенных объектов):
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Проверим прототипы:

let arr = [1, 2, 3];

// наследует от Array.prototype?

alert( arr.\_\_proto\_\_ === Array.prototype ); // true

// затем от Object.prototype?

alert( arr.\_\_proto\_\_.\_\_proto\_\_ === Object.prototype ); // true

// и null на вершине иерархии

alert( arr.\_\_proto\_\_.\_\_proto\_\_.\_\_proto\_\_ ); // null

Некоторые методы в прототипах могут пересекаться, например, у Array.prototype есть свой метод toString, который выводит элементы массива через запятую:

let arr = [1, 2, 3]

alert(arr); // 1,2,3 <-- результат Array.prototype.toString

Как известно, у Object.prototype есть свой метод toString, но так как Array.prototype ближе в цепочке прототипов, то берётся именно вариант для массивов:
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В браузерных инструментах, таких как консоль разработчика, можно посмотреть цепочку наследования (возможно, потребуется использовать console.dir для встроенных объектов):
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Другие встроенные объекты устроены аналогично. Даже функции – объекты встроенного конструктора Function, и все их методы (call/apply и другие) берутся из Function.prototype. Также у функций есть свой метод toString.

function f() {}

alert(f.\_\_proto\_\_ == Function.prototype); // true

alert(f.\_\_proto\_\_.\_\_proto\_\_ == Object.prototype); // true, наследует от Object

[**Примитивы**](https://learn.javascript.ru/native-prototypes#primitivy)

Самое сложное происходит со строкам, числами и булевым типом. Как известно, они не объекты. Но если попытаться получить доступ к их свойствам, тогда будет создан временный объект-обёртка с использованием встроенных конструкторов String, Number, Boolean, который предоставит методы и после чего исчезнет. Эти объекты создаются невидимо для нас, и большая часть движков оптимизирует этот процесс, но спецификация описывает это именно таким образом. Методы этих объектов также находятся в прототипах, доступных как String.prototype, Number.prototype и Boolean.prototype.

Специальные значения null и undefined не имеют объектов-обёрток, так что методы и свойства им недоступны. Также у них нет соответствующих прототипов.

[**Изменение встроенных прототипов**](https://learn.javascript.ru/native-prototypes#native-prototype-change)

Встроенные прототипы можно изменять. Например, если добавить метод к String.prototype, метод становится доступен для всех строк:

String.prototype.show = function() {

  alert(this);

};

"BOOM!".show(); // BOOM!

В течение процесса разработки могут возникнуть идеи о новых встроенных методах, которые хотелось бы иметь и добавить их во встроенные прототипы. Это плохая идея. Прототипы глобальны, поэтому очень легко могут возникнуть конфликты. Если две библиотеки добавляют метод String.prototype.show, то одна из них перепишет метод другой.

В современном программировании есть только один случай, в котором одобряется изменение встроенных прототипов. Это создание полифилов. Полифил – это термин, который означает замену метода, который существует в спецификации JavaScript, но он ещё не поддерживается текущим движком JavaScript. Тогда можно реализовать его и добавить его во встроенный прототип. Например:

if (!String.prototype.repeat) { // Если такого метода нет

  // добавляем его в прототип

  String.prototype.repeat = function(n) {

    // повторить строку n раз

    return new Array(n + 1).join(this);

  };

}

alert( "La".repeat(3) ); // LaLaLa

[**Заимствование у прототипов**](https://learn.javascript.ru/native-prototypes#zaimstvovanie-u-prototipov)

Ранее рассматривалось заимствовании методов. Это когда метод из одного объекта и копируется в другой. Некоторые методы встроенных прототипов часто одалживают. Например, если создать объект, похожий на массив (псевдомассив), можно скопировать некоторые методы из Array в этот объект. Пример:

let obj = {

  0: "Hello",

  1: "world!",

  length: 2,

};

obj.join = Array.prototype.join;

alert( obj.join(',') ); // Hello,world!

Это работает, потому что для внутреннего алгоритма встроенного метода join важна только корректность индексов и свойства length, он не проверяет является ли объект на самом деле массивом. И многие встроенные методы работают так же. Альтернативная возможность –можно унаследовать от массива, установив obj.\_\_proto\_\_ как Array.prototype, таким образом все методы Array станут автоматически доступны в obj. Но это будет невозможно, если obj уже наследует от другого объекта, ведь можно наследовать только от одного объекта одновременно.

Заимствование методов – гибкий способ, позволяющий смешивать функциональность разных объектов по необходимости.

1. [**Методы прототипов**](https://learn.javascript.ru/prototype-methods)

Ранее упоминалось, что существуют современные методы работы с прототипами. Свойство \_\_proto\_\_ считается устаревшим, и по стандарту должно поддерживаться только браузерами. Современные методы это:

* [Object.create(proto, [descriptors])](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/Object/create) – создаёт пустой объект со свойством [[Prototype]], указанным как proto, и необязательными дескрипторами свойств descriptors.
* [Object.getPrototypeOf(obj)](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/Object/getPrototypeOf) – возвращает свойство [[Prototype]] объекта obj.
* [Object.setPrototypeOf(obj, proto)](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/Object/setPrototypeOf) – устанавливает свойство [[Prototype]] объекта obj как proto.

Эти методы нужно использовать вместо \_\_proto\_\_. Например:

let animal = {

  eats: true

};

let rabbit = Object.create(animal);

alert(rabbit.eats); // true

alert(Object.getPrototypeOf(rabbit) === animal);

Object.setPrototypeOf(rabbit, {});

У Object.create есть необязательный второй аргумент: дескрипторы свойств. Можно добавить дополнительное свойство новому объекту таким образом:

let animal = {

  eats: true

};

let rabbit = Object.create(animal, {

  jumps: {

    value: true

  }

});

alert(rabbit.jumps); // true

Также можно использовать Object.create для глубокого клонирования объекта, более мощного, чем копирование свойств в цикле for..in:

let clone = Object.create(Object.getPrototypeOf(obj), Object.getOwnPropertyDescriptors(obj));

Такой вызов создаёт точную копию объекта obj, включая все свойства: перечисляемые и не перечисляемые, свойства, геттеры/сеттеры для свойств – и все это с правильным свойством [[Prototype]].

Технически, можно установить/получить [[Prototype]] в любое время. Но обычно прототип устанавливается только раз во время создания объекта, а после не меняется: rabbit наследует от animal, и это не изменится.

JavaScript движки хорошо оптимизированы для этого. Изменение прототипа «на лету» с помощью Object.setPrototypeOf или obj.\_\_proto\_\_= – очень медленная операция, которая ломает внутренние оптимизации для операций доступа к свойствам объекта. Так что лучше избегайте этого, кроме тех случаев, когда знаете, что делаете, либо скорость JavaScript для вас не имеет никакого значения.

Как известно, объекты можно использовать как ассоциативные массивы для хранения пар ключ/значение. Но если попробовать хранить созданные пользователями ключи (например, словари с пользовательским вводом), можно заметить интересный сбой: все ключи работают как ожидается, за исключением "\_\_proto\_\_". Например:

let obj = {};

let key = prompt("What's the key?", "\_\_proto\_\_");

obj[key] = "some value";

alert(obj[key]); // [object Object], не "some value"

Если пользователь введёт \_\_proto\_\_, присвоение проигнорируется, так как свойство \_\_proto\_\_ должно быть либо объектом, либо null, а строка не может стать прототипом.

Свойство \_\_proto\_\_ – не обычное, а аксессор, заданный в Object.prototype:

![https://lh7-rt.googleusercontent.com/docsz/AD_4nXdeMs9GlG5Pls9tZOZ5-a8aqdqi1VfPQMCP0LUSlNBODRwnbWhVdezPSCFKhW9l0vH_5FSDRM2Mfsqn5nTcjZEWH73pqa5NeM7VKKZi2TY9MlRayfZ2IIIu0Gs7kj7ZICx4r8zlqVVznP0Ohn-olyMQasCnUfM0OX3fSebs-w?key=Or3gUOqeUv8H5I8Hhh9vsi_S](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAdsAAADNCAIAAAB/4E1RAAASY0lEQVR4Xu2dPYskxx2HlesL6AM4UCCUyIFxYpAMCuxz6kwgp3KwyUZGNjjYYDE6JTZ7yXmxk71EgbRevIzBcCiQQBzsBDqjTFjCO5YRhy2Qj8Osu1663rpnaqa7prqq93n4scz01nT3TFc/8++a7pnnbgAAoAyeCycAAMBEYGQAgFLAyAAApYCRAQBKASMDAJQCRgYAKAWMDABQChgZAKAUMDIAQClgZACAUsDIAAClgJEBAEoBIwMAlMJII1+dHdw51jlcrLzpZ0unoWR1eXh8dG5bAewROifUxwgjr87vuT17eXKs714vjsRu0O30u3O9OGUngd2pr3NG53Z1dnoVToPZMdjIotC4d3ntThJVxsGJ7Or9ZciuULbAIOrrnNG5LU/vHGPkW8BQI4uiwz0SlMjCRO4JqtPrw0azb4huZ3qVbCyOKG1H1PWLKmHkLtQ95ASIMWHnFA88XCz1w7X35cSzU/EQtTj7cLnE7tyEf53VM3ebN5ULfVu+u6j1lCuplK1b9qx25wWBIhloZKficJG9XHQy1d1lA7N7yCPHttNfnelOI3qM6Xa2v8r/RgsHgC7Tdc525No0EEvZoH5by7tzM8tyx17cGrlpbGr85aVZlliKnG5nuzzVIu5bWyiRPRrZdhq3N6tepXYAE9FXmoeEM6QbwQCm7JyqRtZT2wV5E4Xl/QFuMWdnbs2jbD1rpnujFs0M28aLVvSBstvVdp4IZXINDDRy/4GhfXOOdHqnTGgRvXa7Tg+wmQk7Z698ezVt2/tG9hrL59I1srwrZrI8Ny29BupRfasNhTPUyLbicGjf8P1uZ4sCr9OHvdkrDRR9zQCiTNc540a2IyG6vZyJXyP7RbRcq8DIaroastAT+o0crjYUzmAjqy7u9C15t+1Jph5x9wSn+pADZO1jrxeXYZ9bXZ57hQOMZnV5snHnjJ59VRVTdU75WL2gtrwNyl7xwPZud3haTWzXyr5hhEYOzK4a6DmYR8mP9drZqtWGwhlhZIE7UBW8G5t/2eMm73hQ9l3/gfbjbN3V2ja2ZIBhxMqlfr/UTb7OaW0oX+d7uqUtyYNlSefKdJZoTeouSzxGjW67ZvfeYuU6HKqZOKbumxUUzEgj74bX6WEI6pBW7+TtPiYnnjpnC1ihSAvYu05F5hjB3j04fP89dVvt+WpBdqBzqVv2yKX2d800nTP2zpcQd8hC3A2LaKiS3Eaufb+dFFPvSCHqz6/aiV61pY0Z1G7KFI567PG7VyMvT0w9pQ91dYGmGssltiq3R+iVf4iUpnNmM/Lq/MyveTHyPMhiZFOj0WPGEn4qJRXpfRbk13rtv6wp7NCkoDWpP2px1Z7spUdRbzrKlo+yR8QVl8kpO2fPAEVy9AGNP8RkjnIYmqidLEaGZHjybT8XCic6cul+3O81NgW1b2RxV8x5db5wRW8a6Edddc9AAIAxYOS6COXbNbLv1sbIUpp+jWwrqVX37Cs7fel8Or/GyHXWxQClgpHrwo78OuPF3bK3bdN3ApY8wtW3e8++UgTjkvJRdnhaPco5T+vGvVoBAIaBketCGvnIPR3CDOY6AwjtB3HOgKb3AWDs7CvJ8sStf6Wy9clVrql7ZgUAQxlo5OsP3yFJEr6yEfINFAQXFHSL6GLpvsiE7DVhFxwBRp444SsbIZuRw+9Hx8iErEvYBUcwysg3T78ig7P7tuwboEiOHvHwz98ywyA1DE3QOUm27L4XR8DIkyX5tgQFnZNkS/K9GCNPluTbEhR0TpItyfdijDxZkm/LMnny9hvPPss61kHnJNmSfC/GyJMl+bYsk6/fer1JTi/TOUm2JN+LMfJkSb4ty0QZOaeX6ZwkW5LvxRh5siTflmXiGjmPl+mcJFuS78UYebIk35Zl0jXyvr1M5yTZknwvxsiTJfm2LJOui/ftZTonyZbkezFGniybt2VXXjNOWi/TOUm2bN6LB4CRJ8vmbdnV1oyDkUml2bwXDwAjT5bk27JMuv7dn4sVdE6SLcn3Yow8WZJvyzLpWnh/LlbQOUm2JN+LMfJkSb4tyySnixVbdM6H4mumLx43t1cXB8cHd5f+REK2TPK9GCNPluTbskxyulhB5yTZknwvxsiTJfm2LJOcLlbQOUm2JN+LMfJkSb4tyySnixV0TpItyfdijDxZkm9LUNA5SbYk34sx8mRJvi1BQeck2ZJ8L8bIkyX5tgQFnXPLLO+rHwk7WHwR/mtoHp6lnFsFSb4XY+TJknxbgiJp53x4dv9hZ2KG7H25q4sDdaqf8PKoZT1e3H+wCifeliTfizHyZEm+LUGRsHOOttXAZFhus4gkJ1+LE7qPMHIyMPJkSb4tQbFV5/ziwT3169oqSn9molRMe1B/p72EZOcoWy3FRSh2JnLi3TPxs+L6AN8syBat/nKDBjtFXgITjCSIa2HMIj5Uqydegcfqx87PHolm6l1BPly/IPKxuo1qpv8rIhchXkD7WnVXe808K07yvRgjT5bk2zIzL7zwnY8+/iScWgBbdE6hJNc7eqJ2hJBOgiP6R3cdH0mRNbPSE60iba0q3w86a9XfYHTsc7zxFiemu6qVbbyXy17rKF8up0ZWorfvIsFqr5tn1Um+F2PkyZJ8W2amMfKrr90pUMrxzumWco0ilVBageqYMnmwkYMjejF/sVD/MN/7KMz8y3uf6GvQXdaOiRh5zcRmZcLDBW+V7Avbv9p986w7yfdijDxZkm/LzDRGbv4WKOUtOqfVgZCFdIS54SalkVtbdSY6Qwrt24Nd7poG3WXtmEFG9gclVDpPRzZYs9o98/TnVl2S78WjjEzGJ3xl60EZ+aY8KesXtrPzePGHjG/WlJ97N3Jw8N6YSy7Or5F7GozOICP3ndzW+xzXrXbfPOtO8r0YI0+c8JWtB2Pkm8KkrF/Yzs7jxAwZO5GObiX1eHERGGRI5MhpOK4aqF8sQrfptWF/g9HxjGyPD5xh7l57uiu2ungQvsE4RXTvavfOs+ok34sHGhnANfJNSVLewshCB+6osVaDKZxNJdj5IG6nSFsd6Hl6ynNFb1fGKNJfbl+DrSPfFdafa6Fkap74/QdKlPJRaokPzdLlq9RZmfaxZ381r54Vsdty/TwrDkaGUgiMfFOMlLcw8sOFpzZdESdP70gImVMwMpRC18g3ZUg5amQzgKDz6O6eKjWMPPtgZCiFXiP/9+mzyaUcNbJ32C4O1XcokOXwaCe/6kxpcveXA+a/RcIhF5V3fxFOOR40ykF2CkaGUug1csOTJ/+ZVspbGJmQNMHIUArrjNxwff3PCaWMkUm2YGQohQ1Gbvj88783Ug6nZgEjx2NPrkg2omJPobtNwchQCq6Rv/nmW3WjsbAb0yAnqYy8urg77KS3kdn/ctuLoYMr63bP/le19GBkKAVj5EbHzz//wgfnf2luv/bDn7z/wZ+9dtlJY+TRthqYDMvtuxh6SDKsavHByFAKyshKxx99/MlLL33vRg5WqBsTso2R5SkTjU3sicnmJApxJpy9VGTw6QrqMmJ9Ukc7Eznxvrz6Qx3g2wWZotVbrrmqYsiAgLzMJDixz85QLOIDuXrSquqaFHvBiHhx1Mp7F0OrxzbNOqvqnVMYPK8N86w8GBlKoTGy0XFz90c//unDhx+rG9OWyXEjP7or3WGvJG48pR3RfkPbuALQnKAmZyXm2cyqnWjc6tSq4v3As6GY6IzMCpENfW/oxDzHp/7T1N8HZE4N9L+Fw65t+50Vwap6V/EFz2vNPOsPRoZSePW1O0bHDc2NF1/8bnPj00//9vLL3/ea5mUbI1sliYRn+Aa6GRT3q3aM+r3v3/E/Cutqzv/mh3CdRyRi5P6Jq/ZXoGz8l8j74o5Nz8tZUP3ByFAuTXXc6Li58corPwj/l5G4ke0YhSn6OvJNaWRjq3Bi8O0Wvrm8xm7hOTaDjBxe6Bg0cxrEnhdG3gRGhmR8+eU/mjL5zZ/9/NGjZfi/jGxjZBX3mDoc2dy/kf2D98ZccnF+jeyNzKay2CAj95zctsbIseeFkTeBkWFuxI2sx5Gt5mTJ3Erq0YPQIEPijPza8rZb9rZt+mwoB2f17Z4SdXC8ARBzfOAMc/fa03tB5Ceia4wcfV4YeQMYGebGVkY+0qcceGMIahxZV4KdD+J2izSyXoqvPFf0Qo7u+InTTC63s1a7RM48qP3dcy3Uv9pFHCwuOp/smdVTAg3X1q6qWU8rYq/l+nlWHowMECFu5BzpGwkhswtGBoiAkUm2YGSACPsyshwebQ/GTd58N5zS5K3f/1rdGDMS3RM7iOGm97tAB4xykN2DkQEi7MvIhHSCkQEiYGSSLRgZIAJGJtmCkQEiYGSSLRgZIAJGJtmCkQEiYGSSLRgZIAJGJtmCkQEiYGSSLRgZIAJGJtmCkQEiqJ2EkGwJu+AIMDLMje4OQ8heE3bBEWBkAIBSwMgAAKWAkQEASgEjAwCUAkYGACgFjAwAUAoYGQCgFDAyAEApYGQAgFLAyAAApYCRAQBKASMDAJQCRgaYLc8+uwonQdlgZIDZ8uTtN8JJUDYYGWCefPunP3791uvf/OE34T+gYDAywDxpdNyEMrkuMDLADFEFsgplckVgZIAZYnRMmVwXGBlgbrgFMmVyXWBkgLkR6JgyuSIwMsCs6BbIlMkVgZEBZkXXxZTJFYGRAebDugJZhTK5fDAywHzoWtgNZXL5YGSAmbC5QFahTC4cjAwwE7r+7YYyuXAwMsAc+N+/rpsa2c2/3z1sFNz8DaY7Xwh3vTi6c3wgcrZs7l6dydvHB4fvv3eoprc5XKychZXB8rR35U/EvWrByADzRA1iNH/Df1iEke9dXrd3hdSk3SSr83ut3aT7dpDy6vJkc+Nog60RT6F3nSsFIwPMk4RGlrfdlhsRjTfqO9pgBzAyANRASiPLf8mWss3piRgfOJWjH1LWdrjA3m3nvL7B73574AyJqGEH0WZ1eXh8dL68VCMn1rD+MIUCIwNADSQ0cjtq0Y47Kxd32xydC7W6JXC0wfLErMDq8ly0XErda6HLJcrFNZrW6yYaGO1iZACogRRG1jWpU5Z6bUQxa+xs/uUIN9pATlQOvV5c6paqRtb/1/61H0L664ORAaAGUhi5azevjSh7rXBbOTrCjTa4kf4V67A6X7iiN0bWq9Est3foGSMDQA1kMLKnTjE3Kc2gRt7YQDY6vydGjeWQhZrQb2Rn3SwYGQBqIIORZZt2DsuTnmHiaAOJX0pLIzujz+rhciy7XZ/leftwjAwANTDGyNKJ/Sc2yImOT9sP4oJP2+wHgNEGso1b/8oa+VCPYjumNuda9IyEKDAyAJTJGCNnRp9lYe+6Yx2bwcgAUAP1GPnqzCmEbzAyAMyPLY3sDE0II4eDEntFD2j4DjWjHL6mu/C9FgBQDVsYGYoDIwPME4xcIxgZYJ5g5BrByADzBCPXCEYGmCcYuUYwMsA8wcg1gpEB5glGrhGMDDBPMHKNYGS4tfRforbLBWNFg5FrBCPD7URfrtY18mzAyDWCkeHW0l8jzwaMXCMYGW4J3S9tUEbW051fe3N/iKhiMHKNYGS4DdjfBHK+DV25WN4W324jG6ivucHIMBEYGW4B5tcrBOYrKL1RC/NbFdTIMCEYGeZPcPpEK1+MDMWBkeEWoH9hvr13ar9RtzWy/eLz2Rj52WdXjY6bv+E/oGAwMtwG5JCx8qz9mQkx0f4oZ6vs2RgZagQjw+1A/ihy5wcyen54AiPDhGBkAA+MDBOCkQE8GiPP+LIRKByMDCAxwxoUyDAdGBkAoBQwMgBAKWBkAIBSwMgAAKWAkQEASgEjAwCUAkYGACgFjAxz4/rDdwjJmbALjgAjw9zo7jCE7DVhFxwBRoa5oXeSp18Rsu9gZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiICRSbZgZIAIGJlkC0YGiKB2EkKyJeyCI8DIMDe6Owwhe03YBUeAkQEASgEjAwCUAkYGACgFjAwAUAoYGQCgFDAyAEApYGQAgFLAyAAApYCRAQBKASMDAJQCRgYAKAWMDABQChgZAKAUMDIAQClgZACAUsDIAAClgJEBAErh//Vh3QIBpdPtAAAAAElFTkSuQmCC)

Так что при чтении или установке obj.\_\_proto\_\_ вызывается соответствующий геттер/сеттер из прототипа obj, и именно он устанавливает/получает свойство [[Prototype]].

Поните, что \_\_proto\_\_ – это способ доступа к свойству [[Prototype]], это не само свойство [[Prototype]].

Теперь, если надо использовать объект как ассоциативный массив, можно сделать это следующим образом:

let obj = Object.create(null);

let key = prompt("What's the key?", "\_\_proto\_\_");

obj[key] = "some value";

alert(obj[key]); // "some value"

Object.create(null) создаёт пустой объект без прототипа ([[Prototype]] будет null):
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Таким образом не будет унаследованного геттера/сеттера для \_\_proto\_\_. Теперь это свойство обрабатывается как обычное свойство, и приведённый выше пример работает правильно. Можно назвать такой объект «простейшим» или «чистым словарным объектом», потому что он ещё проще чем обычный объект {...}. Недостаток в том, что у таких объектов не будет встроенных методов объекта, таких как toString:

let obj = Object.create(null);

alert(obj); // Error (no toString)

Но обычно это нормально для ассоциативных массивов. Обратите внимание, что большая часть методов, связанных с объектами, имеют вид Object.something(...). К примеру, Object.keys(obj) не находятся в прототипе, так что они продолжат работать для таких объектов:

let chineseDictionary = Object.create(null);

chineseDictionary.hello = "你好";

chineseDictionary.bye = "再见";

alert(Object.keys(chineseDictionary)); // hello,bye

1. [**Классы**](https://learn.javascript.ru/class)

В объектно-ориентированном программировании класс – это расширяемый шаблон кода для создания объектов, который устанавливает в них начальные значения (свойства) и реализацию поведения (методы).

На практике часто надо создавать много объектов одного вида, например пользователей, товары или что-то еще. Как известно, с этим может помочь new function. Но в современном JavaScript есть и более продвинутая конструкция class, которая предоставляет новые возможности, полезные для объектно-ориентированного программирования.

[**Синтаксис «class»**](https://learn.javascript.ru/class#sintaksis-class)

Базовый синтаксис выглядит так:

class MyClass {

  // методы класса

  constructor() { ... }

  method1() { ... }

  method2() { ... }

  method3() { ... }

  ...

}

Затем используйте вызов new MyClass() для создания нового объекта со всеми перечисленными методами. При этом автоматически вызывается метод constructor(), в нём можно инициализовать объект. Например:

class User {

  constructor(name) {

    this.name = name;

  }

  sayHi() {

    alert(this.name);

  }

}

let user = new User("Иван");

user.sayHi();

Когда вызывается new User("Иван"):

1. Создаётся новый объект.
2. constructor запускается с заданным аргументом и сохраняет его в this.name.

Затем можно вызывать методы объекта, такие как user.sayHi().

Методы в классе не разделяются запятой. Это приводит к синтаксической ошибке.

В JavaScript класс – это разновидность функции. Рассмотрим пример:

class User {

  constructor(name) { this.name = name; }

  sayHi() { alert(this.name); }

}

alert(typeof User); // function

Вот что на самом деле делает конструкция class User {...}:

1. Создает функцию с именем User, которая становится результатом объявления класса. Код функции берется из метода constructor (она будет пустой, если такого метода нет).
2. Сохраняет все методы, такие как sayHi, в User.prototype.

Затем, при вызове метода на новых объектах new User, он возьмётся из прототипа. Таким образом, объект new User имеет доступ к методам класса. На картинке показан результат объявления class User:

![https://lh7-rt.googleusercontent.com/docsz/AD_4nXcx6kgSxI6DLteJDyw0dVl0CigVWr8DOfPhANST3qbeWAISy6LFsjM7Knv6D14BuCI06abnVH9Ypx1oGtvHBLL9R_OmsTrOOMZ6ESXADUanGDI9QMx3CHeywYyrGtHh2ltcb78FWfHk6MxTjyhZyS0gwee0HFqn_ED5_1ZpKA?key=Or3gUOqeUv8H5I8Hhh9vsi_S](data:image/png;base64,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)

Как видно из кода ниже, класс – это функция или, если точнее, это метод constructor, методы находятся в User.prototype.

class User {

  constructor(name) { this.name = name; }

  sayHi() { alert(this.name); }

}

alert(typeof User); // function

alert(User === User.prototype.constructor); // true

alert(User.prototype.sayHi); // alert(this.name);

alert(Object.getOwnPropertyNames(User.prototype)); // constructor, sayHi

Иногда говорят, что class – это просто «синтаксический сахар» в JavaScript (синтаксис для улучшения читаемости кода, но не делающий ничего принципиально нового), потому что можно сделать все то же самое без конструкции class. Например:

// перепишем класс User с помощью функций

// 1. Создаём функцию constructor

function User(name) {

  this.name = name;

}

// 2. Добавляем метод в прототип

User.prototype.sayHi = function() {

  alert(this.name);

};

let user = new User("Иван");

user.sayHi();

Результат этого кода очень похож на предыдущий. Поэтому, class можно считать синтаксическим сахаром для определения конструктора вместе с методами прототипа. Однако есть важные отличия:

1. Во-первых, функция, созданная с помощью class, помечена специальным внутренним свойством [[FunctionKind]]:"classConstructor". Поэтому это не совсем то же самое, что создавать её вручную.

В отличие от обычных функций, конструктор класса не может быть вызван без new:

class User {

  constructor() {}

}

alert(typeof User); // function

User(); // Error: Class constructor User cannot be invoked without 'new'

Кроме того, строковое представление конструктора класса в большинстве движков JavaScript начинается с «class …».

class User {

  constructor() {}

}

alert(User); // class User { ... }

1. Методы класса являются неперечислимыми. Определение класса устанавливает флаг enumerable в false для всех методов в "prototype".
2. Классы всегда используют use strict. Весь код внутри класса автоматически находится в строгом режиме.

[**Class Expression**](https://learn.javascript.ru/class#class-expression)

Как и функции, классы можно определять внутри другого выражения, передавать, возвращать, присваивать и т.д. Пример Class Expression (по аналогии с Function Expression):

let User = class {

  sayHi() {

    alert("Привет");

  }

};

Как и Named Function Expressions, выражения классов могут иметь имя, которое видно только внутри класса. Если у Class Expression есть имя, то оно видно только внутри класса:

let User = class MyClass {

  sayHi() {

    alert(MyClass);

  }

};

new User().sayHi(); // работает

alert(MyClass); // ошибка

Можно динамически создавать классы «по-запросу»:

function makeClass(phrase) {

  // объявляем класс и возвращаем его

  return class {

    sayHi() {

      alert(phrase);

    };

  };

}

// Создаем новый класс

let User = makeClass("Привет");

new User().sayHi(); // Привет

Как и в литеральных объектах, в классах можно объявлять генераторы, вычисляемые свойства, геттеры/сеттеры и т.д. Пример user.name, реализованного с использованием get/set:

class User {

  constructor(name) {

    // вызывает сеттер

    this.name = name;

  }

  get name() {

    return this.\_name;

  }

  set name(value) {

    if (value.length < 4) {

      alert("Имя слишком короткое.");

      return;

    }

    this.\_name = value;

  }

}

let user = new User("Иван");

alert(user.name); // Иван

user = new User(""); // Имя слишком короткое.

При объявлении класса геттеры/сеттеры создаются на User.prototype:

Object.defineProperties(User.prototype, {

  name: {

    get() {

      return this.\_name

    },

    set(name) {

      // ...

    }

  }

});

Пример с вычисляемым свойством в скобках [...]:

class User {

  ['say' + 'Hi']() {

    alert("Привет");

  }

}

new User().sayHi();

Для методов-генераторов добавьте перед именем \*.

[**Свойства классов**](https://learn.javascript.ru/class#svoystva-klassov)

Свойства классов добавлены в язык недавно. Старым браузерам может понадобиться полифил. В приведённом выше примере у класса User были только методы. Добавим свойство:

class User {

  name = "Аноним";

  sayHi() {

    alert(`Привет, ${this.name}!`);

  }

}

new User().sayHi();

Свойство name не устанавливается в User.prototype. Вместо этого оно создаётся оператором new перед запуском конструктора, это именно свойство объекта.

1. [**Наследование классов**](https://learn.javascript.ru/class-inheritance)

Допустим, у нас есть два класса. Класс Animal:

class Animal {

  constructor(name) {

    this.speed = 0;

    this.name = name;

  }

  run(speed) {

    this.speed += speed;

    alert(`${this.name} бежит со скоростью ${this.speed}.`);

  }

  stop() {

    this.speed = 0;

    alert(`${this.name} стоит.`);

  }

}

let animal = new Animal("Мой питомец");
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Класс Rabbit:

class Rabbit {

  constructor(name) {

    this.name = name;

  }

  hide() {

    alert(`${this.name} прячется!`);

  }

}

let rabbit = new Rabbit("Мой кролик");
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Для того, чтобы наследовать класс от другого, мы должны использовать ключевое слово "extends" и указать название родительского класса перед {..}. Ниже Rabbit наследует от Animal:

class Animal {

  constructor(name) {

    this.speed = 0;

    this.name = name;

  }

  run(speed) {

    this.speed += speed;

    alert(`${this.name} бежит со скоростью ${this.speed}.`);

  }

  stop() {

    this.speed = 0;

    alert(`${this.name} стоит.`);

  }

}

// Наследуем от Animal указывая "extends Animal"

class Rabbit extends Animal {

  hide() {

    alert(`${this.name} прячется!`);

  }

}

let rabbit = new Rabbit("Белый кролик");

rabbit.run(5); // Белый кролик бежит со скоростью 5.

rabbit.hide(); // Белый кролик прячется!

Теперь код Rabbit стал короче, так как используется конструктор класса Animal по умолчанию и кролик может использовать метод run как и все животные.

На самом деле ключевое слово extends добавляет ссылку на [[Prototype]] из Rabbit.prototype в Animal.prototype:

![https://lh7-rt.googleusercontent.com/docsz/AD_4nXfXzq_PKW589dOsmjQS1T7SpPz6sZnFsEYkYaa7SdIVhRTd1-b76fXLt2O6SNKm8zlhFMDS_4p0Q4WAKZ22XtyADXayy1qFp4bkLkmlueKXgGhQ3CIIf4kMbxwp-0pyzWGc2DFdYBUH2ZVKIZ5n9AM_RVJ9yHeVSsoGV6n63Q?key=Or3gUOqeUv8H5I8Hhh9vsi_S](data:image/png;base64,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)

Если метод не найден в Rabbit.prototype, JavaScript возьмёт его из Animal.prototype.

Синтаксис создания класса допускает указывать после extends не только класс, но любое выражение. Пример вызова функции, которая генерирует родительский класс:

function f(phrase) {

  return class {

    sayHi() { alert(phrase) }

  }

}

class User extends f("Привет") {}

new User().sayHi(); // Привет

Здесь class User наследует от результата вызова f("Привет"). Это может быть полезно для продвинутых приёмов проектирования, где можно использовать функции для генерации классов в зависимости от многих условий и затем наследовать их.

[**Переопределение методов**](https://learn.javascript.ru/class-inheritance#pereopredelenie-metodov)

Сейчас Rabbit наследует от Animal метод stop, который устанавливает this.speed = 0. Если определить свой метод stop в классе Rabbit, то он будет использоваться взамен родительского:

class Rabbit extends Animal {

  stop() {

    // ...будет использован для rabbit.stop()

  }

}

Обычно нет необходимости полностью заменять родительский метод, а только сделать новый на его основе, изменяя или расширяя его функциональность. Для этого надо определить новый метод, добавив нужный функционал, и вызывать родительский метод до/после или в процессе.

У классов есть ключевое слово "super" для таких случаев:

* super.method(...) вызывает родительский метод.
* super(...) вызывает родительский конструктор (работает только внутри нашего конструктора).

Пусть наш кролик автоматически прячется при остановке:

class Animal {

  constructor(name) {

    this.speed = 0;

    this.name = name;

  }

  run(speed) {

    this.speed += speed;

    alert(`${this.name} бежит со скоростью ${this.speed}.`);

  }

  stop() {

    this.speed = 0;

    alert(`${this.name} стоит.`);

  }

}

class Rabbit extends Animal {

  hide() {

    alert(`${this.name} прячется!`);

  }

  stop() {

    super.stop(); // вызываем родительский метод stop

    this.hide(); // и затем hide

  }

}

let rabbit = new Rabbit("Белый кролик");

rabbit.run(5); // Белый кролик бежит со скоростью 5.

rabbit.stop(); // Белый кролик стоит. Белый кролик прячется!

Теперь у класса Rabbit есть метод stop, который вызывает родительский super.stop() в процессе выполнения.

У стрелочных функций нет super. При обращении к super стрелочной функции он берётся из внешней функции:

class Rabbit extends Animal {

  stop() {

    setTimeout(() => super.stop(), 1000); // вызывает родительский stop после 1 секунды

  }

}

В примере super в стрелочной функции тот же самый, что и в stop(), поэтому метод отрабатывает как и ожидается. Если указать здесь «обычную» функцию, была бы ошибка:

// Unexpected super

setTimeout(function() { super.stop() }, 1000);

Согласно [спецификации](https://tc39.github.io/ecma262/#sec-runtime-semantics-classdefinitionevaluation), если класс расширяет другой класс и не имеет конструктора, то автоматически создаётся такой «пустой» конструктор. Например, у Rabbit нет своего конструктора.

class Rabbit extends Animal {

  constructor(...args) {

    super(...args);

  }

}

Как видно, он просто вызывает конструктор родительского класса. Так будет происходить, пока не будет создан собственный конструктор. Добавим конструктор для Rabbit. Он будет устанавливать earLength в дополнение к name:

class Animal {

  constructor(name) {

    this.speed = 0;

    this.name = name;

  }

  // ...

}

class Rabbit extends Animal {

  constructor(name, earLength) {

    this.speed = 0;

    this.name = name;

    this.earLength = earLength;

  }

  // ...

}

let rabbit = new Rabbit("Белый кролик", 10); // Error: this is not defined.

Ошибка возникла из-за того, что в классах-потомках конструктор обязан вызывать super(...) и делать это перед использованием this. Дело в том, что в JavaScript существует различие между «функцией-конструктором наследующего класса» и всеми остальными. В наследующем классе соответствующая функция-конструктор помечена специальным внутренним свойством [[ConstructorKind]]:"derived". Разница в следующем:

* Когда выполняется обычный конструктор, он создаёт пустой объект и присваивает его this.
* Когда запускается конструктор унаследованного класса, он этого не делает. Вместо этого он ждёт, что это сделает конструктор родительского класса.

Поэтому, если создать собственный конструктор, то надо вызвать super, в противном случае объект для this не будет создан, и возникнет ошибка. Чтобы конструктор Rabbit работал, он должен вызвать super() до того, как использовать this, чтобы не было ошибки:

class Animal {

  constructor(name) {

    this.speed = 0;

    this.name = name;

  }

  // ...

}

class Rabbit extends Animal {

  constructor(name, earLength) {

    super(name);

    this.earLength = earLength;

  }

  // ...

}

let rabbit = new Rabbit("Белый кролик", 10);

alert(rabbit.name); // Белый кролик

alert(rabbit.earLength); // 10

[**[[HomeObject]]**](https://learn.javascript.ru/class-inheritance#homeobject)

В JavaScript для функций добавлено специальное внутреннее свойство: [[HomeObject]]. Когда функция объявлена как метод внутри класса или объекта, её свойство [[HomeObject]] становится равно этому объекту. Затем super использует его, чтобы получить прототип родителя и его методы. Посмотрим, как это работает – опять же, используя простые объекты:

let animal = {

  name: "Животное",

  eat() {         // animal.eat.[[HomeObject]] == animal

    alert(`${this.name} eats.`);

  }

};

let rabbit = {

  \_\_proto\_\_: animal,

  name: "Кролик",

  eat() {         // rabbit.eat.[[HomeObject]] == rabbit

    super.eat();

  }

};

let longEar = {

  \_\_proto\_\_: rabbit,

  name: "Длинноух",

  eat() {         // longEar.eat.[[HomeObject]] == longEar

    super.eat();

  }

};

longEar.eat();  // Длинноух ест.

Это работает как задумано благодаря [[HomeObject]]. Метод, такой как longEar.eat, знает свой [[HomeObject]] и получает метод родителя из его прототипа. Вообще без использования this.

[**Методы не «свободны»**](https://learn.javascript.ru/class-inheritance#metody-ne-svobodny)

Как известно, функции в JavaScript «свободны», не привязаны к объектам. Их можно копировать между объектами и вызывать с любым this. Но само существование [[HomeObject]] нарушает этот принцип, так как методы запоминают свои объекты. [[HomeObject]] нельзя изменить, эта связь – навсегда. Единственное место в языке, где используется [[HomeObject]] – это super. Поэтому если метод не использует super, то все ещё можно считать его свободным и копировать между объектами. А вот если super в коде есть, то возможны побочные эффекты. Вот пример неверного результата super после копирования:

let animal = {

  sayHi() {

    console.log(`Я животное`);

  }

};

// rabbit наследует от animal

let rabbit = {

  \_\_proto\_\_: animal,

  sayHi() {

    super.sayHi();

  }

};

let plant = {

  sayHi() {

    console.log("Я растение");

  }

};

// tree наследует от plant

let tree = {

  \_\_proto\_\_: plant,

  sayHi: rabbit.sayHi // (\*)

};

tree.sayHi();  // Я животное

Вызов tree.sayHi() показывает «Я животное». Определённо неверно. Причина проста:

* В строке (\*), метод tree.sayHi скопирован из rabbit.
* Его [[HomeObject]] – это rabbit, ведь он был создан в rabbit. Свойство [[HomeObject]] никогда не меняется.
* В коде tree.sayHi() есть вызов super.sayHi(). Он идёт вверх от rabbit и берёт метод из animal.

Вот диаграмма происходящего:
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Свойство [[HomeObject]] определено для методов как классов, так и обычных объектов. Но для объектов методы должны быть объявлены именно как method(), а не "method: function()". В приведённом ниже примере используется синтаксис не метода, свойства-функции. Поэтому у него нет [[HomeObject]], и наследование не работает:

let animal = {

  eat: function() { // должен быть короткий синтаксис: eat() {...}

    // ...

  }

};

let rabbit = {

  \_\_proto\_\_: animal,

  eat: function() {

    super.eat();

  }

};

rabbit.eat();  // Ошибка вызова super

1. [**Статические свойства и методы**](https://learn.javascript.ru/static-properties-methods)

Можно присвоить метод самой функции-классу, а не её "prototype". Такие методы называются статическими. В классе такие методы обозначаются ключевым словом static, например:

class User {

  static staticMethod() {

    alert(this === User);

  }

}

User.staticMethod(); // true

Это фактически то же самое, что присвоить метод напрямую как свойство функции:

class User() { }

User.staticMethod = function() {

  alert(this === User);

};

Значением this при вызове User.staticMethod() является сам конструктор класса User (правило «объект до точки»).

Обычно статические методы используются для реализации функций, принадлежащих классу, но не к каким-то конкретным его объектам. Например, есть объекты статей Article, и нужна функция для их сравнения. Естественное решение – сделать для этого метод Article.compare:

class Article {

  constructor(title, date) {

    this.title = title;

    this.date = date;

  }

  static compare(articleA, articleB) {

    return articleA.date - articleB.date;

  }

}

let articles = [

  new Article("HTML", new Date(2019, 1, 1)),

  new Article("CSS", new Date(2019, 0, 1)),

  new Article("JavaScript", new Date(2019, 11, 1))

];

articles.sort(Article.compare);

alert( articles[0].title ); // CSS

Здесь метод Article.compare стоит «над» статьями, как способ их сравнения. Это метод не отдельной статьи, а всего класса. Другим примером может быть так называемый «фабричный» метод. Представим, что нужно создавать статьи различными способами:

1. Создание через заданные параметры (title, date и т. д.).
2. Создание пустой статьи с сегодняшней датой и др.

Первый способ может быть реализован через конструктор. А для второго можно использовать статический метод класса. Такой как Article.createTodays() в следующем примере:

class Article {

  constructor(title, date) {

    this.title = title;

    this.date = date;

  }

  static createTodays() {

    // this = Article

    return new this("Сегодняшний дайджест", new Date());

  }

}

let article = Article.createTodays();

alert( article.title ); // Сегодняшний дайджест

Теперь каждый раз, когда нужно создать сегодняшний дайджест, нужно вызывать Article.createTodays(). Ещё раз, это не метод одной статьи, а метод всего класса. Статические методы также используются в классах, относящихся к базам данных, для поиска/сохранения/удаления вхождений в базу данных. Например, предположим, что Article - это специальный класс для управления статьями статический метод для удаления статьи:

Article.remove({id: 12345});

[**Статические свойства**](https://learn.javascript.ru/static-properties-methods#staticheskie-svoystva)

Эта возможность была добавлена в язык недавно. Примеры работают в последнем Chrome. Статические свойства также возможны, они выглядят как свойства класса, но с static в начале:

class Article {

  static publisher = "Иван Иванов";

}

alert( Article.publisher ); // Иван Иванов

Это то же самое, что и прямое присваивание Article:

Article.publisher = "Иван Иванов";

Статические свойства и методы наследуются. Например, метод Animal.compare в коде ниже наследуется и доступен как Rabbit.compare:

class Animal {

  constructor(name, speed) {

    this.speed = speed;

    this.name = name;

  }

  run(speed = 0) {

    this.speed += speed;

    alert(`${this.name} бежит со скоростью ${this.speed}.`);

  }

  static compare(animalA, animalB) {

    return animalA.speed - animalB.speed;

  }

}

// Наследует от Animal

class Rabbit extends Animal {

  hide() {

    alert(`${this.name} прячется!`);

  }

}

let rabbits = [

  new Rabbit("Белый кролик", 10),

  new Rabbit("Чёрный кролик", 5)

];

rabbits.sort(Rabbit.compare);

rabbits[0].run(); // Чёрный кролик бежит со скоростью 5.

Можно вызвать Rabbit.compare, при этом будет вызван унаследованный Animal.compare. Это работает с использованием прототипов. Extends даёт Rabbit ссылку [[Prototype]] на Animal.
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Так что Rabbit extends Animal создаёт две ссылки на прототип:

1. Функция Rabbit прототипно наследует от Animal function.
2. Rabbit.prototype прототипно наследует от Animal.prototype.

В результате наследование работает как для обычных, так и для статических методов:

class Animal {}

class Rabbit extends Animal {}

// для статики

alert(Rabbit.\_\_proto\_\_ === Animal); // true

// для обычных методов

alert(Rabbit.prototype.\_\_proto\_\_ === Animal.prototype);

1. [**Приватные и защищённые методы и свойства**](https://learn.javascript.ru/private-protected-properties-methods)

В объектно-ориентированном программировании свойства и методы разделены на две группы:

* *Внутренний интерфейс* – методы и свойства, доступные из других методов класса, но не снаружи класса.
* *Внешний интерфейс* – методы и свойства, доступные снаружи класса.

Внутренний интерфейс используется для работы объекта, его методы, свойства используют друг друга.  Всё, что нужно для использования объекта, это знать его внешний интерфейс. Совершенно не обязательно знать, его внутреннюю структуру и логику.

В JavaScript есть два типа полей (свойств и методов) объекта:

* *Публичные*: доступны отовсюду. Они составляют внешний интерфейс. До этого момента в рассматриваемых примерах использовались только публичные свойства и методы.
* *Приватные*: доступны только внутри класса. Они для внутреннего интерфейса.

Во многих других языках также существуют «защищённые» поля, доступные только внутри класса или для дочерних классов (то есть, как приватные, но разрёшен доступ для наследующих классов) и также полезны для внутреннего интерфейса. В некотором смысле они более распространены, чем приватные, потому что обычно надо, чтобы наследующие классы получали доступ к внутренним полям.

Защищённые поля не реализованы в JavaScript на уровне языка, но на практике они очень удобны, поэтому их эмулируют.

Создадим простой класс для описания работы кофеварки:

class CoffeeMachine {

  waterAmount = 0; // количество воды внутри

  constructor(power) {

    this.power = power;

    alert( `Создана кофеварка, мощность: ${power}` );

  }

}

// создаём кофеварку

let coffeeMachine = new CoffeeMachine(100);

// добавляем воды

coffeeMachine.waterAmount = 200;

Сейчас свойства waterAmount и power публичные. Можно легко получать и устанавливать им любое значение извне. Изменим свойство waterAmount на защищённое, чтобы иметь больше контроля над ним. Например, не надо, чтобы кто-либо устанавливал его ниже нуля.

Защищённые свойства обычно начинаются с префикса \_. Это не синтаксис языка: есть хорошо известное соглашение между программистами, что такие свойства и методы не должны быть доступны извне. Большинство программистов следуют этому соглашению. Пожтому свойство будет называться \_waterAmount:

class CoffeeMachine {

  \_waterAmount = 0;

  set waterAmount(value) {

    if (value < 0) throw new Error("Отрицательное количество воды");

    this.\_waterAmount = value;

  }

  get waterAmount() {

    return this.\_waterAmount;

  }

  constructor(power) {

    this.\_power = power;

  }

}

// создаём новую кофеварку

let coffeeMachine = new CoffeeMachine(100);

// устанавливаем количество воды

coffeeMachine.waterAmount = -10; // Error: Отрицательное количество воды

Теперь доступ под контролем, поэтому указать воду ниже нуля не удалось.

Сделаем свойство power доступным только для чтения. Иногда нужно, чтобы свойство устанавливалось только при создании объекта и после этого никогда не изменялось. Это как раз требуется для кофеварки: мощность никогда не меняется. Для этого нужно создать только геттер, но не сеттер:

class CoffeeMachine {

  // ...

  constructor(power) {

    this.\_power = power;

  }

  get power() {

    return this.\_power;

  }

}

let coffeeMachine = new CoffeeMachine(100);

alert(`Мощность: ${coffeeMachine.power}W`); // Мощность: 100W

coffeeMachine.power = 25; // Error (no setter)

Здесь использовался синтаксис геттеров/сеттеров. Но в большинстве случаев использование функций get.../set... предпочтительнее:

class CoffeeMachine {

  \_waterAmount = 0;

  setWaterAmount(value) {

    if (value < 0) throw new Error("Отрицательное количество воды");

    this.\_waterAmount = value;

  }

  getWaterAmount() {

    return this.\_waterAmount;

  }

}

new CoffeeMachine().setWaterAmount(100);

Это выглядит немного длиннее, но функции более гибкие. Они могут принимать несколько аргументов.

Если унаследовать class MegaMachine extends CoffeeMachine, ничто не помешает нам обращаться к this.\_waterAmount или this.\_power из методов нового класса. Таким образом защищённые методы, конечно же, наследуются. В отличие от приватных полей.

[**Приватное свойство «#waterLimit»**](https://learn.javascript.ru/private-protected-properties-methods#privatnoe-svoystvo-waterlimit)

Поддержка приватных свойств и методов была добавлена в язык недавно. В движках JavaScript пока не поддерживается или поддерживается частично, нужен полифилл. Приватные свойства и методы должны начинаться со знака #. Они доступны только внутри класса. Например, в классе ниже есть приватное свойство #waterLimit и приватный метод #checkWater для проверки количества воды:

class CoffeeMachine {

  #waterLimit = 200;

  #checkWater(value) {

    if (value < 0) throw new Error("Отрицательный уровень воды");

    if (value > this.#waterLimit) throw new Error("Слишком много воды");

  }

}

let coffeeMachine = new CoffeeMachine();

// снаружи нет доступа к приватным методам класса

coffeeMachine.#checkWater(); // Error

coffeeMachine.#waterLimit = 1000; // Error

На уровне языка # является специальным символом, который означает, что поле приватное. Нельзя получить к нему доступ извне или из наследуемых классов. Приватные поля не конфликтуют с публичными. Может быть два поля одновременно – приватное #waterAmount и публичное waterAmount.

Например, давайте сделаем аксессор waterAmount для #waterAmount:

class CoffeeMachine {

  #waterAmount = 0;

  get waterAmount() {

    return this.#waterAmount;

  }

  set waterAmount(value) {

    if (value < 0) throw new Error("Отрицательный уровень воды");

    this.#waterAmount = value;

  }

}

let machine = new CoffeeMachine();

machine.waterAmount = 100;

alert(machine.#waterAmount); // Error

В отличие от защищённых, функционал приватных полей обеспечивается самим языком. Но если унаследовать от CoffeeMachine, то не будет прямого доступа к #waterAmount, только через геттер/сеттер waterAmount:

class MegaCoffeeMachine extends CoffeeMachine() {

  method() {

    alert( this.#waterAmount ); // Error: can only access from CoffeeMachine

  }

}

Во многих случаях такое ограничение неудобно. Если расширяется CoffeeMachine, то должен быть доступ к внутренним методам и свойствам. Поэтому защищённые свойства используются чаще, хоть они и не поддерживаются синтаксисом языка.

Как известно, обычно можно получить доступ к полям объекта с помощью this[name]:

class User {

  ...

  sayHi() {

    let fieldName = "name";

    alert(`Hello, ${this[fieldName]}`);

  }

}

С приватными свойствами такое невозможно: this['#name'] не работает. Это ограничение синтаксиса сделано для обеспечения приватности.

1. [**Статические свойства и методы**](https://learn.javascript.ru/static-properties-methods)

Можно присвоить метод самой функции-классу, а не её "prototype". Такие методы называются статическими. В классе такие методы обозначаются ключевым словом static, например:

class User {

  static staticMethod() {

    alert(this === User);

  }

}

User.staticMethod(); // true

Это фактически то же самое, что присвоить метод напрямую как свойство функции:

class User() { }

User.staticMethod = function() {

  alert(this === User);

};

Значением this при вызове User.staticMethod() является сам конструктор класса User (правило «объект до точки»).

Обычно статические методы используются для реализации функций, принадлежащих классу, но не к каким-то конкретным его объектам. Например, есть объекты статей Article, и нужна функция для их сравнения. Естественное решение – сделать для этого метод Article.compare:

class Article {

  constructor(title, date) {

    this.title = title;

    this.date = date;

  }

  static compare(articleA, articleB) {

    return articleA.date - articleB.date;

  }

}

let articles = [

  new Article("HTML", new Date(2019, 1, 1)),

  new Article("CSS", new Date(2019, 0, 1)),

  new Article("JavaScript", new Date(2019, 11, 1))

];

articles.sort(Article.compare);

alert( articles[0].title ); // CSS

Здесь метод Article.compare стоит «над» статьями, как способ их сравнения. Это метод не отдельной статьи, а всего класса. Другим примером может быть так называемый «фабричный» метод. Представим, что нужно создавать статьи различными способами:

1. Создание через заданные параметры (title, date и т. д.).
2. Создание пустой статьи с сегодняшней датой и др.

Первый способ может быть реализован через конструктор. А для второго можно использовать статический метод класса. Такой как Article.createTodays() в следующем примере:

class Article {

  constructor(title, date) {

    this.title = title;

    this.date = date;

  }

  static createTodays() {

    // this = Article

    return new this("Сегодняшний дайджест", new Date());

  }

}

let article = Article.createTodays();

alert( article.title ); // Сегодняшний дайджест

Теперь каждый раз, когда нужно создать сегодняшний дайджест, нужно вызывать Article.createTodays(). Ещё раз, это не метод одной статьи, а метод всего класса. Статические методы также используются в классах, относящихся к базам данных, для поиска/сохранения/удаления вхождений в базу данных. Например, предположим, что Article - это специальный класс для управления статьями статический метод для удаления статьи:

Article.remove({id: 12345});

[**Статические свойства**](https://learn.javascript.ru/static-properties-methods#staticheskie-svoystva)

Эта возможность была добавлена в язык недавно. Примеры работают в последнем Chrome. Статические свойства также возможны, они выглядят как свойства класса, но с static в начале:

class Article {

  static publisher = "Иван Иванов";

}

alert( Article.publisher ); // Иван Иванов

Это то же самое, что и прямое присваивание Article:

Article.publisher = "Иван Иванов";

Статические свойства и методы наследуются. Например, метод Animal.compare в коде ниже наследуется и доступен как Rabbit.compare:

class Animal {

  constructor(name, speed) {

    this.speed = speed;

    this.name = name;

  }

  run(speed = 0) {

    this.speed += speed;

    alert(`${this.name} бежит со скоростью ${this.speed}.`);

  }

  static compare(animalA, animalB) {

    return animalA.speed - animalB.speed;

  }

}

// Наследует от Animal

class Rabbit extends Animal {

  hide() {

    alert(`${this.name} прячется!`);

  }

}

let rabbits = [

  new Rabbit("Белый кролик", 10),

  new Rabbit("Чёрный кролик", 5)

];

rabbits.sort(Rabbit.compare);

rabbits[0].run(); // Чёрный кролик бежит со скоростью 5.

Можно вызвать Rabbit.compare, при этом будет вызван унаследованный Animal.compare. Это работает с использованием прототипов. Extends даёт Rabbit ссылку [[Prototype]] на Animal.
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Так что Rabbit extends Animal создаёт две ссылки на прототип:

1. Функция Rabbit прототипно наследует от Animal function.
2. Rabbit.prototype прототипно наследует от Animal.prototype.

В результате наследование работает как для обычных, так и для статических методов:

class Animal {}

class Rabbit extends Animal {}

// для статики

alert(Rabbit.\_\_proto\_\_ === Animal); // true

// для обычных методов

alert(Rabbit.prototype.\_\_proto\_\_ === Animal.prototype);

1. [**Приватные и защищённые методы и свойства**](https://learn.javascript.ru/private-protected-properties-methods)

В объектно-ориентированном программировании свойства и методы разделены на две группы:

* *Внутренний интерфейс* – методы и свойства, доступные из других методов класса, но не снаружи класса.
* *Внешний интерфейс* – методы и свойства, доступные снаружи класса.

Внутренний интерфейс используется для работы объекта, его методы, свойства используют друг друга.  Всё, что нужно для использования объекта, это знать его внешний интерфейс. Совершенно не обязательно знать, его внутреннюю структуру и логику.

В JavaScript есть два типа полей (свойств и методов) объекта:

* *Публичные*: доступны отовсюду. Они составляют внешний интерфейс. До этого момента в рассматриваемых примерах использовались только публичные свойства и методы.
* *Приватные*: доступны только внутри класса. Они для внутреннего интерфейса.

Во многих других языках также существуют «защищённые» поля, доступные только внутри класса или для дочерних классов (то есть, как приватные, но разрёшен доступ для наследующих классов) и также полезны для внутреннего интерфейса. В некотором смысле они более распространены, чем приватные, потому что обычно надо, чтобы наследующие классы получали доступ к внутренним полям.

Защищённые поля не реализованы в JavaScript на уровне языка, но на практике они очень удобны, поэтому их эмулируют.

Создадим простой класс для описания работы кофеварки:

class CoffeeMachine {

  waterAmount = 0; // количество воды внутри

  constructor(power) {

    this.power = power;

    alert( `Создана кофеварка, мощность: ${power}` );

  }

}

// создаём кофеварку

let coffeeMachine = new CoffeeMachine(100);

// добавляем воды

coffeeMachine.waterAmount = 200;

Сейчас свойства waterAmount и power публичные. Можно легко получать и устанавливать им любое значение извне. Изменим свойство waterAmount на защищённое, чтобы иметь больше контроля над ним. Например, не надо, чтобы кто-либо устанавливал его ниже нуля.

Защищённые свойства обычно начинаются с префикса \_. Это не синтаксис языка: есть хорошо известное соглашение между программистами, что такие свойства и методы не должны быть доступны извне. Большинство программистов следуют этому соглашению. Пожтому свойство будет называться \_waterAmount:

class CoffeeMachine {

  \_waterAmount = 0;

  set waterAmount(value) {

    if (value < 0) throw new Error("Отрицательное количество воды");

    this.\_waterAmount = value;

  }

  get waterAmount() {

    return this.\_waterAmount;

  }

  constructor(power) {

    this.\_power = power;

  }

}

// создаём новую кофеварку

let coffeeMachine = new CoffeeMachine(100);

// устанавливаем количество воды

coffeeMachine.waterAmount = -10; // Error: Отрицательное количество воды

Теперь доступ под контролем, поэтому указать воду ниже нуля не удалось.

Сделаем свойство power доступным только для чтения. Иногда нужно, чтобы свойство устанавливалось только при создании объекта и после этого никогда не изменялось. Это как раз требуется для кофеварки: мощность никогда не меняется. Для этого нужно создать только геттер, но не сеттер:

class CoffeeMachine {

  // ...

  constructor(power) {

    this.\_power = power;

  }

  get power() {

    return this.\_power;

  }

}

let coffeeMachine = new CoffeeMachine(100);

alert(`Мощность: ${coffeeMachine.power}W`); // Мощность: 100W

coffeeMachine.power = 25; // Error (no setter)

Здесь использовался синтаксис геттеров/сеттеров. Но в большинстве случаев использование функций get.../set... предпочтительнее:

class CoffeeMachine {

  \_waterAmount = 0;

  setWaterAmount(value) {

    if (value < 0) throw new Error("Отрицательное количество воды");

    this.\_waterAmount = value;

  }

  getWaterAmount() {

    return this.\_waterAmount;

  }

}

new CoffeeMachine().setWaterAmount(100);

Это выглядит немного длиннее, но функции более гибкие. Они могут принимать несколько аргументов.

Если унаследовать class MegaMachine extends CoffeeMachine, ничто не помешает нам обращаться к this.\_waterAmount или this.\_power из методов нового класса. Таким образом защищённые методы, конечно же, наследуются. В отличие от приватных полей.

[**Приватное свойство «#waterLimit»**](https://learn.javascript.ru/private-protected-properties-methods#privatnoe-svoystvo-waterlimit)

Поддержка приватных свойств и методов была добавлена в язык недавно. В движках JavaScript пока не поддерживается или поддерживается частично, нужен полифилл. Приватные свойства и методы должны начинаться со знака #. Они доступны только внутри класса. Например, в классе ниже есть приватное свойство #waterLimit и приватный метод #checkWater для проверки количества воды:

class CoffeeMachine {

  #waterLimit = 200;

  #checkWater(value) {

    if (value < 0) throw new Error("Отрицательный уровень воды");

    if (value > this.#waterLimit) throw new Error("Слишком много воды");

  }

}

let coffeeMachine = new CoffeeMachine();

// снаружи нет доступа к приватным методам класса

coffeeMachine.#checkWater(); // Error

coffeeMachine.#waterLimit = 1000; // Error

На уровне языка # является специальным символом, который означает, что поле приватное. Нельзя получить к нему доступ извне или из наследуемых классов. Приватные поля не конфликтуют с публичными. Может быть два поля одновременно – приватное #waterAmount и публичное waterAmount.

Например, давайте сделаем аксессор waterAmount для #waterAmount:

class CoffeeMachine {

  #waterAmount = 0;

  get waterAmount() {

    return this.#waterAmount;

  }

  set waterAmount(value) {

    if (value < 0) throw new Error("Отрицательный уровень воды");

    this.#waterAmount = value;

  }

}

let machine = new CoffeeMachine();

machine.waterAmount = 100;

alert(machine.#waterAmount); // Error

В отличие от защищённых, функционал приватных полей обеспечивается самим языком. Но если унаследовать от CoffeeMachine, то не будет прямого доступа к #waterAmount, только через геттер/сеттер waterAmount:

class MegaCoffeeMachine extends CoffeeMachine() {

  method() {

    alert( this.#waterAmount ); // Error: can only access from CoffeeMachine

  }

}

Во многих случаях такое ограничение неудобно. Если расширяется CoffeeMachine, то должен быть доступ к внутренним методам и свойствам. Поэтому защищённые свойства используются чаще, хоть они и не поддерживаются синтаксисом языка.

Как известно, обычно можно получить доступ к полям объекта с помощью this[name]:

class User {

  ...

  sayHi() {

    let fieldName = "name";

    alert(`Hello, ${this[fieldName]}`);

  }

}

С приватными свойствами такое невозможно: this['#name'] не работает. Это ограничение синтаксиса сделано для обеспечения приватности.

1. [**Расширение встроенных классов**](https://learn.javascript.ru/extend-natives)

От встроенных классов, таких как Array, Map и других, тоже можно наследовать. Например, в этом примере PowerArray наследуется от встроенного Array:

class PowerArray extends Array {

  isEmpty() {

    return this.length === 0;

  }

}

let arr = new PowerArray(1, 2, 5, 10, 50);

alert(arr.isEmpty()); // false

let filteredArr = arr.filter(item => item >= 10);

alert(filteredArr); // 10, 50

alert(filteredArr.isEmpty()); // false

Обратите внимание: встроенные методы, такие как filter, map и другие возвращают новые объекты унаследованного класса PowerArray. Их внутренняя реализация такова, что для этого они используют свойство объекта constructor.

В примере выше arr.constructor === PowerArray. Поэтому при вызове метода arr.filter() он внутри создаёт массив результатов, именно используя arr.constructor, а не обычный массив. Это удобно, поскольку можно продолжать использовать методы PowerArray далее на результатах.

Более того, можно настроить это поведение. При помощи специального статического геттера Symbol.species можно вернуть конструктор, который JavaScript будет использовать в filter, map и других методах для создания новых объектов. Если надо, чтобы методы map, filter и т. д. возвращали обычные массивы, то нужно вернуть Array в Symbol.species, вот так:

class PowerArray extends Array {

  isEmpty() {

    return this.length === 0;

  }

  // встроенные методы массива будут использовать этот метод как конструктор

  static get [Symbol.species]() {

    return Array;

  }

}

let arr = new PowerArray(1, 2, 5, 10, 50);

alert(arr.isEmpty()); // false

// filter создаст новый массив, используя arr.constructor[Symbol.species] как конструктор

let filteredArr = arr.filter(item => item >= 10);

// filteredArr не является PowerArray, это Array

alert(filteredArr.isEmpty()); // Error: filteredArr.isEmpty is not a function

Теперь .filter возвращает Array. Расширенная функциональность не будет передаваться далее.

Другие коллекции, такие как Map, Set, работают аналогично. Они также исполуют Symbol.species.

[**Отсутствие статического наследования встроенных классов**](https://learn.javascript.ru/extend-natives#otsutstvie-staticheskogo-nasledovaniya-vstroennyh-klassov)

У встроенных объектов есть собственные статические методы, например, Object.keys, Array.isArray и т. д. Как известно, встроенные классы расширяют друг друга. Обычно, когда один класс наследует другому, то наследуются и статические методы. Но встроенные классы – исключение. Они не наследуют статические методы друг друуга. Например, и Array и Date наследуют от Object, так что в их экземплярах доступны методы из Object.prototype. Но Array.[[Prototype]] не ссылается на Object, поэтому нет методов Array.keys() или Date.keys().

Ниже представлена структура Date и Object:
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Как видно, нет связи между Date и Object. Они независимы, только Date.prototype наследует от Object.prototype. В этом важное отличие наследования встроенных объектов от тех, которые получаются с использованием extends.