Q1: (5 points) Why the data type in NumPy is floating point in many cases?

By default dtype uses a floating in numpy which is (np.float64)

Example:

Arr = np.array([2, 5.0, 2])

Arr.dtype

# dtype('float64')

In the example one of the elements is 5.0 is a floating-point number. Floats are a more complex data type in Python, which means that all other data types have to match this. Therefore, all elements of the array are converted to floats and are stored with the dtype float64.To change this we can explicitly change the dtype to Int or float.

Q2: (40 points) Write a statement that performs the desired action. Assume the list housePrices = ['$140,000', '$550,000', '$480,000'] exists. (10 point for each subquestion)

* 1. Update the price of the second item in housePrices to '$175,000'.

A: housePrices[1]= '$175,000'

* 1. Add a price to the end of the list with a value of '$1,000,000', use .append().

A: housePrices[len(housePrice):] = ['$1,000,000']

* 1. Remove the first element from housePrices, using the pop() method.

A: housePrices.pop(0)

* 1. Sort the list in-place (without creating a new object) by calling sort function:

A: housePrices.sort(key=lambda x: x.split('$'))

print(housePrices)

Q3: (10 points) Which statement adds 'data' to the following dictionary? (5 points) Why? (5 points)

prices = {'apples': 1.99, 'oranges': 1.49, 'kiwi': 0.79}

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAeAB4AAD/2wBDAAEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQH/2wBDAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQH/wAARCAAQABADASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD+v3xNJ8S/2mfjn8UfhRonxB8efBv4QfBB/BOmeJ9a8A3GiaP4v+I3jbXU0/xhe6DZeIxf6jrnhzw/o/h6LTorq/s9K0261WXxA9pbXYh0/Uob31n4XfBXxj8GfGt5cRfHL4o/Ef4c+JTNHF4O+J+oWXi/U/DevNp2kQwXumeM7tLbXn0qf+yNRnuNInW6ihvdTElobaJblbrZ8N/BrV/Afxz+KXxb8M61Fc+HPi1o3hH/AISfwJdvqxdPGvhgSaWnjDSL+41ebSdOe68NtFpmr6emjA6wbLRZIr3SDolyniL22OC91C6huNRthYwWE5msreO7M0lxM1v5fn3fk7YVjhMs6wwAzF22zO0ewRuAf//Z)prices['pears'] = 1.79

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAeAB4AAD/2wBDAAEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQH/2wBDAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQH/wAARCAAQABADASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD+v3xNJ8S/2mfjn8UfhRonxB8efBv4QfBB/BOmeJ9a8A3GiaP4v+I3jbXU0/xhe6DZeIxf6jrnhzw/o/h6LTorq/s9K0261WXxA9pbXYh0/Uob31n4XfBXxj8GfGt5cRfHL4o/Ef4c+JTNHF4O+J+oWXi/U/DevNp2kQwXumeM7tLbXn0qf+yNRnuNInW6ihvdTElobaJblbrZ8N/BrV/Afxz+KXxb8M61Fc+HPi1o3hH/AISfwJdvqxdPGvhgSaWnjDSL+41ebSdOe68NtFpmr6emjA6wbLRZIr3SDolyniL22OC91C6huNRthYwWE5msreO7M0lxM1v5fn3fk7YVjhMs6wwAzF22zO0ewRuAf//Z)prices['pears': 1.79]

Answer: prices['pears'] = 1.79

Here a new key-value pair is added to an existing dictionary using the assignment operator.

Q4: (10 points) What's the result of set([100, 200, 100, 200, 300])? Select the correct answer (5 points) and explain Why (5 points):
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Answer: A set that contains 100, 200, and 300

The built-in set type in Python includes the following features:

* Sets have no order.
* Set components are special and their elements cannot have duplicates.
* Although the elements that make up a set may be changed, the set itself must be immutable.

Q5: (25 points) At the end of Chapter4, section 4.5, you can find an example of utilizing array operations. Clearly explain why you need the following method in such code: (5 points for each)

* + 1. .cumsum(): cumsum() method is used to get cumulative sum of the random steps in the walk code.

* + 1. .min(): After calculating the cumulative sum we can get the min value along the walk trajectory.

* + 1. .max(): After calculating the cumulative sum we can get the max value along the walk trajectory.

* + 1. .abs(walk): It is used to get how long it took the random walk to get at least n steps away from the origin 0 in either direction. .abs(walk) gives us a boolean array indicating where it has reached or exceeded n.

* + 1. .argmax(): To find out the index of the first n or -n we can use argmax to compute this, which returns the first index of the maximum value in the boolean array.

Q6: (10 points) The python code (given in p123) simulates 5,000 random walks, change this code to: (5 points for each)

6.1 Simulate 7500 walks, a single random walk with 2,000 steps.

import numpy as np

nwalks = 7500

nsteps = 2000

draws = np.random.randint(0, 2, size=(nwalks, nsteps)) # 0 or 1

steps = np.where(draws > 0, 1, -1)

walks = steps.cumsum(1)

Walks

Output: array([[ -1, -2, -3, ..., 84, 85, 84],

[ -1, 0, -1, ..., 70, 69, 70],

[ -1, 0, 1, ..., -6, -5, -6],

...,

[ -1, -2, -3, ..., -12, -11, -12],

[ 1, 2, 1, ..., -2, -1, 0],

[ -1, 0, 1, ..., -8, -7, -8]])

6.2. Find how long it took the random walk to get at least 50 steps away from the origin 0 in either direction

hits50 = (np.abs(walks) >= 50).any(1)

print(hits50)

print("Number that hit 50 or -50 is: ", hits50.sum())

crossing\_times = (np.abs(walks[hits50]) >= 50).argmax(1)

print("crossing time is: ", crossing\_times.mean())

Output:

[False False True ... True False False]

Number that hit 50 or -50 is: 3941

crossing time is: 1134.7746764780513